Modul 411 - LB3

Datenstrukturen und Algorithmen

**Allgemeine Informationen**

|  |  |
| --- | --- |
| Zeit | 120 Minuten |
| Punkte maximal | 82 |
| Punkte erreicht |  |
| Note |  |
| Hilfsmittel | Moduljournal, Java-Hilfe |
| ICT - Handlungsziele | 2,4,5,6 |
| Unterschrift Lernender |  |
| Unterschrift Prüfungsleitung |  |
| Art der Prüfung | schriftl.+ praktisch am PC |
| Tools | Java SDK 8 und Eclipse Mars vorinstalliert |
| vorhandene Dateien | music.txt cCodes.ser UnCountryCodeAdmin\_Stundent.java |
| abzugebende Dateien | MusicStore\_*Nachname\_Vorname*.java UnCountryCodeAdmin\_*Nachname\_Vorname*.java |

**Handlungsziele und Aufgaben**

|  |  |  |
| --- | --- | --- |
| Nr | Handlungziel | Aufgaben |
| 2 | Ein Problem analysieren und einen geeigneten Algorithmus zur Lösung mit den Grundelementen Zuweisung, Verzweigung und Schleife entwerfen und mit Prozeduren und Funktionen umsetzen. | 2,3,4 |
| 4 | Ein komplexeres Problem auf kleinere Teilprobleme zurückführen und je nach Problemstellung Iteration oder Rekursion einsetzen. | 2,3,4 |
| 5 | Abstrakte Datentypen, wie Liste, Set, Map etc. und die darauf definierten Operationen kennen und zielgerichtet einsetzen können. | 1,3,4,5 |
| 6 | Datenstrukturen und Algorithmen mit dem Debugger und weiteren Tools untersuchen und dabei speziell die Situation auf Stack und Heap analysieren und in geeigneter Form darstellen. | 2 |

# Aufgabe: Theorie Datentypen (8 Punkte, 14 Minuten)

## Unterschied ArrayList vs. LinkedList (4 Punkte, 7 Minuten)

Beschreiben Sie in Stichpunkten die Unterschiede der Klassen ArrayList und LinkedList aus den java.utils hinsichtlich der Laufzeit beim Zugriff und beim Einfügen von neuen Elementen.

|  |  |  |
| --- | --- | --- |
|  | ArrayList | LinkedList |
| **Einfügen** |  |  |
| **Zugriff** |  |  |

**Bewertungsraster:**

ein Punkt je richtige Aussage

|  |  |  |
| --- | --- | --- |
|  | ArrayList | LinkedList |
| **Einfügen** | langsam, da Array u.U. umkopiert werden muss | kann dynamisch wachsen, einfügen relativ performant |
| **Zugriff** | sehr schnell, Grössen- unabhängig | für ein Element am Ende der Liste muss die gesamte Liste durchschritten werden |

## Abstrakte Datentypen (4 Punkte, 7 Minuten)

Unterstreichen Sie die ungültigen Code-Zeilen und begründen Sie kurz Ihre Entscheidung.

* ArrayList<Person> = new ArrayList<Person>(1000);
* LinkedList<Person> liste = new LinkedList<Person>();
* List<int> luckyNumbers = new LinkedList<int>();
* Map<String, String> myDict = new HashMap<String, String>();
* Falsche Codezeilen sind:
* `ArrayList<Person> = new ArrayList<Person>(1000);`   
  `List<int> luckyNumbers = new LinkedList<int>();`
* **Bewertungsraster:**
* Je zwei Punkte pro richtige Unterstreichung, je zwei Punkte Abzug für fehlerhafte Unterstreichung.

# Aufgabe: Iteration und Rekursion (16 Punkte, 18 Minuten)

## Iteration in Rekursion umwandeln (10 Punkte, 10 Minuten)

Gegeben ist der folgende Code:

public int cumSum(int x){  
 if (x==1)  
 return 1;  
 return x+cumSum(x-1);  
}

1. Welchen Wert gibt die cumSum-Funktion beim Aufruf mit x = 6 zurück? (2 Punkte)

* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* **Bewertungskriterien / Lösung:**
* Wert = 21

1. Wandeln Sie die Funktion cumSum in eine Iteration um. Die Funktionalität soll erhalten bleiben.

* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* **Bewertungskriterien:**

|  |  |  |
| --- | --- | --- |
| * Kriterium | * max. Punkte | * erreichte Punkte |
| * Schleife vorhanden | * 3 |  |
| * Schleifenabgrenzung | * 3 |  |
| * Rückgabe korrekt | * 2 |  |

* **Lösungsvorschlag:**
* public int cumSum(int x){  
   int res = 0;  
   for (int i = 0; i <= x; i++)  
   res += i;  
   return res;  
  }

## Programmstack (6 Punkte, 8 Minuten)

1. Was versteht man unter dem Programmstack im Arbeitsspeicher? (2 Punkte)

* **Lösungsvorschlag:**
* etwa so: *für jeden Funktionsaufruf werden Rücksprungadresse und lokale Variablen auf den Stack gelegt, und beim Beenden des Aufrufs wieder frei gegeben* oder ähnlich

1. Beschreiben oder skizzieren Sie den Ablauf auf dem Programmstack, wenn obige Funktion mit x=4 aufgerufen wird. (4 Punkte)

* **Lösungsvorschlag:**
* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXYAAAE6CAYAAAACxHlyAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAB3RJTUUH4AcTDQkyO9Hs2QAAIABJREFUeNrt3Xtczvf/x/HH1dW5iEImZZTDstD4ymQ2vshpG2POxwg5znE2wzbbLKcNPyNizTGnOZczs4qcZYtUvimLIhKdu67r98eVQ+WUrriy1/1263Zru9L1eX2u9+v5eX/en891pRjiE3jrdPSt8gghhCi16jvaRPt93rYmgOHp6Fvl109+V/aKEEKUYt1/POp0/3sD2R1CCPF6kWAXQggJdiGEEBLsQgghJNiFEEJIsAshhJBgF0IICXYhhBAS7EIIISTYhRBCSLALIYSQYBdCCAl2IYQQEuxCCCEk2IUQQkiwCyGEkGAXQggJdiGEEBLsQgghJNiFEEJIsAshhJBgF0IICXYhhBAS7EIIISTYhRBCSLALIYSQYBdCCAl2IZ6bJvs6YQE+jOnVlqb1auHo6Kj9qlWfph49Gf3Dao4mZKEpDcWoEgka54ajY226LrlAesGNzrnOH/N64eroiKPjB8yLzC6wM9KJWPwJtRwdaTJ+N0mqUvZiPqs+obcMZRcI3eXgPqb39WZdjDYBDW3exLmmDRYGOdy5fplL0cfZFX2cXf5r8Vyxhi+aldfjmUUWl/yGMWbbTazaLeQXr7cwVzxIbDJjA/EZPZGVf2c9+VcozHEesph54R6M2Toa7zqBrPVywkT/D8/PV5+QGbt43VP9OlsnjNaGerWuzNpxmojjB9ixeQMBG7cQ9OdZ/jrsx/B3TEEVyYpR0zh4S6235WReWMLoWeGorDoy65u2VFI+mMYSv2USHVuNZuXfJrgNHITL07pIaUu7GT60L6vi7I+jWRapy6DUoNb5qU8R6xMS7OL1pU4OZV1oNmBL/5++pouzFcr801fM7FswdskcWpkDqSFsPH4bvYz23Hg2TltEFIa4TZpEC5tH2kSTRnjA7/zPyp1xa/az6jN3bJRP/3XKCq34fGIjlESycPrvXNXVkkx2NEt6dGTw9+s4djVDN8tbL1CfkGAXRZg5JYb9xlcD2uFWN2+d2qUZnUfOY1d0+iNNnEvc8nbax7vvIqVQd6u4urJjgcc1JG/riqOjI3WH/UnqnbOsnNgV9/vPU78FvaZvJipdA6obhC4ZQ6emznlr5Q1p6zWX/ddy8gf7vSTuAlABx4rGTx5wNq2ZvTeUs5Gn8G1rkzcAX6SGkqkDIP2sL4tOq8CmK599aJf/AKUwpErbrwnY/ysjmtjwfJmnpOpHY+lcHnJPLGR5eLqOutcES/UlDq34it7vu9Jy4LesCo4jvThHyxeqT0iwi+eQQZT/YNr0+pZ1f15CZd8I9+ZNeLvsDcKDFjHaozMzw1KKMdtVYGSmDd+sm6dZ0Kc/fjec6T52ChMGt8UxI46w1ZPo990ednzRCa+Ae7j2Gs+U8YNo7ZBK1MFfGDpgMZceuZamtK5BFSOAC2zcGUXGE6ePhpR9w5Yyhgod7Cfd14HmDsdXbOMGYNelN/UtCj6nJa4D+/Kf8kWMPEtX+nWpAiSy5dfTeQfBYjJ0oF/ACQIXT6TLO1bEHfmNr/u3oEGLfkz3/4PLaS8yQl6wPiHBLp5xhn3Jj5EzgrmHPX2WH+XY7vWs/HUN246EsWZwDSCa5WPnc64YEz+FgQIFoDmzgP2NlrBjxbeMHuyJ9xcLWTOvOSZA0voRfHaiPf47/Jg+chCew79k0do5uBsB0RvYdOnherHCqglDulQC1Jz3+ZD2w2YT8McFbmSV7P0vuq6DtPNsDk4HbGndvoYOL3Sa4Ni+FbbA3T9/528dTdpRWlG7zTBmbQzldOBiJnZxpfzVEFbP8KR1/ffoNcWPA9GpqKStJNjFq5ROuP9KogFzj2mMfb/Sw1uXlOVw8/6CjvbW2Fpc4UxCcW4/y5sxK1wZMbQxVgYPh4S1639xzPu+0ajBNCzzcHattGlIKyeAa5yPe2RdV1GWJlNW8l0He0BN3P4lTPHsSBNnZ5p+2J+xMxaz8Y+L3MzWddDrto6suGDOpQFmLjR/01SnW2pa431cTIHU04TG6/rWQSVWtdswbNYmQk8H8suET3C1vk5YwEyGeLji3u1zfA/EFr5lU0iwi5cg5x9Cjt0CoE6bepQtsGKhKNeS+YdPELpvBZ5OxsV/Pjs33i5w2q20rIil9kEaOxe4JVFpSUXLvENQama+5SCFeU16LthH2OZ5fPbpe9QqrwCySYwIZrv/HCZ7dsCtbjN6TV3H2RQdzyF1VEdG3HmuAVRpgL2Zjl9bU3vq2wEkEB6fWWJDSGlVGw/v2Ww6eopdv0zgE1cbbpzaxKyvA4iVW9H/FeQ+dr1bh0ki6gZAGewqm5f8kdfcGouCy6kGyrx5sDnWhR9EmbdRmsfea2dEhQYfM6rBx4xCRVrCRU4dDyPsWAhHDh4mIvk6YWu/osuBUyze6kObSko9qiOX23E3tSFv8ybWuu4OIxuq2wAxKpLi76CibMlenFSaY12pMpVtbTAnmXTpLgl28YposknL0r40ZkaKkn8+hQEKxZOXOYq3BUosqtSleae6NO/kyUR1GtG7fBg5bg1RiVv4cu6nuPu4YaE3dajJTNWutxtbWpRAcxhiYWkMZJOZmokKnh7s6Sf56iMvthd4y6rhG11YvnU6rk86o8i5wdldq/Bb9htBF+9pXwm7pvTxbk9VI2kxCXbx8imMsTAB0rO4l6Wbu7w1aj1ZWDWwwOnDqfxy9Rit58Rw++ghrmS54WxSimp4yQf5O4mppBWcaiem8LhLFTk3wwlc5Yffb7uIuKs9e3Jo3o+BngPo6l4Nc1l4lWAXr4hxJWpWhKAr6cReTkHV1KLArE5DbmYG2WowMDHDVKlAYZA3H1XnPubuh1zuJt0r2W1Wp3H56D6OnIxC3XwYA13LPGWGbIR19QooiEGTeRftsUsPashbnjEtoz3K5KSlk6vz359L2j3tIrdpGZNnL8NYNGXh+RgWPvWHckg+H8Rqv2X474wgFcCkOi08PRnUrzNN7M1QSFdJsItXzMiOZk2sWXDlFhe3B5PUsztvPJoA6SeY0rwnm26XpdPaEOa6mWJazlz72N0k7qrA5tFXVZXEyeCrJbzRGUT4fs6MkFwUB61ovmEITk+ahWtSCN8bqb0Lxd6FysbaYH/1NWjboXy1ChgQjfrm/7iVC+V02SE5t4hNBlBS0aFc8dfXVQlsGd6JCfuTATB3aoXXoEH0++g/VDGVOP83k5MzvWOOy4C+OAHqUzOZuiH64S1qqhRO+n7HlttAxQ70eNscMKCMY31sAWL2EHJNlW+GmLBjJgv+LulRVIGWEzypDmj+8qH74HkEXUwpNOPNTbnALh8vRmxLAazo4N0GWyX6UUMeMwcXKgMknONqho5/eWY85xIAquBip4NbKVVpxMdDbQ9vZm8M5dRuXyZ3ayyhLmTGrperMbW8WDj1JF1nhHDoKw8a+9ajnr0pqdGnuJCkAhwZOG8CDfOuOprW6UlfZ3/mRJxhWrcBRHRrRg3LLP45HcjGYEsGTmzMktnHUWk0JfbZLOb1xuE/PwXPsRuICV3EyA6LwNyWanbWWBipSE/+h9jEtLyfLk/zySv4vqX1g5mFPtQAYOLgTn2LZSSknedIbCbNXfIHcM7llQwfuYrY+59EoLqb9308vw5uR5BpXkVGb9L3/36hX42HVyszY48QngFY1qepgw5uVTWqjtfmo4w20929NcWpT0iwi6fPG6k1YDn76qxh4ZIA9h4PJyweMKuMi0dnBo31pmNNi4drp8ZODPFfi+HM2azaE0rA/4WCsjxO7p/w/dbPaJk4GX8gLTeTHA2UzKKrEVU7ziSwSXd2rF3PzkNhnI+6wpWoRO3DSktsa7rRqHlbuvbuynvVzPNvhl7UAFjUo4u7OUF7r7Nv9/+Y5PIWj0awOvMakZGX+ecx/zQ9IZbLD/4ri2uZjx6CsrgcuI9EwOK9Lryti1uBFIaY6fhe+xevT+gTRSOv1Zr1k9+VPSFEnrQTU2jZI4CbFXqy/tB3NDLXxS89zpQWPQlIrkiv9QeZoZNfKsRD3X88yomlvRUga+xCFJ60uw5lhKsSbm7ip50JOvicFRX/7PiJTcmgfGcEQxpIqIuSJcEuREGGDnT7djhO5HDMZxaHivkHQdTJB/GZdZxcnBj+zafYywKokGAX4uUzdR7GggkuGKTsYNL0PS/+90pVSQRNm8SuO0pcJi7E29lUdq6QYBfiFUU7tYf4Mv+jCtwJ/Izhfhee8hnzT6DJ4MIyb8btTqXCRz/j61WrFPy9U/FanHTKLhDiCZS2tP8pjPY/veC/V5jx1rDNRA6TXSlkxi6EEEKCXQghhAS7EEJIsAshhJBgF0IIIcEuhBBCgl0IIYQEuxBCSLALIYSQYBdCCCHBLoQQQoJdCCGEBLsQQkiwCyGEkGAXQgghwS6EEEKCXQghhAS7EEJIsAshhJBgF0IIIcEuhBBCgl0IIcTjGNZ3rBDR/cejzrIrhBCi9Kpb3eb8/e8VGo1G9ogQQrxGZClGCCEk2IUQQkiwCyGEeGkMh8/de+FE5I06siuEEKL0cnWqeHbppDauAIYnIm/UWT/5XdkrQghRinX/8WiD+9/LUowQQrxmJNiFEEKCXQghhAS7EEIICXYhhBAS7EIIISTYhRBCgl0IIYQEuxBCCAl2IYQQEuxCCCEk2IUQQoJdCCGEBLsQQggJdiGEEBLsQgghJNiFEEKCXQghhAS7EEIICXYhhBAS7EIIISTYhRBCgl0IIYQEuxBCCAl2IYQQEuxCCCEk2IUQQoL9X02TfZ2wAB/G9GpL03q1cHR01H7Vqk9Tj56M/mE1RxOy0JSGYlSJBI1zw9GxNl2XXCD9/kZrsrh6ZBlT+rejSd28+pxcaNphAFOWHeFqVt4PatKJWPwJtRwdaTJ+N0mq0vIqqrkXuYN5oz+lxTv3X8O6NGnbl8lLDxOfpZGBLv3x5P64L+c6f8zrhaujI46OHzAvMrvAztCf/lA08lqtWT/5XRmhj32d9zG9rzfrYrSvsKHNm9Syt8HCIIc71y9zKeGe9geVtfFcsYYvmpXX4yNlFpd8e9BxVjiW7Raye357KikB9W1CfXrT3y8SNYClHU5VLchNjiX2hnbgKp29WbtmHI3KGoAqkZ0jPRizN50GkwNZ6+WEiV6/ijlc3TqBbuN3kgigtKaaU0WUKVe4nJipfV3rjWHD6lHUt1DIoJf+yN8f2sQmMzYQn9ETWfl3Vt7/s2dE4F7G1TYudHB4Vf3R/cejnFjaWyEz9qeO2utsnTBaO2irdWXWjtNEHD/Ajs0bCNi4haA/z/LXYT+Gv2MKqkhWjJrGwVtqvS0n88ISRs8KR2XVkVnftM0btBruBM9glF8kauzoPHs34WeOsGdXEAeOhXN01QjqGYIqYjETfCPJAlDa0m6GD+3Lqjj742iWRWbpcv6HWsdTu9zY1YyeuJNElNTx9OVw+HEOBgayL/Qcx/Lqyw2fzyT/GHJk1Et/5OsP7cQgfsskOrYazcq/TXAbOAiXp6VmifaHLMUU/+Q9OZR1odmALf1/+pouzlYo85/sYGbfgrFL5tDKHEgNYePx2+jl0M2NZ+O0RURhiNukSbSwuf+yp3LCP4gUoFKfn/n2k5pYPBgRRlRqOpKZQ+wBiD8QzLXcvLFboRWfT2yEkkgWTv+dq7o65cyOZkmPjgz+fh3Hrmbo4PQ9i0sb/DmnBt6ayKLPW2Fven9WbkjFpiPxGeYAQPTOPx7UV7RtjmJZ/za06b+MqGzpj9erPwBNGuEBv/M/K3fGrdnPqs/csVE+/deVWH/oZ7DnkBj2G18NaIfb/XVcl2Z0HjmPXdHpjzRxLnHL22kf776LlELdreLqyo4FHteQvK0rjo6O1B32J6l3zrJyYlfc7z9P/Rb0mr6ZqHQNqG4QumQMnZo6560FNqSt11z2X8s/X1PfS+IuABVwrGj85B1o05rZe0M5G3kK37Y2eTv0RWoomToA0s/6sui0Cmy68tmHdg8bUGNG/Um/4b/Ul/nDXTAv9C+NqfxW5byMvEf2g65UUvWjsXQuD7knFrI8PF1Ho9EES/UlDq34it7vu9Jy4LesCo4jXf3iw7uMa39GDxnEZ2M6UtWwcH1V3nHECCDlKrdfJNjVmVyPiiEm6jqZaumP16o/ABSGVGn7NQH7f2VEExuUz/VallB/6F+wZxDlP5g2vb5l3Z+XUNk3wr15E94ue4PwoEWM9ujMzLCUYhzNFRiZaQdX1s3TLOjTH78bznQfO4UJg9vimBFH2OpJ9PtuDzu+6IRXwD1ce41nyvhBtHZIJergLwwdsJhLj8y4lNY1qGIEcIGNO6PIeOL00ZCyb9hSxlAX67O6rwPNHY6v2MYNwK5Lb+pbPPp0xlSs05j3/tuKxrZGj9meNC6FxAJgVqs++X7E0pV+XaoAiWz59XRekxeToQP9Ak4QuHgiXd6xIu7Ib3zdvwUNWvRjuv8fXE4r6ggxwr61J2M+/5JRrd/AsHAqk3bjtnYJxqoKVoavasoo/aGX/aEd6LgO7Mt/yiuLtqkl0R9FaaWX8STZl/wYOSOYe9jTZ/kGpn5QSfvEqhSOzfqU3n7RLB87n3b7p+Nq/oIvuYECBaA5s4D9/VazY+q7WBkADKCryyDeH3OEpPUj+MzBk4AdX/KfMtqB1r9rXQY2H0dI9AY2XRrKl29rL3UorJowpEsljgQkcd7nQ9qfGsLQXh35b5M6VDQpuYtsuq6DtPNsDk4HbGndvsZzX8hRp8cTsvIbxgXcAENXRo13xypf2SY4tm+Frd9KEv/8nb/Tm9HEXAc7QGlF7TbDmNXGiymRB1i3fCm/bg5h9YwQVn9XGbfuAxk0sBsfOJVFWdznyoll+29nAajzyX+xe0XBLv1R+vrj2UqoP/Rnxp5OuP9KogFzj2mMfb/Sw6OJshxu3l/Q0d4aW4srnEkoziJl3mBSuDJiaOO8F1tborXrf3HM+77RqME0LPNw4CltGtLKCeAa5+MeWddVlKXJlJV818EeUBO3fwlTPDvSxNmZph/2Z+yMxWz84yI3s3V9I5du68iKC+ZcGmDmQvM3TZ+x1BiA5wfv4tbQhZouHzBg9hkqtBrK/F0rGVKr8JA3rfE+LqZA6mlC43W9wKzEqnYbhs3aROjpQH6Z8Amu1tcJC5jJEA9X3Lt9ju+B2MK3pD0vTRrnfhnDrAjArh/Te1bH6JXEuvRHaemPoirZ/njVM/acfwg5dks7K2pTj7IFDuaKci2Zf/jEo/FSvOezc+PtAqdNSsuKWGofpLFzgVuulJZUtMxrsdRM1PBgJqgwr0nPBfto7RnIuoAtBO4P5tLtbBIjgtkeEcx2/zlgUBm3HiOZNL4bDcopdbffdFRHRtx5rgFUaYC92TOyLuc2V+OTuPngdypQpd3m+vVUcpzMKbSSampPfTvYH5NAeHwm1DYukSGktKqNh/dsPIZM4eL+dSxf9iu/n9rErK/L816zyTgXdZqlTuXM4iH0XRCB2rgRk5dOejCze8aRj81ffMGGuEfWaVV3iUkE2Mbnff6izCMvmZFDN2bO7IK9ofTH69AfRU/2l9MfrybYs5OIugFQBrvK5iV/imBujUXB8WOgzDvOm2Nd+EGUeRuleey9dkZUaPAxoxp8zChUpCVc5NTxMMKOhXDk4GEikq8TtvYruhw4xeKtPrSppNSjOnK5HXdTuzZr8ybWz3i1jWp4szfGG3VOGjev/EXI9qXMXrSBmUcDCfluO0t7Vss/qzWyoboNEKMiKf4OKnSwPPLUhDfHulJlKtvaYE4yL3RJKiuObVP7M25zHFi8y+drljC4jhnPtXigTiP2xFFOxj/uwdtEnjmZ/38lNuaZlwWkP0pNfxTZy+6PlxrsmmzSsrRPZWb0Et4AojBAoXjyaVzxtkCJRZW6NO9Ul+adPJmoTiN6lw8jx60hKnELX879FHcfNyz0pg41mana+2iNLS2e+8U2MLKgkpMbncc1ommt4bQes58j38/ggMdS2lob5Bs+FpbGQDaZqZmoHpnNPX7V4SRffeTF9gJvyTN8owvLt07H9UkzppwbnN21Cr9lvxF0UfumF6VdU/p4t6dqEdZP1CknWDTMk59PpEPVzsxd+T2dqhVhum9ch/GHYxj/6P/LPM+Mlp3wZwBbD07VnnpLf7zW/VGUeC1Sf+hQya+xK4yxMAHI4l6Wbu5i1aj15A3KBhY4fTiVX8ZpV/ZuHz3ElaxSVsMzGtX2gz40MwcyTrM/OrPYB/k7iamkpaXl+7qTmMLjlmJzboaz7afRfPifJnQZv4igi1k4NO/HdP+DnD28im961qPsc45gVdIBpn/Sg59PpGPhNo4N22YVLdSlP6Q/SpGSn7EbV6JmRQi6kk7s5RRUTS0KHLU05GZmkK0GAxMzTJUKFAZ5x1t1LoXv7c/lbtK9kt1mdRqXj+7jyMko1M2HMdC1zFNmAEZYV6+Aghg0mXfR9qYe1JB33DYtow2vnLT0wquz6edYNHkufySY08FnIf0dHzP9NVCivVMth8wcTaE60u5pLwqZljF59mzEoikLz8ew8Kk/lEPy+SBW+y3Df2cEqQAm1Wnh6cmgfp1pYm9W5FmlOvUEc/oOYe0VqPzRXAJ8OmFvrCcdKP2hv/1RbEXsj1I1Yzeyo1kTawAubg8u/ME46SeY0swFFxd3ppzMABSYlsu7L+huEndVhaZenAy+WsIbnUGE7+fMWLCEH75eR8zTZhmaFML3Rmqvstu7UNkYPalBe9wuX60CBoDm5v+4VXDkGpqQGR7CqTP7+G1bNI8rMzPmD86kAbxB3TcKzHBzbhGbrJ3ZV3QoV/yBq0pgy1B3Gncay4KdEeQ6tcJr5jr+PL0Pvym9ePcFQh3VDfZ+NZSl0VDOYy4bZutRqEt/6Hd/FJeu+0Ovgh1zXAb0xQlQn5rJ1A3RD29RU6Vw0vc7ttwGKnagx9vmgAFlHOtjCxCzh5BrqnxHwIQdM1nwd0nvlQq0nOBJdUDzlw/dB88j6GJKoSN6bsoFdvl4MWJbCmBFB+822CrRjxrymDm4UBkg4RxXMwrOFp341NMVJXBl0XCmb41+5GKfmrTobXwz2o8EgLrdaedQ4AQvM55zCQBVcLHTwa1iqjTi46G2hzezN4Zyarcvk7s1porpi678akgJ/oEpu+5Ahe4smPnxK7tXXfqjFPZHcem6P/RqKQYwruXFwqkn6TojhENfedDYtx717E1JjT7FhSQV4MjAeRNomHdVxbROT/o6+zMn4gzTug0golszalhm8c/pQDYGWzJwYmOWzD6OSqMpsc+eMK83Dv/5KXiO3UBM6CJGdlgE5rZUs7PGwkhFevI/xCam5f10eZpPXsH3La0fHCn1oQYAEwd36lssIyHtPEdiM2me7+qeIQ49f2b26W6M2xHHxvEebJxWBScHK7gTR3RCXn3lPuCbn/rwZsFcjz1CeAZgWZ+mDjqYBhtVx2vzUUab6Whuo7pG0ILtpADcOczUrm2ePGsydmLQkoX0sC9iS5i6MDU0hqnSH69hf0DO5ZUMH7mK2Pt3uKru5n0fz6+D2xFkmleR0Zv0/b9f6FfDqOT6Q9+CHcyoNWA5++qsYeGSAPYeDycsHjCrjItHZwaN9aZjTYuHp9nGTgzxX4vhzNms2hNKwP+FgrI8Tu6f8P3Wz2iZOBl/IC03kxwNUCI3ExhRteNMApt0Z8fa9ew8FMb5qCtciUrUPqy0xLamG42at6Vr7668V808/2boRQ2ART26uJsTtPc6+3b/j0kub+W/H92oKh/P24dzmxX4rtnJkTPRRF9IAIwo92ZD3Nt2Z7BXJ+oVugc5i8uB+0gELN7rwtu6uNVBYYiZLu8lVmdwK/V+hyZy5fJTf5gbr+xz2aU/9LU/1JnXiIy8zD+P+afpCbFcfqQfruX7sKAS6I+itJJ8HvvrL+3EFFr2COBmhZ6sP/QdjXTx1ua040xp0ZOA5Ir0Wn+QGY3MZUcL6Y9X2B/yeez/MhauQxnhqoSbm/hpZwLF/xRRFf/s+IlNyaB8ZwRDGkioC+kPfeoPCfZ/A0MHun07HCdyOOYzi0PF/IMH6uSD+Mw6Ti5ODP/mU+wNZRcL6Q996g8J9n8JU+dhLJjggkHKDiZN3/Pif49RlUTQtEnsuqPEZeJCvJ1NZecK6Q896w8J9n/P0KX2EF/mf1SBO4GfMdzvwlM+Q/sJNBlcWObNuN2pVPjoZ3y9aun53zsV4t/ZH3LxVAghXgNy8VQIIV5jEuxCCCHBLoQQQoJdCCGEBLsQQggJdiGEEBLsQgghwS6EEEKCXQghhAS7EEIICXYhhBAS7EIIIcEuhBBCgl0IIYQEuxBCCAl2IYQQEuxCCCHBLoQQQoJdCCGEBLsQQggJdiGEEBLsQgjxGjMEMDExOSW7QgghSrWGD4L9nVqV/uj0zeH3ZZ8IIUTp5VKjwrH73ys0Go3sESGEeI3IGrsQQkiwCyGE0GeGubm5VTUajbHsCiGEKL2USuUtAwODFACFl09g6pnoW2VktwghROlV39Hmst/nbR0BDM9E3yqzfvK7sleEEKIU6/7j0Rr3v5c1diGEeM1IsAshhAS7EEIICXYhhBAS7EIIISTYhRBCSLALIYQEuxBCCAl2IYQQEuxCCCEk2IUQQkiwCyGEBLsQQggJdiGEEBLsQgghJNiFEEJIsAshhAS7EEIICXYhhBAS7EIIISTYhRBCSLALIYQEuxBCCAl2IYQQEuxCCCEk2IUQQkiwF40m+zphAT6M6dWWpvVq4ejoqP2qVZ+mHj0Z/cNqjiZkoSkNxagSCRrnhqNjbbouuUD6/Y3WZHH1yDKm9G9Hk7p59Tm50LTDAKYsO8LVrLwf1KQTsfgTajk60mT8bpJUpeVFfM76hPTH4/oDNfcidzBv9Ke0eOd+jXVp0rYvk5ceJl4P+0PRyGu1Zv3kd2WEPvZ13sf0vt6si9G+cIY2b1LL3gYLgxzuXL/MpYSwoynhAAAfiElEQVR72h9U1sZzxRq+aFZej4+UWVzy7UHHWeFYtlvI7vntqaQE1LcJ9elNf79I1ACWdjhVtSA3OZbYG9na8py9WbtmHI3KGoAqkZ0jPRizN50GkwNZ6+WEiT6/iEWtT0h/PNof5HB16wS6jd9JIoDSmmpOFVGmXOFyYqa27npj2LB6FPUtFK+0P7r/eJQTS3srZMb+1FF7na0TRmsHbbWuzNpxmojjB9ixeQMBG7cQ9OdZ/jrsx/B3TEEVyYpR0zh4S6235WReWMLoWeGorDoy65u2eYNWw53gGYzyi0SNHZ1n7yb8zBH27AriwLFwjq4aQT1DUEUsZoJvJFkASlvazfChfVkVZ38czbLILF3O/1DrdGr3AvUJ6Y8H/QG5sasZPXEniSip4+nL4fDjHAwMZF/oOY7ljZ/c8PlM8o8hp8T7Q5Ziij/RSw5lXWg2YEv/n76mi7MVyvwnO5jZt2Dskjm0MgdSQ9h4/DZ6OXRz49k4bRFRGOI2aRItbO6/7Kmc8A8iBajU52e+/aQmFg9GhBGVmo5k5hB7AOIPBHMtN28CVqEVn09shJJIFk7/nau6OuXMjmZJj44M/n4dx65m6OD0/cXqK9o2R7Gsfxva9F9GVLb0x+vVH1lc2uDPOTXw1kQWfd4Ke1NF3mOGVGw6Ep9hDgBE7/yj5PtDP4M9h8Sw3/hqQDvc7q9zujSj88h57IpOf6SJc4lb3k77ePddpBTqbhVXV3Ys8LiG5G1dcXR0pO6wP0m9c5aVE7vifv956reg1/TNRKVrQHWD0CVj6NTUOW8tsCFtveay/1pO/oF7L4m7AFTAsaLxk3egTWtm7w3lbOQpfNva5O3QF6mhZOoASD/ry6LTKrDpymcf2j1sQI0Z9Sf9hv9SX+YPd8G80L80pvJblfPG+D2yH3SlkqofjaVzecg9sZDl4ek6Go0mWKovcWjFV/R+35WWA79lVXAc6S+aBi9cX1ESLpPrUTHERF0nUy398Vr1BwaUce3P6CGD+GxMR6oaFh4/Vd5xxAgg5Sq3c0u4P4rA8OU8TQZR/sPoOiOYe0D5mo1wf8OQO5dOEh60iNFBezi3dj2T3cq94JFGgZGZdnBl3TzNgj4r2GvzMd3Htsfoxim2/LqbsNWT6JdjwZe5M5h8vA7deo3nI4NEjv/+K/sO/sLQOCOCdoymVt4YVVrXoIoRROdcYOPOKD7xqoOZ4vG7sOwbtjraT7qvA80djq/Yxg3Arktv6ls8+nTGVKzTmIp1nrQ9aVwKiQXArFZ9bI0eecjSlX5dqrDJL4Etv55mnGszyhR7NDrQL+AEbgfWsXzZr2w+8htfH/mNGVXd6TlwEP0/fY8aFkUYIcWp76WS/tDL/sAI+9aejGn9xKM6aTdua5dgrKpgZVjC/aFvwZ59yY+RM4K5hz19lm9g6geVtE+sSuHYrE/p7RfN8rHzabd/Oq7mL/iSGyhQAJozC9jfbzU7pr6LlQHAALq6DOL9MUdIWj+Czxw8CdjxJf8pox2F/bvWZWDzcYREb2DTpaF8+bb2UofCqglDulTiSEAS530+pP2pIQzt1ZH/NqlDRRNFie0rXddB2nk2B6cDtrRuX+O5L+So0+MJWfkN4wJugKEro8a7Y5WvbBMc27fC1m8liX/+zt/pzWhiroMdoLSidpthzGrjxZTIA6xbvpRfN4ewekYIq7+rjFv3gQwa2I0PnMoWOPUv4kT7mfW9PNIfpa8/tCdZsWz/7SwAdT75L3aGL6E/9GcpJp1w/5VEA+Ye0xj7fqWHRxNlOdy8v6CjvTW2Flc4k1CcRcq8waRwZcTQxnkvtrZEa9f/4pj3faNRg2lY5uHAU9o0pJUTwDXOxz2yrqsoS5MpK/mugz2gJm7/EqZ4dqSJszNNP+zP2BmL2fjHRW5m6/pGLt3WkRUXzLk0wMyF5m+aPmOpMQDPD97FraELNV0+YMDsM1RoNZT5u1YypFbhIW9a431cTIHU04TG63qBWYlV7TYMm7WJ0NOB/DLhE1ytrxMWMJMhHq64d/sc3wOxj9yS9jxLqUWr7+WQ/igt/ZF/mS+Nc7+MYVYEYNeP6T2rY/RS++NVz9hz/iHk2C3tUa1NPcoWOJgryrVk/uETj7Zf8Z7Pzo23y+efyyktK2KpfZDGzgVuuVJaUtEyr8VSM1HDg5mgwrwmPRfso7VnIOsCthC4P5hLt7NJjAhme0Qw2/3ngEFl3HqMZNL4bjQop9TdftNRHRlx57kGUKUB9mbPGKs5t7kan8TNB79TgSrtNtevp5LjZE6hlVRTe+rbwf6YBMLjM6G2cYkMIaVVbTy8Z+MxZAoX92uXaX4/tYlZX5fnvWaTcX7OTC5yfY+5yLb5iy/YEPfIOq3qLjGJANv4vM9flHnkJTNy6MbMmV2wN5T+eB364+HpXipnFg+h74II1MaNmLx00oMzg1fRH68m2LOTiLoBUAa7yuYlf4pgbo1FwfFjoMw7zptjXfhBlHkbpXnsvXZGVGjwMaMafMwoVKQlXOTU8TDCjoVw5OBhIpKvE7b2K7ocOMXirT60qaTUozpyuR13U3sngs2bWD/j1Taq4c3eGG/UOWncvPIXIduXMnvRBmYeDSTku+0s7Vkt/6zEyIbqNkCMiqT4O6go3vLIsxPeHOtKlalsa4M5yRT1klSR6yvU0GnEnjjKyfjHPXibyDMn8/+vxMakqaU/Xpf+yJvis21qf8ZtjgOLd/l8zRIG1zHjsYtPL7s/XupSjCabtCztMcTM6CUsYioMUCiefBpXvC1QYlGlLs07eTLxx+XsOBbOnp97U9MASNzCl3NPkqZXdajJTNXeR2tsafHcR3EDIwsqObnRedxStsxvhQX3OPL9DA4Uug/ZEAtL7SwkMzWTZ97VlX6Sr1q5Uq9evXxf73h8w5mMp81qb3B26zxGdvgP73adwC+7L5Fl15Q+w9tT9QUueD5/fQUY12H84RhiYh75+nsrA2wB2wFs/bvAY4fHU8dY+uN16Q91ygkW9u+gDfWqnZm7YzlDXCyf8lxF7I9SFewKYyxMALK4l6Wbu1g1aj15g7KBBU4fTuWXcdqVvdtHD3Elq5TV8IxGtf2gD83MgYzT7I/OLPZB/k5iKmlpafm+7iSm8Lil2Jyb4Wz7aTQf/qcJXcYvIuhiFg7N+zHd/yBnD6/im571KN6bRXVcn/THa9sfqqQDTP+kBz+fSMfCbRwbts2iUzX9fc91yS/FGFeiZkUIupJO7OUUVE0tCpyOaMjNzCBbDQYmZpgqFSgM8o6B6tzHHOVyuZt0r2S3WZ3G5aP7OHIyCnXzYQx0LfOUo7IR1tUroCAGTeZdtL2pBzXkHbdNy2gHX05aeuHV2fRzLJo8lz8SzOngs5D+jo+Z/hooMVQA5JCZoylUR9o97UUh0zImzz7NtGjKwvMxLHzqD+WQfD6I1X7L8N8ZQSqASXVaeHoyqF9nmtibPf+sstj1vQTSH/rbH/fLTT3BnL5DWHsFKn80lwCfTtg/13J5EfujVM3Yjexo1sQagIvbgwt/ME76CaY0c8HFxZ0pJzMABabl8u4LupvEXVWhQycng6+W8EZnEOH7OTMWLOGHr9cR87RZhiaF8L2R2qvs9i5UNkZPatAet8tXq4ABoLn5P24VHLmGJmSGh3DqzD5+2xb92LfUZ8b8wZk0gDeo+0aBGUrOLWKTtTPfig7lij9wVQlsGepO405jWbAzglynVnjNXMefp/fhN6UX7xYl1HVR38sg/aG//QGgusHer4ayNBrKecxlw+znDfUS6A+9CnbMcRnQFydAfWomUzdEP7xFTZXCSd/v2HIbqNiBHm+bAwaUcayPLUDMHkKuqfIdARN2zGTB3yW9VyrQcoIn1QHNXz50HzyPoIsphY7ouSkX2OXjxYhtKYAVHbzbYKtEP2rIY+bgQmWAhHNcLbiObezEp56uKIEri4YzfWv0Ixf71KRFb+Ob0X4kANTtTjuHAid4mfGcSwCogoudafE3VpVGfDzU9vBm9sZQTu32ZXK3xlQxfcGV3+LW91JIf+htf6AhJfgHpuy6AxW6s2DmxwXuVX8GXfeHXi3FAMa1vFg49SRdZ4Rw6CsPGvvWo569KanRp7iQpAIcGThvAg3z3vVlWqcnfZ39mRNxhmndBhDRrRk1LLP453QgG4MtGTixMUtmH0el0ZTYZ0+Y1xuH//wUPMduICZ0ESM7LAJzW6rZWWNhpCI9+R9iE+9fCipP88kr+L6l9YMjpT7UAGDi4E59i2UkpJ3nSGwmzV1M8738Dj1/ZvbpbozbEcfG8R5snFYFJwcruBNHdEJefeU+4Juf+vBmwVyPPUJ4BmBZn6YOOriVy6g6XpuPMtpMqbPhXZz6noupC1NDY5gq/fH69YfqGkELtpMCcOcwU7u2efKs29iJQUsW0uORe1t13h/6FuxgRq0By9lXZw0LlwSw93g4YfGAWWVcPDozaKw3HWtaPDzNNnZiiP9aDGfOZtWeUAL+LxSU5XFy/4Tvt35Gy8TJ+ANpuZnkaIASuZnAiKodZxLYpDs71q5n56Ewzkdd4UpUovZhpSW2Nd1o1LwtXXt35b1q5vk3Qy9qACzq0cXdnKC919m3+39Mcnkr//3aRlX5eN4+nNuswHfNTo6ciSb6QgJgRLk3G+LetjuDvTpRr9A9yFlcDtxHImDxXhfettDBtioMMTPT9cv4ovW9TNIfetkf6gxupd5fVknkyuWn/SI1N/J9rn8J9EdRWkk+j/31l3ZiCi17BHCzQk/WH/qORrp4a3Pacaa06ElAckV6rT/IjEbmsqOF9Mcr7A/5PPZ/GQvXoYxwVcLNTfy0M0EH99Oq+GfHT2xKBuU7IxjSQEJdSH/oU39IsP8bGDrQ7dvhOJHDMZ9ZHCrmHzxQJx/EZ9ZxcnFi+DefPv0t80JIf0iwi5Jh6jyMBRNcMEjZwaTpe1787zGqkgiaNoldd5S4TFyIt7Op7Fwh/aFn/SHB/u8ZutQe4sv8jypwJ/AzhvtdIKOo78fRZHBhmTfjdqdS4aOf8fWqpd9/71SIf2l/yMVTIYR4DcjFUyGEeI1JsAshhAS7EEIICXYhhBAS7EIIISTYhRBCSLALIYQEuxBCCAl2IYQQEuxCCCEk2IUQQkiwCyGEBLsQQggJdiGEEBLsQgghJNiFEEJIsAshhAS7EEIICXYhhBAS7EIIISTYhRBCSLALIYQEuxBCiNLC0LVmxRPdfzz6H9kVQghRer1d3ebU/e8VGo1G9ogQQrxGZClGCCEk2IUQQkiwCyGEeGkMh83ZE3fq0k172RVCCFH6Naxte9jw1KWb9usnvyt7QwghSjkDA4M7n/4Q8oEsxQghxOsW8LILhBBCgl0IIYQEuxBCCAl2IYQQEuxCCCEk2IUQQoJdCCGEBLsQQggJdiGEEBLsQgghJNiFEEKCXQghhAS7EEIICXYhhBAS7EIIISTYhRBCgl0IIYQEuxBCCAl2IYQQEuxCCCEk2IUQQoJdCCGEBLsQQggJdiGEEBLsQgghJNiFEEKC/d9Ok32dsAAfxvRqS9N6tXB0dNR+1apPU4+ejP5hNUcTstCUhmJUiQSNc8PRsTZdl1wg/YkbrSH12DTcHR1xdHSiz/67ef87nYjFn1DL0ZEm43eTpCq1r+rj6xPSH4/rD00WV48sY0r/djSpm1efkwtNOwxgyrIjXM3S6FV/KBp5rdasn/yujM4nvs77mN7Xm3Ux2hfO0OZNatnbYGGQw53rl7mUcE/7g8raeK5YwxfNyuvx0TKLS7496DgrHMt2C9k9vz2VlE9o1tRjTG/XmzXXARS863uG1a3KPBj8O0d6MGZvOg0mB7LWywmT0hZGT6tPSH882h/q24T69Ka/XyRqAEs7nKpakJscS+yNbG15zt6sXTOORmUNXml/GBgY3Pn0hxArmbE/ddReZ+uE0dpBW60rs3acJuL4AXZs3kDAxi0E/XmWvw77MfwdU1BFsmLUNA7eUuttOZkXljB6Vjgqq47M+qbtE0MdTSphc8az5jqYP+5xpS3tZvjQvqyKsz+OZllklk5n0uqSnto9qz4h/fGgPzTcCZ7BKL9I1NjRefZuws8cYc+uIA4cC+foqhHUMwRVxGIm+EaSVeL9IUsxxaZODmVdaDZgS/+fvqaLsxX5s1CBmX0Lxi6ZQytzIDWEjcdvo5dDNzeejdMWEYUhbpMm0cLG4MlLFGFzGL/mOgb1RjLS9fE/pazQis8nNkJJJAun/85VXZ1yZkezpEdHBn+/jmNXM0rg9P356ivaNkexrH8b2vRfRlS29Mfr1R+pnPAPIgWo1Odnvv2kJhYPWseISk1HMnOIPQDxB4K5llvC/aGfwZ5DYthvfDWgHW7316lcmtF55Dx2Rac/0sS5xC1vp328+y5SCnW3iqsrOxZ4XEPytq44OjpSd9ifpN45y8qJXXG//zz1W9Br+mai0jWgukHokjF0auqctxbYkLZec9l/LSf/wL2XhHbltQKOFY2fvBNtWjN7byhnI0/h29Ymb6e+SA0lUwdA+llfFp1WgU1XPvvQjidP1o8zd8IarivqMn5Wb6o/sWwlVT8aS+fykHtiIcvD03U0Ik2wVF/i0Iqv6P2+Ky0Hfsuq4DjSdZQGz19fURIuk+tRMcREXSdTLf3xWvWHxoz6k37Df6kv84e7POYMz5jKb1XOW8m5R7a6hPtD/4I9gyj/wbTp9S3r/ryEyr4R7s2b8HbZG4QHLWK0R2dmhqUU42iuwMhMO7iybp5mQZ/++N1wpvvYKUwY3BbHjDjCVk+i33d72PFFJ7wC7uHaazxTxg+itUMqUQd/YeiAxVx6ZMaltK5BFSOAC2zcGUXGE6ePhpR9w5Yyhgod7Cfd14HmDsdXbOMGYNelN/UtnrxEcXzueFZfU+A8fg4Da5o+fVMtXenXpQqQyJZfT6OTy4+GDvQLOEHg4ol0eceKuCO/8XX/FjRo0Y/p/n9wOU1dnFQvWn0vlfSHXvaHwpiKdRrz3n9b0djW6DHbk8alkFgAzGrVJ9+PlER/6FuwZ1/yY+SMYO5hT5/lRzm2ez0rf13DtiNhrBlcA4hm+dj5nCvGgU1hoEABaM4sYH+jJexY8S2jB3vi/cVC1sxrjgmQtH4En51oj/8OP6aPHITn8C9ZtHYO7kZA9AY2XXq4HqawasKQLpUANed9PqT9sNkE/HGBG1kluwis6zpIO8/m4HTAltbtazzhQo6G1ONzGb/6Ggrn8cz1rPUcF3xMcGzfClvg7p+/87euJiVKK2q3GcasjaGcDlzMxC6ulL8awuoZnrSu/x69pvhxIDqVop3dvkh9L4/0h773x2NO1NLj+XPJGEYE3ABDV0aNd8dK8RL6Q3+CPZ1w/5VEA+Ye0xj7fiUMHzRxOdy8v6CjvTW2Flc4k1CcRcq8vapwZcTQxjy8NGyAtet/ccz7vtGowTQs8/AVUNo0pJUTwDXOxz2yrqsoS5MpK/mugz2gJm7/EqZ4dqSJszNNP+zP2BmL2fjHRW5m63og67aOrLhgzqUBZi40f/Pxs1TN3ePMHb+aawpnxs/1pNZzjm7TGu/jYgqkniY0XtcLzEqsardh2KxNhJ4O5JcJn+BqfZ2wgJkM8XDFvdvn+B6Ifcotm8WvT/pD+iP/UnwAnh+8i1tDF2q6fMCA2Weo0Goo83etZMhjBlXJ9sdTTnxfztL6P4QcuwVAnTb1KFvgjExRriXzD594dPcV7/ns3Hi7fP5VZKVlRSy1D9LYucAtV0pLKlrmtVhqJmp4sMamMK9JzwX7aO0ZyLqALQTuD+bS7WwSI4LZHhHMdv85YFAZtx4jmTS+Gw3KKXW333RUR0bcea4BVGmAvdljUy9viQKcJ8zFsyipZ2pPfTvYH5NAeHwm1DYukSGktKqNh/dsPIZM4eL+dSxf9iu/n9rErK/L816zyTibPDXVX7y+wp3N5i++YEPcI+u0qrvEJAJs4/M+f1HmkZfMyKEbM2d2wd5Q+qPU9sejQynnNlfjk7j54HcqUKXd5vr1VHKczDF+Rf3xaoI9O4moGwBlsKtsXvKnCebWWBQcPwbKvOO8OdaFH0SZt1Gax95rZ0SFBh8zqsHHjEJFWsJFTh0PI+xYCEcOHiYi+Tpha7+iy4FTLN7qQ5tKSj2qI5fbcTe1a7M2b2JtWHiJ4u7xuUxYdQ2cJxR9icLIhuo2QIyKpPg7qCiLsiRfW6U51pUqU9nWBnOSefbZbTHrK3T+nUbsiaOcjH/cg7eJPHMy//9KbMwzLwtIf+hxfxSotIY3e2O8UeekcfPKX4RsX8rsRRuYeTSQkO+2s7RnNYxeZX+81KUYTTZpWdrjiJmRouSfT2GAQvHk07jibYESiyp1ad7Jk4k/LmfHsXD2/NybmgZA4ha+nHuSNL2qQ01mqnY90djSotCRXHP3OHMnrCLBwIVJ815kicIQC0vtLCQzNfPZ697pJ/mqlSv16tXL9/WOxzecyXjarPYGZ7fOY2SH//Bu1wn8svsSWXZN6TO8PVWNnrEEU6z6CjCuw/jDMcTEPPL191YG2AK2A9j6d4HHDo+njrH0R2ntjycGp5EFlZzc6DxuKVvmt8KCexz5fgYHCt2nX8T+KFUzdoUxFiZAehb3snRz35pGrSdvUDawwOnDqfxy9Rit58Rw++ghrmS5PX1pQG9qUPHP1h9YlQCUURH8gzdh+bohh8Rw7az33M8j8FxrhGWjccwaXpcXvp9Ek82dxFTSCk61E1N43FJszs1wAlf54ffbLiLuameHDs37MdBzAF3dq2FuoGf1SX+8Rv3xfAcy2w/60Mx8P3vST7M/OpO2jV/9295eTrAbV6JmRQi6kk7s5RRUTS0KnI5oyM3MIFsNBiZmmCoVKAzyOlCd+5ijXC53k+6V7Dar07h8dB9HTkahbj6Mga5lnjIDMMK6egUUxKDJvIu2N/WghryTMtMy2i7KSUsvsDqrISc9U/vt3QhCjzxlon0hhD8ugCF9+aFAHWn3tBeFTMuYPPs006IpC8/HsPCpP5RD8vkgVvstw39nBKkAJtVp4enJoH6daWJv9pyzMV3UJ/3x7+0PIP0ciybP5Y8Eczr4LKS/42NODw2UaO/kzCEzR1OojiL1R6kKdiM7mjWxZsGVW1zcHkxSz+688WiF6SeY0rwnm26XpdPaEOa6mWJaLu+odzeJuyqweXRLVUmcDL5awhudQYTv58wIyUVx0IrmG4bg9KRZhiaF8L2R2qvs9i5UNtYO3Fdfg/YlLl+tAgZEo775P27lQjnDh49VH7qHmKFP+rep7O3linfYUz5LJecWscnamUtFh3LFH7iqBLYM78SE/cnalVKnVngNGkS/j/5DFVNFkWsvdn3SH//i/gAMTcgMD+FUPNzcFk2PcW8VukaTGfMHZ9IA3qDuGyYl2x/Pfbh6KcxxGdAXJ0B9aiZTN0Q/vEVNlcJJ3+/Ychuo2IEeb5sDBpRxrI8tQMweQq6p8h0BE3bMZMHfJb1nKtBygifVAc1fPnQfPI+giymFjui5KRfY5ePFiG0pgBUdvNtgq0Q/ashj5uBCZYCEc1zN0PEvz4znXAJAFVzsdLCAoUojPh5qe3gze2Mop3b7Mrlb4xcI9dJE+kNv+8PYiU89XVECVxYNZ/rW6EcuhqtJi97GN6P9SACo2512DoYl2x96NWMHjGt5sXDqSbrOCOHQVx409q1HPXtTUqNPcSFJBTgycN4EGua968u0Tk/6OvszJ+IM07oNIKJbM2pYZvHP6UA2BlsycGJjlsw+jkqjKbHPnjCvNw7/+Sl4jt1ATOgiRnZYBOa2VLOzxsJIRXryP8Qm3r8UVJ7mk1fwfUvrB0dLfagBwMTBnfoWy0hIO8+R2Eyau+hugGXGHiE8A7CsT1MHHdzKZVQdr81HGW2mLD25bOrC1NAYpkp/vIb9YYhDz5+Zfbob43bEsXG8BxunVcHJwQruxBGdkFdfuQ/45qc+vGlYwv2hb8EOZtQasJx9ddawcEkAe4+HExYPmFXGxaMzg8Z607GmxcN1OmMnhvivxXDmbFbtCSXg/0JBWR4n90/4futntEycjD+QlptJjgYokQmdEVU7ziSwSXd2rF3PzkNhnI+6wpWoRO3DSktsa7rRqHlbuvbuynvVzPNvhl7UAFjUo4u7OUF7r7Nv9/+Y5PIWuhliWVwO3EciYPFeF9620MGvVBhiZsa/kPSH3vaHUVU+nrcP5zYr8F2zkyNnoom+kAAYUe7Nhri37c5gr07UK3SPfgn0x/O2kXwe+79D2okptOwRwM0KPVl/6Dsa6eLCfdpxprToSUByRXqtP8iMRvIhuEL641X2h3we+7+MhetQRrgq4eYmftqZoIP7aVX8s+MnNiWD8p0RDGkgoS6kP/SlPyTY/y0MHej27XCcyOGYzywOFfMPHqiTD+Iz6zi5ODH8m0+f/pZ5IaQ/JNhFyTB1HsaCCS4YpOxg0vQ9L/73GFVJBE2bxK47SlwmLsTb2VR2rpD+0KP+kGD/dw1dag/xZf5HFbgT+BnD/S485TO0n0CTwYVl3ozbnUqFj37G16tWqft7p0K87v0hF0+FEOI1IRdPhRDidQ142QVCCCHBLoQQQoJdCCGEBLsQQggJdiGEEBLsQgghwS6EEEKCXQghhAS7EEIICXYhhBAS7EIIIcEuhBBCgl0IIYQEuxBCCAl2IYQQEuxCCCHBLoQQQoJdCCGEBLsQQggJdiGEEBLsQgjx+jIEKFu27FLZFUIIUbopFIoMYIxiyOy9h09fSnpfdokQQpR+LjUqHPt/o0xRoYORqQQAAAAASUVORK5CYII=)
* grafischer Lösungsvorschlag

# Aufgabe: Klassen-Design und Dateihandling (30 Punkte, 40 Minuten)

Sie erstellen ein Programm zum Verwalten und Anzeigen von Musikdaten. Lesen Sie zunächst alle Teilaufgaben, um das Gesamtkonzept zu verstehen. Dann machen Sie sich an die Arbeit.

Achten Sie bei allen Teilaufgaben auf Java-konforme Schreibweise und Javadoc-konforme Dokumentation der Funktionen.

1. Analysieren Sie zunächst den Aufbau der Datei *music.txt*. Erstellen Sie in Ihrem Workspace ein neues Projekt M411\_LB3 und ein src-Package lb3. In diesem Package erstellen Sie eine neue *public* Java-Klasse mit Namen MusicStore. In dieser Klasse erstellen Sie eine Klasse MusicEntry. MusicEntry soll sinnvolle Klassenvariablen für alle Spalten der *music.txt* erhalten. (6 Punkte)

* **Bewertungsraster:**
  + Klassennamen korrekt 2 Punkte
  + Klassenvariablen (artistName, albumName, trackName) 3 Punkte
  + Code-Einrückungen und Javadoc ok 1 Punkt

1. Erstellen Sie einen Konstruktor für MusicEntry, der alle Klassenvariablen als Parameter übernimmt und entsprechend schreibt. (4 Punkte)

* **Bewertungsraster:**
  + ctor vorhanden: 1 Punkt
  + Parameterliste korrekt 3 Punkte
  + Werte richtig übertragen 1 Punkt
  + Code-Einrückungen und Javadoc ok 1 Punkt

1. Erstellen Sie in der Klasse MusicStore eine geeignete Klassenvariable, um die Werte aus der Textdatei aufzunehmen. (4 Punkte)

* **Bewertungsraster:**
  + ArrayList oder LinkedList als Datentyp für Klassenvariable vorhanden 3 Punkte
  + Code-Einrückungen und Javadoc ok 1 Punkt

1. Erstellen Sie eine Klassenfunktion für MusicStore, welche die Daten aus der Textdatei einliest, parst und in Ihrer Datenstruktur abspeichert. (6 Punkte)

* **Bewertungsraster:**
  + BufferedReader oder Scanner wird korrekt zum Datei öffnen eingesetzt 0.5 Punkt
  + Zeilenweise lesen und String.split() einsetzen 0.5 Punkt
  + Werte werden korrekt in MusicEntry Konstruktor übergeben 3 Punkte
  + neue MusicEntry Objekte werden in Liste abgelegt
  + Code-Einrückungen und Javadoc ok 1 Punkt
* **Musterlösung:**
* /\*\*\*  
   \* reads fileName line by line, parses and creates appropriate MusicEntry instances and stores them in ArrayList   
   \* @param fileName  
   \*/  
  public void readDataFromFile(String fileName){  
   BufferedReader bfr = null;  
   try{  
   bfr = new BufferedReader(new FileReader(fileName));  
   while (bfr.ready()){  
   String line = bfr.readLine();  
   String[] parts = line.split("\t");  
   content.add(new MusicEntry(parts[0], parts[1],parts[2]));  
   }  
   }  
   catch (IOException ex){  
   System.out.println(ex.toString());  
   try{  
   bfr.close();  
   } catch (Exception exi){}  
   }  
    
  }

1. Erstellen Sie eine Klassenfunktion List<MusicEntry> findByArtist(String artistName), die alle Einträge mit dem angegebenen artistName zurück gibt. Nutzen Sie dazu die entsprechende Funktionen aus java.utils mit Lambda-Funktionen. (5 Punkte)

* **Bewertungsraster:**
  + Funktionskopf korrekt 1 Punkt
  + Rückgabe korrekt: return List 1 Punkt
  + filter-Funktion korrekt eingesetzt: 2 Punkte oder selbst richtig gebastelt: 1 Punkt
  + Code-Einrückungen und Javadoc ok 1 Punkt
* **Musterlösung:**
* /\*\*  
   \* liefert alle Einträge mit dem angegebenen artistName  
   \*/  
   public Set<String> findAlbumByArtist(String artistName){  
   //return this.content.stream().filter(entry->entry.artist.toLowerCase().  
   equals(artist.toLowerCase())).collect(Collectors.toList());  
   Set<String> result = new HashSet<String>();  
   this.content.forEach(p->{  
   if (p.artist.toLowerCase().equals(artistName.toLowerCase()))  
   result.add(p.album);  
   });  
   return result;  
  }

1. Erstellen Sie einen geeigneten Testrahmen in der main-Funktion. Dieser enthält Anweisungen
   * zum Anlegen des MusicStore
   * zum Einlesen der Daten
   * zur Suche und Ausgabe nach Band

* (5 Punkte)
* Bewertungsraster:
  + MusicStore instantiiert 1 Punkt
  + Datei wird eingelesen 1 Punkt
  + Suche wird ausgeführt und Ergebnisse in main ausgegeben 2 Punkte
  + Code-Einrückungen und Javadoc ok 1 Punkt

# Aufgabe: Sortier- und Filterfunktionen implementieren (20 Punkte, 30 Minuten)

Sie haben den Auftrag, einige Zusatzfunktionen für die gegebene Klasse UnCountryCodeAdmin zu implementieren. Die Klasse importieren Sie zunächst in Ihr Eclipse-Projekt. Nutzen Sie dazu die Eclipse-Importfunktion. Dann passen in der main()-Funktion den Pfad zur cCodes.cer an.

Die Klasse dient der Verwaltung und Anzeige der Länder der Vereinten Nationen. Dazu wurde bereits eine Datenklasse Country mit folgenden Attributen angelegt:

class Country{  
 int unCode;  
 String name;  
 String continent;  
 String threeLetterCode;  
 /\* ... \*/  
}

Bisher ist das Einlesen der Daten und Abspeichern beim Beenden implementiert.

Achten Sie bei allen folgenden Teilaufgaben auf Java-konforme Schreibweise und Javadoc-konforme Dokumentation der Funktionen. Nur main() und printAllCountries() sollen System.out.println(..) Aufrufe enthalten. An der Klasse country ändern Sie bitte nichts.

Erstellen Sie innerhalb UnCountryCodeAdmin die folgenden Funktionen:

1. public void printAllCountries() gibt country und continent aller Datensätze in countries absteigend sortiert nach continent auf dem Bildschirm aus. Prüfen Sie die Funktion mit einem entsprechenden Aufruf in der main()-Funktion. (7 Punkte)

* **Bewertungsraster:**
  + Funktionskopf korrekt 1 Punkt
  + Sortierfunktion korrekt umgesetzt 2 Punkte
  + Aufruf im main() vorhanden 1 Punkt
  + Funktionsweise korrekt 2 Punkte
  + Code-Einrückungen und Javadoc ok 1 Punkt
* **Musterlösung:**
* /\*\*  
   \* sort all entries by continent and print country and continent name  
   \*/  
   public void printAllCountries(){  
   countries.sort((c1,c2)->c1.continent.compareTo(c2.continent));  
   for (Country c : countries)  
   System.out.println(c.name+", "+c.continent);  
  }

1. public Country getCountryById(int unCode) gibt den gesamten Country Datensatz zurück, der zur angefragten unCode passt. Nutzen Sie wenn möglich Lambda-Funktionen. Testen Sie die Funktionalität mit einem entsprechenden Aufruf in der main()-Funktion. (6 Punkte)

* **Bewertungsraster:**
  + Funktionskopf korrekt 1 Punkt
  + Aufruf im main() vorhanden 1 Punkt
  + Funktionsweise korrekt 2 Punkte
  + Lambda Funktionen verwendet 1 Punkt, sonst 0
  + Code-Einrückungen und Javadoc ok 1 Punkt
* **Musterlösung:**
* /\*\*  
   \* gibt den gesamten `Country` Datensatz zurück, der zur angefragten `unCode` passt.  
   \* @param unCode  
   \* @return  
  \*/  
  public Country getCountryById(int unCode){  
   Country result = null;  
   result = countries.stream().filter(country->country.unCode==unCode).collect(Collectors.toList()).get(0);  
    
   return result;  
  }

1. public Map<String, Integer> getNumberCountriesPerContinent() liefert für jeden Kontinent die Anzahl der Länder zurück. Nutzen Sie wenn möglich Lambda-Funktionen. Testen Sie die Funktionalität mit einem entsprechenden Aufruf in der main()-Funktion. (7 Punkte)

* **Bewertungsraster:**
  + Funktionskopf korrekt 1 Punkt
  + Aufruf mit sinnvoller Ausgabe im main() vorhanden 2 Punkt
  + Funktionsweise korrekt 2 Punkte
  + Lambda Funktionen verwendet 1 Punkt
  + Code-Einrückungen und Javadoc ok 1 Punkt
* **Musterlösung:**
* /\*\*  
   \* creates a map of continents with number of countries based on loaded data  
   \* @return map of continents with number of countries  
  \*/  
  public Map<String, Integer> getNumberCountriesPerContinent(){  
   Map<String, Integer> result = new HashMap<String, Integer>();  
   countries.forEach(country->{  
   if ((result.get(country.continent))!=null){  
   Integer value = result.get(country.continent)+1;  
   result.replace(country.continent, value);  
   }  
   else   
   result.put(country.continent, 1);  
   });  
    
   return result;  
  }

# Datenaustausch mit Web-Services (8 Punkte, 5 Minuten)

Beantworten Sie die folgenden Fragen in Stichpunkten, bzw. kreuzen Sie die richtige Auswahl an:

1. XML und JSON sind gebräuchliche Datenformate von Web-Services. Welche Art von Datenstruktur repräsentieren Sie?

* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. Welche Java-Klasse wird benötigt, um eine Verbindung zu einem Web-Service aufzubauen?

* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. In Java erhalten Sie die Antwort des Web-Services auf Anfragen mit welchem Datentyp:
   1. String
   2. InputStream
   3. JSON-Object
2. Was versteht man unter Traversieren?

* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
* **Lösung und Bewertungskriterien:**
* 1. Baumstruktur 2 Punkte  
  2. URLConnection 2 Punkte  
  3. InputStream 2 Punkte  
  4. durchschreiten einer Baumstruktur 2 Punkte