Application Architecture Document

Application Name: recruitment portal

Date: 20/09/2023

Prepared by: DevOps Unit

Table of Contents

1. Introduction

- Purpose of the Document

- Scope

- Audience

1. System Overview

- Brief description of the application- careers portal that manages applications and hiring candidates

- High-level goals and objectives

- Key features and functionalities- recieves and processes applications for candidates

1. Architecture Overview

- High-level architecture diagram

- Components and their interactions

- Technologies and frameworks used- nextjs, dotnet core, mssql

1. Architectural Patterns

- Explanation of the architectural pattern(s) used (e.g., MVC, Microservices, Serverless)- microservices
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- Interfaces and APIs- CREATE\_MEETING="http://localhost:5048/api/Candidate/meeting"

CREATE\_COMMENT="http://localhost:5048/api/Candidate/comment"

GET\_JOB\_ROLES="http://localhost:5048/roles/Role/all"

GET\_CANDIDATE\_BY\_ID="http://localhost:5048/api/Candidate/id"

MOVE\_TO\_NEXT\_STAGE="http://localhost:5048/stage"

GET\_JOB\_DESCRIPTION="http://localhost:5048/roles/Role/getJobDescription"

GET\_SKILLS="http://localhost:5048/api/Candidate/skills"

FLAG\_CANDIDATE="http://localhost:5048/api/Candidate/flag"

CANCEL\_APPLICATION="http://localhost:5048/api/Candidate/cancel"

GET\_RESUME="http://localhost:5048/api/Candidate/resume"

GET\_ACTIVE\_ROLES="http://localhost:5048/roles/Role"
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HIRE\_CANDIDATE="http://localhost:5048/api/Candidate/hire"
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GET\_STATUS="http://localhost:5048/status"
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SIGN\_USER\_IN="http://localhost:5048/api/Candidate/signin"

GET\_MEETINGS="http://localhost:5048/api/Candidate/meetings"

GET\_COMMENTS\_BY\_ID="http://localhost:5048/api/Candidate/getcomments"

FLAG\_APPLICATION="http://localhost:5048/api/Candidate/flag"

ADMIN\_AUTH="http://localhost:5048/api/Candidate/admin/auth"

VALIDATE\_EMAIL="http://localhost:5048/api/Candidate/validate"

GET\_METRICS="http://localhost:5048/api/Candidate/metrics"

GET\_APPLICATIONS\_BY\_JOB="http://localhost:5048/api/Candidate/role"

CREATE\_APPLICATION="http://localhost:5048/api/Candidate/create"

CREATE\_NEW\_USER="http://localhost:5048/api/Candidate/user"

SIGN\_USER\_IN="http://localhost:5048/api/Candidate/signin"

GET\_STATUS="http://localhost:5048/status"

CREATE\_NEW\_JOB\_ROLE="http://localhost:5048/roles/Role"

SEND\_PASS\_RESET\_MAIL="http://localhost:5048/api/Candidate/mail\_reset\_options"

RESET\_PASSWORD="http://localhost:5048/api/Candidate/reset\_password"

GET\_APPLICATIONS\_BY\_FLAG="http://localhost:5048/api/Candidate/flag/candidates"

GET\_APPLICANTS\_BY\_FLAG="http://localhost:5048/api/Candidate/flag/candidates"

CHANGE\_STATUS="http://localhost:5048/roles/Role/status"

GET\_RESUME="http://localhost:5048/api/Candidate/resume"
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- Messaging systems (e.g., Kafka, RabbitMQ)

1. Security

- Authentication and authorization mechanisms- uses dotnet cores policies for authentication and authorization

- Data encryption (in transit and at rest)- uses AES encryption for encrypting data in transit

- Security best practices and compliance with industry standards
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- Post-launch maintenance plan

- Bug tracking and issue resolution

- Version control and release management

1. Appendices

- Additional diagrams (sequence diagrams, ER diagrams)
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Conclusion

Summarize the key points from the document and reiterate its importance in guiding the development, maintenance, and scaling of the application.
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