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Judging from my emails, it is quite clear that the I2C bus can be very confusing for the newcomer. I have lots of examples on using the I2C bus on the website, but many of these are using high level controllers and do not show the detail of what is actually happening on the bus. This short article therefore tries to de-mystify the I2C bus, I hope it doesn't have the opposite effect!

**The physical I2C bus**  
This is just two wires, called SCL and SDA. SCL is the clock line. It is used to synchronize all data transfers over the I2C bus. SDA is the data line. The SCL & SDA lines are connected to all devices on the I2C bus. There needs to be a third wire which is just the ground or 0 volts. There may also be a 5volt wire is power is being distributed to the devices. Both SCL and SDA lines are "open drain" drivers. What this means is that the chip can drive its output low, but it cannot drive it high. For the line to be able to go high you must provide pull-up resistors to the 5v supply. There should be a resistor from the SCL line to the 5v line and another from the SDA line to the 5v line. You only need one set of pull-up resistors for the whole I2C bus, not for each device, as illustrated below:
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The value of the resistors is not critical. I have seen anything from 1k8 (1800 ohms) to 47k (47000 ohms) used. 1k8, 4k7 and 10k are common values, but anything in this range should work OK. I recommend 1k8 as this gives you the best performance. If the resistors are missing, the SCL and SDA lines will always be low - nearly 0 volts - and the I2C bus will not work.

**Masters and Slaves**  
The devices on the I2C bus are either masters or slaves. The master is always the device that drives the SCL clock line. The slaves are the devices that respond to the master. A slave cannot initiate a transfer over the I2C bus, only a master can do that. There can be, and usually are, multiple slaves on the I2C bus, however there is normally only one master. It is possible to have multiple masters, but it is unusual and not covered here. On your robot, the master will be your controller and the slaves will be our modules such as the SRF08 or CMPS03. Slaves will never initiate a transfer. Both master and slave can transfer data over the I2C bus, but that transfer is always controlled by the master.

**The I2C Physical Protocol**  
When the master (your controller) wishes to talk to a slave (our CMPS03 for example) it begins by issuing a start sequence on the I2C bus. A start sequence is one of two special sequences defined for the I2C bus, the other being the stop sequence. The start sequence and stop sequence are special in that these are the only places where the SDA (data line) is allowed to change while the SCL (clock line) is high. When data is being transferred, SDA must remain stable and not change whilst SCL is high. The start and stop sequences mark the beginning and end of a transaction with the slave device.
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Data is transferred in sequences of 8 bits. The bits are placed on the SDA line starting with the MSB (Most Significant Bit). The SCL line is then pulsed high, then low. Remember that the chip cannot really drive the line high, it simply "lets go" of it and the resistor actually pulls it high. For every 8 bits transferred, the device receiving the data sends back an acknowledge bit, so there are actually 9 SCL clock pulses to transfer each 8 bit byte of data. If the receiving device sends back a low ACK bit, then it has received the data and is ready to accept another byte. If it sends back a high then it is indicating it cannot accept any further data and the master should terminate the transfer by sending a stop sequence.
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**How fast?**  
The standard clock (SCL) speed for I2C up to 100KHz. Philips do define faster speeds: Fast mode, which is up to 400KHz and High Speed mode which is up to 3.4MHz. All of our modules are designed to work at up to 100KHz. We have tested our modules up to 1MHz but this needs a small delay of a few uS between each byte transferred. In practical robots, we have never had any need to use high SCL speeds. Keep SCL at or below 100KHz and then forget about it.

**I2C Device Addressing**  
All I2C addresses are either 7 bits or 10 bits. The use of 10 bit addresses is rare and is not covered here. All of our modules and the common chips you will use will have 7 bit addresses. This means that you can have up to 128 devices on the I2C bus, since a 7bit number can be from 0 to 127. When sending out the 7 bit address, we still always send 8 bits. The extra bit is used to inform the slave if the master is  writing to it or reading from it. If the bit is zero the master is writing to the slave. If the bit is 1 the master is reading from the slave. The 7 bit address is placed in the upper 7 bits of the byte and the Read/Write (R/W) bit is in the LSB (Least Significant Bit).
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The placement of the 7 bit address in the upper 7 bits of the byte is a source of confusion for the newcomer. It means that to write to address 21, you must actually send out 42 which is 21 moved over by 1 bit. It is probably easier to think of the I2C bus addresses as 8 bit addresses, with even addresses as write only, and the odd addresses as the read address for the same device. To take our CMPS03 for example, this is at address 0xC0 ($C0). You would uses 0xC0 to write to the CMPS03 and 0xC1 to read from it. So the read/write bit just makes it an odd/even address.

**The I2C Software Protocol**The first thing that will happen is that the master will send out a start sequence. This will alert all the slave devices on the bus that a transaction is starting and they should listen in incase it is for them. Next the master will send out the device address. The slave that matches this address will continue with the transaction, any others will ignore the rest of this transaction and wait for the next. Having addressed the slave device the master must now send out the internal location or register number inside the slave that it wishes to write to or read from. This number is obviously dependant on what the slave actually is and how many internal registers it has. Some very simple devices do not have any, but most do, including all of our modules. Our CMPS03 has 16 locations numbered 0-15. The SRF08 has 36. Having sent the I2C address and the internal register address  the master can now send the data byte (or bytes, it doesn't have to be just one). The master can continue to send data bytes to the slave and these will normally be placed in the following registers because the slave will automatically increment the internal register address after each byte. When the master has finished writing all data to the slave, it sends a stop sequence which completes the transaction. So to write to a slave device:   
1. Send a start sequence  
2. Send the I2C address of the slave with the R/W bit low (even address)  
3. Send the internal register number you want to write to  
4. Send the data byte  
5. [Optionally, send any further data bytes]  
6. Send the stop sequence.

As an example, you have an SRF08 at the factory default address of 0xE0. To start the SRF08 ranging you would write 0x51 to the command register at 0x00 like this:  
1. Send a start sequence  
2. Send 0xE0 ( I2C address of the SRF08 with the R/W bit low (even address)  
3. Send 0x00 (Internal address of the command register)  
4. Send 0x51 (The command to start the SRF08 ranging)  
5. Send the stop sequence.

**Reading from the Slave**  
This is a little more complicated - but not too much more. Before reading data from the slave device, you must tell it which of its internal addresses you want to read. So a read of the slave actually starts off by writing to it. This is the same as when you want to write to it: You send the start sequence, the I2C address of the slave with the R/W bit low (even address) and the internal register number you want to write to. Now you send another start sequence (sometimes called a restart) and the I2C address again - this time with the read bit set. You then read as many data bytes as you wish and terminate the transaction with a stop sequence. So to read the compass bearing as a byte from the CMPS03 module:  
1. Send a start sequence  
2. Send 0xC0 ( I2C address of the CMPS03 with the R/W bit low (even address)  
3. Send 0x01 (Internal address of the bearing register)  
4. Send a start sequence again (repeated start)  
5. Send 0xC1 ( I2C address of the CMPS03 with the R/W bit high (odd address)  
6. Read data byte from CMPS03  
7. Send the stop sequence.

The bit sequence will look like this:

![http://www.robot-electronics.co.uk/images/i2c.GIF](data:image/gif;base64,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)

**Wait a moment**  
That's almost it for simple I2C communications, but there is one more complication. When the master is reading from the slave, its the slave that places the data on the SDA line, but its the master that controls the clock. What if the slave is not ready to send the data! With devices such as EEPROMs this is not a problem, but when the slave device is actually a microprocessor with other things to do, it can be a problem. The microprocessor on the slave device will need to go to an interrupt routine, save its working registers, find out what address the master wants to read from, get the data and place it in its transmission register. This can take many uS to happen, meanwhile the master is blissfully sending out clock pulses on the SCL line that the slave cannot respond to. The I2C protocol provides a solution to this: the slave is allowed to hold the SCL line low! This is called clock stretching. When the slave gets the read command from the master it holds the clock line low. The microprocessor then gets the requested data, places it in the transmission register and releases the clock line allowing the pull-up resistor to finally pull it high. From the masters point of view, it will issue the first clock pulse of the read by making SCL high and then check to see if it really has gone high. If its still low then its the slave that holding it low and the master should wait until it goes high before continuing. Luckily the hardware I2C ports on most microprocessors will handle this automatically.

Sometimes however, the master I2C is just a collection of subroutines and there are a few implementations out there that completely ignore clock stretching. They work with things like EEPROM's but not with microprocessor slaves that use clock stretching. The result is that erroneous data is read from the slave. Beware!

**Example Master Code**  
This example shows how to implement a software I2C master, including clock stretching. It is written in C for the PIC processor, but should be applicable to most processors with minor changes to the I/O pin definitions. It is suitable for controlling all of our I2C based robot modules. Since the SCL and SDA lines are open drain type, we use the tristate control register to control the output, keeping the output register low. The port pins still need to be read though, so they're defined as SCL\_IN and SDA\_IN. This definition and the initialization is probably all you'll need to change for a different processor.

#define SCL     TRISB4 // I2C bus  
#define SDA     TRISB1 //  
#define SCL\_IN  RB4    //  
#define SDA\_IN  RB1    //

To initialize the ports set the output resisters to 0 and the tristate registers to 1 which disables the outputs and allows them to be pulled high by the resistors.  
SDA = SCL = 1;  
SCL\_IN = SDA\_IN = 0;  
  
We use a small delay routine between SDA and SCL changes to give a clear sequence on the I2C bus. This is nothing more than a subroutine call and return.  
void i2c\_dly(void)  
{  
}

The following 4 functions provide the primitive start, stop, read and write sequences. All I2C transactions can be built up from these.  
void i2c\_start(void)  
{  
  SDA = 1;             // i2c start bit sequence  
  i2c\_dly();  
  SCL = 1;  
  i2c\_dly();  
  SDA = 0;  
  i2c\_dly();  
  SCL = 0;  
  i2c\_dly();  
}  
  
void i2c\_stop(void)  
{  
  SDA = 0;             // i2c stop bit sequence  
  i2c\_dly();  
  SCL = 1;  
  i2c\_dly();  
  SDA = 1;  
  i2c\_dly();  
}

unsigned char i2c\_rx(char ack)  
{  
char x, d=0;  
  SDA = 1;   
  for(x=0; x<8; x++) {  
    d <<= 1;  
    do {  
      SCL = 1;  
    }  
    while(SCL\_IN==0);    // wait for any SCL clock stretching  
    i2c\_dly();  
    if(SDA\_IN) d |= 1;  
    SCL = 0;  
  }   
  if(ack) SDA = 0;  
  else SDA = 1;  
  SCL = 1;  
  i2c\_dly();             // send (N)ACK bit  
  SCL = 0;  
  SDA = 1;  
  return d;  
}

bit i2c\_tx(unsigned char d)  
{  
char x;  
static bit b;  
  for(x=8; x; x--) {  
    if(d&0x80) SDA = 1;  
    else SDA = 0;  
    SCL = 1;  
    d <<= 1;  
    SCL = 0;  
  }  
  SDA = 1;  
  SCL = 1;  
  i2c\_dly();  
  b = SDA\_IN;          // possible ACK bit  
  SCL = 0;  
  return b;  
}  
  
The 4 primitive functions above can easily be put together to form complete I2C transactions. Here's and example to start an SRF08 ranging in cm:

i2c\_start();              // send start sequence  
i2c\_tx(0xE0);             // SRF08 I2C address with R/W bit clear  
i2c\_tx(0x00);             // SRF08 command register address  
i2c\_tx(0x51);             // command to start ranging in cm  
i2c\_stop();               // send stop sequence

Now after waiting 65mS for the ranging to complete (I've left that to you) the following example shows how to read the light sensor value from register 1 and the range result from registers 2 & 3.

i2c\_start();              // send start sequence  
i2c\_tx(0xE0);             // SRF08 I2C address with R/W bit clear  
i2c\_tx(0x01);             // SRF08 light sensor register address  
i2c\_start();              // send a restart sequence  
i2c\_tx(0xE1);             // SRF08 I2C address with R/W bit set  
lightsensor = i2c\_rx(1);  // get light sensor and send acknowledge. Internal register address will increment automatically.  
rangehigh = i2c\_rx(1);    // get the high byte of the range and send acknowledge.  
rangelow = i2c\_rx(0);     // get low byte of the range - note we don't acknowledge the last byte.  
i2c\_stop();               // send stop sequence

Easy isn't it?

I²C uses only two bidirectional [open-drain](https://en.wikipedia.org/wiki/Open_drain) lines, Serial Data Line (SDA) and Serial Clock Line (SCL), [pulled up](https://en.wikipedia.org/wiki/Pull-up_resistor) with [resistors](https://en.wikipedia.org/wiki/Resistor). Typical voltages used are +5 V or +3.3 V although systems with other voltages are permitted.

The I²C [reference design](https://en.wikipedia.org/wiki/I%C2%B2C#Reference_design) has a 7-bit or a 10-bit (depending on the device used) [address space](https://en.wikipedia.org/wiki/Address_space).[[4]](https://en.wikipedia.org/wiki/I%C2%B2C#cite_note-4) Common I²C bus speeds are the 100 [kbit/s](https://en.wikipedia.org/wiki/Kbit/s) *standard mode* and the 10 kbit/s *low-speed mode*, but arbitrarily low clock frequencies are also allowed. Recent revisions of I²C can host more nodes and run at faster speeds (400 kbit/s *Fast mode*, 1 Mbit/s *Fast mode plus* or Fm+, and 3.4 [Mbit/s](https://en.wikipedia.org/wiki/Mbit/s)*High Speed mode*). These speeds are more widely used on embedded systems than on PCs. There are also other features, such as 16-bit addressing.

Note the bit rates are quoted for the transactions between master and slave without clock stretching or other hardware overhead. Protocol overheads include a slave address and perhaps a register address within the slave device as well as per-byte ACK/NACK bits. Thus the actual transfer rate of user data is lower than those peak bit rates alone would imply. For example, if each interaction with a slave inefficiently allows only 1 byte of data to be transferred, the data rate will be less than half the peak bit rate.

The maximum number of nodes is limited by the address space, and also by the total bus [capacitance](https://en.wikipedia.org/wiki/Capacitance) of 400 [pF](https://en.wikipedia.org/wiki/Picofarad), which restricts practical communication distances to a few meters. The relatively high impedance and low noise immunity requires a common ground potential, which again restricts practical use to communication within the same PC board or small system of boards.

**Reference design**[[edit](https://en.wikipedia.org/w/index.php?title=I%C2%B2C&action=edit&section=3" \o "Edit section: Reference design)]

The before mentioned reference design is a bus with a [clock](https://en.wikipedia.org/wiki/Clock_signal) (SCL) and data (SDA) lines with 7-bit addressing. The bus has two roles for nodes: master and slave:

* Master node — node that generates the clock and initiates communication with slaves
* Slave node — node that receives the clock and responds when addressed by the master

The bus is a [multi-master bus](https://en.wikipedia.org/wiki/Multi-master_bus) which means any number of master nodes can be present. Additionally, master and slave roles may be changed between messages (after a STOP is sent).

There may be four potential modes of operation for a given bus device, although most devices only use a single role and its two modes:

* master [transmit](https://en.wikipedia.org/wiki/Transmission_(telecommunications)) — master node is sending data to a slave
* master receive — master node is receiving data from a slave
* slave transmit — slave node is sending data to the master
* slave receive — slave node is receiving data from the master

The master is initially in master transmit mode by sending a [start bit](https://en.wikipedia.org/wiki/Start_bit) followed by the 7-bit address of the slave it wishes to communicate with, which is finally followed by a single bit representing whether it wishes to write(0) to or read(1) from the slave.

If the slave exists on the bus then it will respond with an [ACK](https://en.wikipedia.org/wiki/Acknowledgement_(data_networks)) bit (active low for acknowledged) for that address. The master then continues in either transmit or receive mode (according to the read/write bit it sent), and the slave continues in its complementary mode (receive or transmit, respectively).

The address and the data bytes are sent [most significant bit](https://en.wikipedia.org/wiki/Most_significant_bit) first. The start bit is indicated by a high-to-low transition of SDA with SCL high; the stop bit is indicated by a low-to-high transition of SDA with SCL high. All other transitions of SDA take place with SCL low.

If the master wishes to write to the slave then it repeatedly sends a byte with the slave sending an ACK bit. (In this situation, the master is in master transmit mode and the slave is in slave receive mode.)

If the master wishes to read from the slave then it repeatedly receives a byte from the slave, the master sending an ACK bit after every byte but the last one. (In this situation, the master is in master receive mode and the slave is in slave transmit mode.)

The master then either ends transmission with a [stop bit](https://en.wikipedia.org/wiki/Stop_bit), or it may send another START bit if it wishes to retain control of the bus for another transfer (a "combined message").

**Message protocols**[[edit](https://en.wikipedia.org/w/index.php?title=I%C2%B2C&action=edit&section=4" \o "Edit section: Message protocols)]

I²C defines basic types of messages, each of which begins with a START and ends with a STOP:

* Single message where a master writes data to a slave;
* Single message where a master reads data from a slave;
* Combined messages, where a master issues at least two reads and/or writes to one or more slaves.

In a combined message, each read or write begins with a START and the slave address. After the first START in a combined message these are also called *repeated START* bits. Repeated START bits are not preceded by STOP bits, which is how slaves know the next transfer is part of the same message.

Any given slave will only respond to certain messages, as specified in its product documentation.

Pure I²C systems support arbitrary message structures. [SMBus](https://en.wikipedia.org/wiki/SMBus) is restricted to nine of those structures, such as *read word N* and *write word N*, involving a single slave. [PMBus](https://en.wikipedia.org/wiki/PMBus) extends SMBus with a *Group* protocol, allowing multiple such SMBus transactions to be sent in one combined message. The terminating STOP indicates when those grouped actions should take effect. For example, one PMBus operation might reconfigure three power supplies (using three different I²C slave addresses), and their new configurations would take effect at the same time: when they receive that STOP.

With only a few exceptions, neither I²C nor SMBus define message semantics, such as the meaning of data bytes in messages. Message semantics are otherwise product-specific. Those exceptions include messages addressed to the I²C *general call*address (0x00) or to the SMBus *Alert Response Address*; and messages involved in the SMBus *Address Resolution Protocol* (ARP) for dynamic address allocation and management.

In practice, most slaves adopt request/response control models, where one or more bytes following a write command are treated as a command or address. Those bytes determine how subsequent written bytes are treated and/or how the slave responds on subsequent reads. Most SMBus operations involve single byte commands.

**Messaging example: 24c32 EEPROM**[[edit](https://en.wikipedia.org/w/index.php?title=I%C2%B2C&action=edit&section=5" \o "Edit section: Messaging example: 24c32 EEPROM)]

One specific example is the 24c32 type [EEPROM](https://en.wikipedia.org/wiki/EEPROM), which uses two request bytes that are called Address High and Address Low. (Accordingly, these EEPROMs are not usable by pure SMBus hosts, which only support single byte commands or addresses.) These bytes are used to address bytes within the 32 [kbit](https://en.wikipedia.org/wiki/Kilobit) (4 [kB](https://en.wikipedia.org/wiki/Kilobyte)) supported by that EEPROM; the same two byte addressing is also used by larger EEPROMs, such as 24c512 ones storing 512 kbits (64 kB). Writing and reading data to these EEPROMs uses a simple protocol: the address is written, and then data is transferred until the end of the message. (That data transfer part of the protocol also makes trouble for SMBus, since the data bytes are not preceded by a count and more than 32 bytes can be transferred at once. I²C EEPROMs smaller than 32 kbits, such as 2 kbit 24c02 ones, are often used on SMBus with inefficient single byte data transfers.)

A single message writes to the EEPROM. After the START, the master sends the chip's bus address with the direction bit clear (*write*), then sends the two byte address of data within the EEPROM and then sends data bytes to be written starting at that address, followed by a STOP. When writing multiple bytes, all the bytes must be in the same 32 byte page. While it is busy saving those bytes to memory, the EEPROM will not respond to further I²C requests. (That is another incompatibility with SMBus: SMBus devices must always respond to their bus addresses.)

To read starting at a particular address in the EEPROM, a combined message is used. After a START, the master first writes that chip's bus address with the direction bit clear (*write*) and then the two bytes of EEPROM data address. It then sends a (repeated) START and the EEPROM's bus address with the direction bit set (*read*). The EEPROM will then respond with the data bytes beginning at the specified EEPROM data address -— a combined message, first a write then a read. The master issues an ACK after each read byte except the last byte, and then issues a STOP. The EEPROM increments the address after each data byte transferred; multi-byte reads can retrieve the entire contents of the EEPROM using one combined message.

**Physical layer**[[edit](https://en.wikipedia.org/w/index.php?title=I%C2%B2C&action=edit&section=6" \o "Edit section: Physical layer)]

At the [physical layer](https://en.wikipedia.org/wiki/Physical_layer), both SCL and SDA lines are of [open-drain](https://en.wikipedia.org/wiki/Open-drain) design, thus, [pull-up resistors](https://en.wikipedia.org/wiki/Pull-up_resistor) are needed. Pulling a line to ground signals a logic '0' and driving it [high impedance](https://en.wikipedia.org/wiki/High_impedance) to be pulled high signals a logic '1'. This wire-ANDing allows multiple nodes to connect to the bus without short circuits from signal contention. High speed systems (and some others) may use a [current source](https://en.wikipedia.org/wiki/Current_source) pull-up on SCL or both SCL and SDA, to accommodate higher bus capacitance and enables faster rise times.

An important consequence of this is that multiple nodes may be driving the lines simultaneously. If *any* node is driving the line low, it will be low. Nodes that are trying to transmit a logical one (i.e. letting the line float high) can detect this and conclude that another node is active at the same time.

When used on SCL, this is called *clock stretching* and used as a flow control mechanism for slaves. When used on SDA, this is called [arbitration](https://en.wikipedia.org/wiki/Arbitration) and ensures there is only one transmitter at a time.

When idle, both lines are high. To start a transaction, SDA is pulled low while SCL remains high. Releasing SDA to float high again would be a stop marker, signaling the end of a bus transaction. Although legal, this is typically pointless immediately after a start, so the next step is to pull SCL low.

Except for the start and stop signals, the SDA line only changes while the clock is low; transmitting a data bit consists of pulsing the clock line high while holding the data line steady at the desired level.

While SCL is low, the transmitter (initially the master) sets SDA to the desired value and (after a small delay to let the value propagate) lets SCL float high. The master then waits for SCL to actually go high; this will be delayed by the finite rise-time of the SCL signal (the [RC time constant](https://en.wikipedia.org/wiki/RC_time_constant) of the [pull-up resistor](https://en.wikipedia.org/wiki/Pull-up_resistor) and the [parasitic capacitance](https://en.wikipedia.org/wiki/Parasitic_capacitance) of the bus), and may be additionally delayed by a slave's clock stretching.

Once SCL is high, the master waits a minimum time (4 μs for standard speed I²C) to ensure the receiver has seen the bit, then pulls it low again. This completes transmission of one bit.

After every 8 data bits in one direction, an "acknowledge" bit is transmitted in the other direction. The transmitter and receiver switch roles for one bit, and the original receiver transmits a single 0 bit (ACK) back. If the transmitter sees a 1 bit (NACK) instead, it learns that:

* (If master transmitting to slave) The slave is unable to accept the data. No such slave, command not understood, or unable to accept any more data.
* (If slave transmitting to master) The master wishes the transfer to stop after this data byte.

During the acknowledgment, SCL is always controlled by the master.

After the acknowledge bit, the master may do one of three things:

* Prepare to transfer another byte of data: the transmitter set SDA, and the master pulses SCL high.
* Send a "Stop": Set SDA low, let SCL go high, then let SDA go high. This releases the I²C bus.
* Send a "Repeated start": Set SDA high, let SCL go high, and pull SDA low again. This starts a new I²C bus transaction without releasing the bus.

**Clock stretching using SCL**[[edit](https://en.wikipedia.org/w/index.php?title=I%C2%B2C&action=edit&section=7" \o "Edit section: Clock stretching using SCL)]

One of the more significant features of the I²C protocol is clock stretching. An addressed slave device may hold the clock line (SCL) low after receiving (or sending) a byte, indicating that it is not yet ready to process more data. The master that is communicating with the slave may not finish the transmission of the current bit, but must wait until the clock line actually goes high. If the slave is clock stretching, the clock line will still be low (because the connections are [open-drain](https://en.wikipedia.org/wiki/Open-drain)). The same is true if a second, slower, master tries to drive the clock at the same time. (If there is more than one master, all but one of them will normally lose arbitration.)

The master must wait until it observes the clock line going high, and an additional minimum time (4 μs for standard 100 kbit/s I²C) before pulling the clock low again.

Although the master may also hold the SCL line low for as long as it desires (this is not allowed in newest Rev. 6 of the protocol - subsection 3.1,1), the term "clock stretching" is normally used only when slaves do it. Although in theory any clock pulse may be stretched, generally it is the intervals before or after the acknowledgment bit which are used. For example, if the slave is a [microcontroller](https://en.wikipedia.org/wiki/Microcontroller), its I²C interface could stretch the clock after each byte, until the software decides whether to send a positive acknowledgment or a NACK.

Clock stretching is the only time in I²C where the slave drives SCL. Many slaves do not need to clock stretch and thus treat SCL as strictly an input with no circuitry to drive it. Some masters, such as those found inside custom [ASICs](https://en.wikipedia.org/wiki/ASIC) may not support clock stretching; often these devices will be labeled as a "two-wire interface" and not I²C.

To ensure a minimum bus [throughput](https://en.wikipedia.org/wiki/Throughput), [SMBus](https://en.wikipedia.org/wiki/SMBus) places limits on how far clocks may be stretched. Hosts and slaves adhering to those limits cannot block access to the bus for more than a short time, which is not a guarantee made by pure I²C systems.

**Arbitration using SDA**[[edit](https://en.wikipedia.org/w/index.php?title=I%C2%B2C&action=edit&section=8" \o "Edit section: Arbitration using SDA)]

Every master monitors the bus for start and stop bits, and does not start a message while another master is keeping the bus busy. However, two masters may start transmission at about the same time; in this case, arbitration occurs. Slave transmit mode can also be arbitrated, when a master addresses multiple slaves, but this is less common. In contrast to protocols (such as [Ethernet](https://en.wikipedia.org/wiki/Ethernet)) that use random back-off delays before issuing a retry, I²C has a deterministic arbitration policy. Each transmitter checks the level of the data line (SDA) and compares it with the levels it expects; if they do not match, that transmitter has lost arbitration, and drops out of this protocol interaction.

If one transmitter sets SDA to 1 (not driving a signal) and a second transmitter sets it to 0 (pull to ground), the result is that the line is low. The first transmitter then observes that the level of the line is different from that expected, and concludes that another node is transmitting. The first node to notice such a difference is the one that loses arbitration: it stops driving SDA. If it's a master, it also stops driving SCL and waits for a STOP; then it may try to reissue its entire message. In the meantime, the other node has not noticed any difference between the expected and actual levels on SDA, and therefore continues transmission. It can do so without problems because so far the signal has been exactly as it expected; no other transmitter has disturbed its message.

If the two masters are sending a message to two different slaves, the one sending the lower slave address always "wins" arbitration in the address stage. Since the two masters may send messages to the same slave address—and addresses sometimes refer to multiple slaves—arbitration must continue into the data stages.

Arbitration occurs very rarely, but is necessary for proper multi-master support. As with clock-stretching, not all devices support arbitration. Those that do generally label themselves as supporting "multi-master" communication.

In the extremely rare case that two masters simultaneously send identical messages, both will regard the communication as successful, but the slave will only see one message. Slaves that can be accessed by multiple masters must have commands that are [idempotent](https://en.wikipedia.org/wiki/Idempotent) for this reason.

**Arbitration in SMBus**[[edit](https://en.wikipedia.org/w/index.php?title=I%C2%B2C&action=edit&section=9" \o "Edit section: Arbitration in SMBus)]

While I²C only arbitrates between masters, [SMBus](https://en.wikipedia.org/wiki/SMBus) uses arbitration in three additional contexts, where multiple slaves respond to the master, and one gets its message through.

* Although conceptually a single-master bus, a slave device that supports the "host notify protocol" acts as a master to perform the notification. It seizes the bus and writes a 3-byte message to the reserved "SMBus Host" address (0x08), passing its address and two bytes of data. When two slaves try to notify the host at the same time, one of them will lose arbitration and need to retry.
* An alternative slave notification system uses the separate SMBALERT# signal to request attention. In this case, the host performs a 1-byte read from the reserved "SMBus Alert Response Address" (0x0c), which is a kind of broadcast address. All alerting slaves respond with a data bytes containing their own address. When the slave successfully transmits its own address (winning arbitration against others) it stops raising that interrupt. In both this and the preceding case, arbitration ensures that one slave's message will be received, and the others will know they must retry.
* SMBus also supports an "address resolution protocol", wherein devices return a 16-byte "universal device ID" ([UDID](https://en.wikipedia.org/wiki/UDID)). Multiple devices may respond; the one with the lowest UDID will win arbitration and be recognized.

**Circuit interconnections**[[edit](https://en.wikipedia.org/w/index.php?title=I%C2%B2C&action=edit&section=10" \o "Edit section: Circuit interconnections)]

I²C is popular for interfacing peripheral circuits to prototyping systems, such as the [Arduino](https://en.wikipedia.org/wiki/Arduino) and [Raspberry Pi](https://en.wikipedia.org/wiki/Raspberry_Pi). I²C does not employ a standardized connector, however, and board designers have created various wiring schemes for I²C interconnections. To minimize the possible damage due to plugging 0.1-inch headers in backwards, some developers have suggested using alternating signal and power connections of the following wiring schemes: (GND, SCL, VCC, SDA) or (VCC, SDA, GND, SCL).[[5]](https://en.wikipedia.org/wiki/I%C2%B2C#cite_note-5)

**Buffering and multiplexing**[[edit](https://en.wikipedia.org/w/index.php?title=I%C2%B2C&action=edit&section=11" \o "Edit section: Buffering and multiplexing)]

When there are many I²C devices in a system, there can be a need to include bus [buffers](https://en.wikipedia.org/wiki/Data_buffer) or [multiplexers](https://en.wikipedia.org/wiki/Multiplexer) to split large bus segments into smaller ones. This can be necessary to keep the capacitance of a bus segment below the allowable value or to allow multiple devices with the same address to be separated by a multiplexer. Many types of multiplexers and buffers exist and all must take into account the fact that I²C lines are specified to be bidirectional. Multiplexers can be implemented with analog switches which can tie one segment to another. Analog switches maintain the bidirectional nature of the lines but do not isolate the capacitance of one segment from another or provide buffering capability.

Buffers can be used to isolate capacitance on one segment from another and/or allow I²C to be sent over longer cables or traces. Buffers for bi-directional lines such as I²C must use one of several schemes for preventing latch-up. I²C is open-drain so buffers must drive a low on one side when they see a low on the other. One method for preventing latch-up is for a buffer to have carefully selected input and output levels such that the output level of its driver is higher than its input threshold, preventing it from triggering itself. For example, a buffer may have an input threshold of 0.4 V for detecting a low, but an output low level of 0.5 V. This method requires that all other devices on the bus have thresholds which are compatible and often means that multiple buffers implementing this scheme cannot be put in series with one another.

Alternatively, other types of buffers exist that implement current amplifiers, or keep track of the state (i.e. which side drove the bus low) to prevent latch-up. The state method typically means that an unintended pulse is created during a hand-off when one side is driving the bus low, then the other drives it low, then the first side releases (this is common during an I²C acknowledgement).

**Timing diagram**[[edit](https://en.wikipedia.org/w/index.php?title=I%C2%B2C&action=edit&section=12" \o "Edit section: Timing diagram)]
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1. Data Transfer is initiated with a START bit (S) signaled by SDA being pulled low while SCL stays high.
2. SDA sets the 1st data bit level while keeping SCL low (during blue bar time) .
3. The data is sampled (received) when SCL rises (green) for the first bit (B1).
4. This process repeats, SDA transitioning while SCL is low, and the data being read while SCL is high (B2, Bn).
5. A STOP bit (P) is signaled when SDA is pulled high while SCL is high.

In order to avoid false marker detection, SDA is changed on the SCL falling edge and is sampled and captured on the rising edge of SCL.