**Sistem Programlama Nedir?**

Bilgisayar donanımıyla arayüz oluşturan uygulama programlarına çeşitli bakımlardan hizmet veren programlara "sistem programları" denir. Bu alana da "sistem programlama" denilmektedir. Sistem programları aşağı seviyeli olma eğilimindedir. Bunları yazmak için belli miktar teori ve mühendislik bilgi gereklidir. Sistem programlama yazılımın ağır sanayisi niteliğindedir. Tipik sistem programları şunlardır:

- İşletim Sistemleri

- Derleyiciler ve yorumlayıcılar

- Editörler

- Debug Programları

- Virüs ve Antivirüs yazılımları

- Haberleşme programları

- Gömülü sistem programları

- Aygıtların programlanması, aygıt sürücüler

- Veritabanı motorları

- Sanallaştırma yazılımları

- Oyun motorları

- ...

Sistem programlama faaliyetleri için en çok kullanılan diller C, C++ ve Sembolik Makina Dilleridir. Tabi bazı sistem programları C#, Java, hatta Python gibi dillerle de yazılabilmektedir. Fakat C/C++ dillerinin asıl uzmanlık alanı sistem programlamadır.

**UNIX Türevi İşletim Sistemlerinin Tarihsel Gelişimi**

UNIX İşletim sistemi AT&T Bell Lab'ta 1969-1970 yılları arasında geliştirilmiştir. Proje ekibinin lideri Ken Thompson'du. Çalışma ekibinde Dennis Ritchie, Brian Kernighan da vardı. Ekip daha önce Multics işletim sistemi üzerinde başka ekiplerle birlikte çalışıyordu. Bu prjeden çekilerek kendi işletim sistemlerini yazmak istediler. Zaten Unix ismi Multics isminden kelime oyunu yapılarak uydurulmuştur. C Programlama Dili bu projenin bir yan ürünü olarak Dennis Ritchie tarafından geliştirilmiştir.

AT&T UNIX'in kodlarına telif uygulamadı fakat UNIX ismini bir marka ismi olarak tescil ettirdi. UNIX'in kaynak kodları pek çok araştırma kurumuna dağıtıldı. Şirketler bunları elde ettiler ve zamanla pek çok kurum şirket bu kodları değiştirerek UNIX türevi işletim sistemi yazamaya çalıştı. Bunların ilki ve en önemlilerinden biri Berkeley California Üniversitesi tarafından geliştirilmiş olan BSD sistemleridir. Daha sonra pek çok firma UNIX türevi sistemlerini çıkarttı. IBM firması AIX, HP firması HP-UX, Sun firması Solaris, SCO firması SCO-UNIX gibi UNIX türevi sistemler geliştirdiler. Ayrıca Microsoft tarafından SCO için XENIX sistemlerinde yazılmıştır.

UNIX'in C'de yazılması bir devrim niteliğindeydi. Çünkü o zamana kadar yüksek seviyeli dillerde bir işletim sistemi yazılmamıştı. UNIX'in C de yazılması bu sistemin port edilmesini çok kolaylaştırmıştır ve işletim sistemi yazma bilincinin gelişmesine yol açmıştır.

Apple firmasının Machintosh makinalarında kullanılan işletim sistemleri bunların 10. versiyonuyla UNIX türevi haline gelmiştir. Bugünkü Mac OS X sistemleri Darwin denilen hibrit bir çekirdeğe sahiptir. Fakat yüksek oranda BSD kodları içermektedir. Bu nedenle Mac OS X sistemlerinin belli bir POSIX uyumu da vardır.

80'li yılların ortalarında pek çok UNIX türevi işletim sistemi oluştulmuş durumdaydı. Bunlar farklı sistemler olsa da AT&T UNIX'e çok benziyorlardı. Zaten onun kaynak kodları bunlarda kullanılmıştı. İşte IEEE bu UNIX türevi sistemlere bir standart getirmeye çalıştı ve POSIX standardizasyon komitesini kurdu. Böylece POSIX standartları oluşturuldu. POSIX (Portable Operating Systems for UNIX) UNIX türevi sistemlerin bulundurması gereken C fonksiyonlarını ve shell komutlarını tanımlamaktadır. Bugün pek çok UNIX türevi sistem POSIX standartlarına uymaktadır.

80'li yılların ortalarında AT&T de artık UNIX'e telif uygulamaya başladı ve böylece bedava bir UNIX türevi sistem kalmadı. Hollandalı profesör Tanenbaum derslerinde kullanmak için Minix isimli Mini bir UNIX sistemi geliştirdi. Bu sistem ticari dünyada pek kullanılmamış olsa da geniş kesimleri motive etti.

80'li yılların ortalarında Richard Stallman FSF (Free Software Foundation) isimli kurumu kurdu ve GNU (GNU Not UNIX) projesini başlattı. Bu projenin amacı bedava ve özgür yazılım akımıyla bir işletim sistemi ve yardımcı programlarını oluşturmaktı. Örneğin bugün UNIX türevi sistemlerde kullanılan gcc derleyicisi, ld bağlayıcısı ve pek çok utility program bu proje kapsamında geliştirilmiştir. (gcc ve temel bazı programlar bizzat Richard Stallman ve yardımcıları tarafından yazılmıştır.)

Özgür yazılım akımının temel prensipleri şunlardır:

- Bu akımla üretilen yazılımların kaynak kodları açılır. Herhangi birisi bunlara ekleme yapabilir, bunları değiştirebilir fakat onlar da açmak zorundadır.

- Programın çalıştırılabilir biçimi istenildiği gibi kopyalanıp dağıtılabilir.

- Özgür yazılım bedava olmak zorunda değildir. Kişiler başka faaliyetlerden para kazanma yoluna gidebilirler.

Özgür yazılımın dışında ona çok benzeyen ancak belli konularda farklılıklar içeren "Açık Kaynak Kod (Open Source)" akımı da vardır. Hem özgür yazılım akımı hem de açık kayna kod akımı benzer fikirlere sahiptir. Bunların hepsine "açık kaynak kod akımları" denebilir. Her akım kendisine uygun bir kalıp lisans sözleşmesi de oluşturmuştur. Özgür yazılımım akımının temel lisansı GPL (GNU Public Liscence)'dir. Bunun yumuşatılmış LGPL (Lesser GPL) biçiminde bir versiyonu da oluşturulmuştur. Ayrıca Apache, MIT, BSD gibi açık kaynak kodlu başka lisanslar da vardır. Şüphesiz bunların aralarında birtakım farklılıklar bulun maktadır.

90'lı yılların başlarında Linus Torwalds Helsinki Üniv.'de öğrenciyken işletim sistemi yazmaya karar vermiştir. UNSENET grububda örgütlenerek bunu başarmıştır. Linux ilk versiyonları 90'ların ilk yarısında çıktı. Sonra gelişme gösterdi. Bugün Linux sistemleri en yaygın kullanılan UNIX türevi POSIX uyumlu sistemlerdir. Linux'un 200'ün üstünde dağıtımı vardır. Linux aslında bir çekirdek geliştirme projesidir. Linux dağıtımlarıyla binlerce açık kaynak kodlu yazılımlar da bilgisayarımıza yüklenmektedir.

Bugün Internete bağlanan tüm makinalar arasında en çok kullanılan işletim sistemi Windows'tur (%50'den fazla), sonra UNIX türevi sistemler gelmektedir (çoğunluk Android'ten), sonra Apple aygıtları (IOS, MAC OS X) geliyor.

**Anahtar Notlar:** Linux'un kaynak kodlarını dolaşarak incelemek için lxr.linux.no sitesi, Darwin, FreeBSD, Minix ve OpenSolaris için fxr.watson.org sitesi kullanılabilir. (Bu sitelerde lxr projesi kullanılmışyıt.)

Anahtar Notlar: Kaynak kodları incelemek ve dolaşmak için en çok kullanılan yazılımlar şunlardır:

- Understand (Proprietary)

- Source Insight (Proprietary)

- SourceNav (Open Source)

**Masaüstü ve Mobil İşletim Sistemleri**

Neredeyse her yaygın masaüstü işletim sisteminin bir mobil versiyonu da oluşturulmuştur. Windows'un mobil versiyonuna genel olarak Windows CE denilmektedir. Windows CE'nin akıllı telefonlar ve tabletler için özelleştirilmiş biçimine Windows Mobile denilmektedir. Apple firmasının (yani Mac OS X'lerin) mobil işletim sistemi IOS (Iphone Operating System). Android bir çeşit mobil Linux sistemidir. Android projesinde Linux alınmış, biraz özelleştirilmiş, bazı parçaları atılmış, buna bir arayüz giydirilmiş ve akıllı telefonlara uygun hale getirilmiştir. Nokia eskiden Symbian sistemlerinde büyük bir pazar payına sahipti. Akıllı telefon geçisişini çok iyi yönetemedi. MeeGo ve Maemo sistemlerini denedi. Sonra büyük bölümünü Microsoft'a satarak batmaktan kurtuldu. Bugün Nokia artık akıllı telefon olarak Windows Mobile sistemlerini üretmektedir.

Bugün için en yaygın kullanılan mobile işeletim sistemi Android'tir (%50'den fazla). Bunu IOS izlemektedir (%30 civarı). Sonra da Windows Mobile gelmektedir (%2 civarı).

Mobil işletim sistemlerinin doğal programlama ortamları sistemden sisteme değişebilmektedir. Gerçi bu sistemlerin hepsinde C/C++ ile programlama yapılabilir. Fakat Android doğal ortamı Java, IOS'un Objective-C ve Swift, Windows Mobile'in C#'tır.

**Orijinal Kod Temeline Sahip İşletim Sistemleri**

Bazı işletim sistemleri bazı işletim sistemlerinin kodları alınıp değiştirilerek oluşturulmuştur (örneğin Android gibi). Bazı işletim sistemlerinin belli bir mimariye uysa da kodları sıfırdan yazılmıştır. Kodları sıfırdan yazılan yani orijinal kod temeline dayanan işletim sistemleri şunlardır:

- AT&T UNIX

- DOS

- Windows

- Linux

- BSD (belli bir yıldan sonra)

- Solaris

- XENIX

Mac OS X'in çekirdeği olan Darwin Mach çekirdeği ile BSD çekirdeğinin kodlarını hala kullanmaktadır. Bu anlmda orijinal kod temeline sahip değildir. Android de IOS'ta benzerdir.

Peki "bir işletim sistemi yazdık" demek için ne gerekir? Yanıt: Yapılan katkının çekirdek düzeyinde olması ve belli bir yoğunlukta olması gerekir. Bu tanıma göre Ubuntu gibi, Pardus dağıtımlar bir işletim sistemi olarak isimlendirilmemelidir.

**Programlamadaki Katmanlı Yapılar**

Yazılımdaki genel olarak kod tekrarı istenmez. Bu nedenle yazılım sistemleri katmanlı bir yapıya sahip olur. Örneğin B kütüphanesi A kütüphanesinin fonksiyonlarını kullanarak yazılmış olabilir. C'de B'yi kullanarak yazılabilir. D de C'yi kullanabilir:
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Kod tekrarının iki önemli dezavantajı vardır: Gereksiz kod büyümesi oluşur ve test işlemlerini zora sokar.

**API (Aplication Programming Interface) Kavramı**

Bir yazılım sisteminde uygulama programcılarının doğrudan çağırabileceği, o sistem ile uygulama programcısı arasında iskele oluşturan fonksiyon ya da sınıf kümesine API denilmektedir. API lastik bir terimdir. Hangi fonksiyonlara API denilebileceği tartışılabilir. Fakat genel olarak uygulama programcısının çağırması bulundurulmuş fonksiyonlardır. Örneğin Java API'leri denildiğinde Java sınıflarını, Windows API'leri denildiğinde Windows'un temel fonksiyonlarını anlarız.

**Library ve Framework Kavramları**

Library ve Framework kavramlarının sınırları tam belli değildir. Değişik kaynaklar bu sınırları değişik biçimde çizebilmektedir. Fakat bir sistemin framework olarak tanımlanabilmesi için şu özelliklerin bulunması gerekir:

- Karmaşıklığın kullanıcıya daha basit gösterilmesi ve bazı hammaliye işlemlerin kullanıcının üzerinden alınması

- Kod akışının ele geçirilmesi ve duruma göre programcıya belli zamanlarda verilmesi

Halbuki kütüphanlerde bir akış ele geçirmek ve arka planda birtakım işlemleri bizim için yapmak gibi bir amaç yoktur. Programın akışı bizdedir. Biz istersek kütüphane fonksiyonlarını çağırırız. Onlar da faydalı işlemler yaparlar. Şüphesiz pek çok framework aynı zamanda birtakım kütüphanelere de (API'lere de) sahiptir.

Bazı ara durumlarda o şeyin framework mü yoksa kütüphane mi olarak adlandırılacağı konusunda tereddütler olabilir.

**Bazı Çok Bilinmeyen Standart C Fonksiyonları**

Bu bölümde kursta kullanılabilecek bazı yaygın C fonksiyonları ele alınacaktır.

**strtok Fonksiyonu**

strtok fonksiyonu bir yazıyı bazı karakterlere göre parse etmekte kullanılan standart bir C fonksiyonudur. Örneğin:

"ankara,adana, izmir, kars"

burada yazı ',' karakterlerinden ayrıştırılmak istenebilir. Ve "ankara", "adana", "izmir", "kars" yazıları elde edilmek istenebilir. Ya da örneğin:

"10/12/2007"

burada tarihin gün, ay, yıl bileşenleri elde edilmek istenebilir.

strtok fonksiyonunun prototipi şöyledir:

#include <string.h>

char \*strtok(char \*str, const char \*delim);

Fonksiyon birinci parametresiyle belirtilen yazı içerisinde ikinci parametresiyle belirtilen karakterleri arar. Bunlardan birini bulursa oraya '\0' yerleştirip, o kısmın adresiyle geri döner. Eğer birinci parametre NULL geçilirse fonksiyon kaldığı yerden devam eder. Eğer bulunacak hiçbir atom kalmamışsa fonksiyon NULL adresle geri döner. Tipik kullanım şöyledir:

#include <stdio.h>

#include <string.h>

int main(void)

{

char text[] = "ankara,izmir,adana,eskisehir";

char \*str;

str = strtok(text, ",");

while (str != NULL) {

puts(str);

str = strtok(NULL, ",");

}

return 0;

}

Tabi while yerine for döngüsü de kullanılabilirdi:

#include <stdio.h>

#include <string.h>

int main(void)

{

char text[] = "ankara,izmir,adana,eskisehir";

char \*str;

for (str = strtok(text, ","); str != NULL; str = strtok(NULL, ","))

puts(str);

return 0;

}

strtok fonksiyonu ile karmaşık parse işlemleri yapılamaz. Örneğin biz fonksiyonla bir C programını atomlarına ayıramayız. strtok ile ancak basit parse işlemleri yapılabilir. strtok fonksiyonu aşağıdaki gibi yazılabilir:

#include <stdio.h>

#include <string.h>

#include <ctype.h>

char \*mystrtok(char \*str, const char \*delim)

{

static char \*pos;

char \*beg;

if (str != NULL)

pos = str;

while (\*pos != '\0' && strchr(delim, \*pos) != NULL)

++pos;

if (\*pos == '\0')

return NULL;

beg = pos;

while (\*pos != '\0' && strchr(delim, \*pos) == NULL)

++pos;

if (\*pos != '\0')

\*pos++ = '\0';

return beg;

}

int main(void)

{

char text[] = "ankara, izmir";

char \*str;

for (str = mystrtok(text, " ,"); str != NULL; str = mystrtok(NULL, " ,"))

puts(str);

return 0;

}

Örneğin bir dosya strtok ile şöyle parse edilebilir:

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#define MAX\_LINE 1024

int main(void)

{

FILE \*f;

char line[MAX\_LINE];

char \*str;

if ((f = fopen("test.txt", "r")) == NULL) {

fprintf(stderr, "cannot open file!..\n");

exit(EXIT\_FAILURE);

}

while (fgets(line, MAX\_LINE, f) != NULL) {

for (str = strtok(line, "\t\n"); str != NULL; str = strtok(NULL, "\t\n"))

puts(str);

printf("---------------\n");

}

fclose(f);

return 0;

}

**remove Fonksiyonu**

remove bir dosyayı silmek için kullanılan standart bir C fonksiyonudur. Prototipi şöyledir:

#include <stdio.h>

int remove(const char \*path);

Fonksiyon parametre olarak silinecek dosyanın yol ifadesi (path name) alır. Başarı durumunda sıfır, baqşarıszlık durumunda -1 değerine geri döner.

Örneğin:

#include <stdio.h>

#include <stdlib.h>

int main(void)

{

if (remove("test.txt") == -1) {

fprintf(stderr, "cannot delete file!..\n");

exit(EXIT\_FAILURE);

}

printf("Ok\n");

return 0;

}

**rename Fonksiyonu**

rename dosyanın ismini değiştirmek için kullanılan standart bir C fonksiyonudur. Prototipi şöyledir:

#include <stdio.h>

int rename(const char \*old, const char \*new);

Fonksiyon birinci parametresi dosyanın eski yol ifadesi, ikinci parametresi yeni yol ifadesidir. Fonskiyon başarı durumunda sıfır değerin, başarıszlık durumunda -1 değerine geri döner. Örneğin:

#include <stdio.h>

#include <stdlib.h>

int main(void)

{

if (rename("test.txt", "x.txt") == -1) {

fprintf(stderr, "cannot rename file!..\n");

exit(EXIT\_FAILURE);

}

printf("Ok\n");

return 0;

}

**system Fonksiyonu**

system fonksiyonu kabuk programı interaktif olmayan modda çalıştırarak parametresiyle belirtilen kabuk komutunun kabuk tarafından çalıştırılmasını sağlar. Fonksiyonun protipi şöyledir:

#include <stdlib.h>

int system(const char \*string);

Fonksiyon parametre olarak kabuk komutunu yazı olarak alır. Fonksiyonun geri dönüş değeri sistemden sisteme değişebilmektedir. (implementation dependent). Pek çok sistemde fonksiyon başarı durumunda sıfıt, başarısızlık durumunda -1 değerine geri döner.

Örneğin:

#include <stdio.h>

#include <stdlib.h>

int main(void)

{

if (system("ren x.txt a.txt") != 0) {

fprintf(stderr, "system failed!..\n");

exit(EXIT\_FAILURE);

}

printf("Ok\n");

return 0;

}

**Anahtar Notlar:** Linux aslında bir çekirdek projesidir. Bir Linux dağıtımıyla bilgisaayara yüklediğimiz tüm programlar farklı proje grupları tarafından oluşturulmuştur. Bunlar açık kaynak kodlu olduğu için gerekirse kaynak kodları indirilerek incelenebilir. Örneğin bash, gnome, kde, tarayıcılar, editörler vs. hepsi farklı projelerdir.

**Geçici Dosya Kavramı ve Geçici Dosya Oluşturan Fonksiyonlar**

Bazen çeşitli nedenlerden dolayı bir dosya yaratıp bazı işlemleri o dosya üzerinden yapıp sonra da o dosyayı silmek isteyebiliriz. Bu amaçla kullanılan dosyalara geçici dosyalar (temporary files) denilmektedir. Örneğin tipik olarak C derleyicilerinde önişlemci kaynak kodu okur, onu #'li ifadelerden arındırır ve bir geçici dosyaya yazar. Derleme modülü de onu alarak derler. Tabi bu geçici dosya işlem sonucunda silindiği için biz onu göremeyiz. Fakat bazen elektrik kesilmesi gibi nedenlerle bu dosyalar açıkça görünür hale gelir. Çoğu kez bir dosya üzerinde insert gibi işlemler için geçici dosyalar kullanılmaktadır.

Geçici dosyaların oluşturulmasındaki en önemli sorunlardan biri isim çakışmasıdır. Ya geçici olarak açmak dosya ile aynı isimli dosya zaten varsa?..

**tmpfile Fonksiyonu**

Fonksiyonun prototipi şöyledir:

#include <stdio.h>

FILE \*tmpfile(void);

Fonksiyon "w+b" modunda yeni bir dosyayı isim çakışması olmadan yaratır bize dosya bilgi göstericisi ile geri döner. Biz dosyayı kullandıktan sonra onu fclose ile kapatırız. Bu durumda dosya otomatik silinmektedir. Fonksiyon başarısızlık durumunda NULL adrese geri döner.

Örneğin:

#include <stdio.h>

#include <stdlib.h>

int main(void)

{

FILE \*f;

int i, val;

if ((f = tmpfile()) == NULL) {

fprintf(stderr, "cannot create temporary file!..\n");

exit(EXIT\_FAILURE);

}

for (i = 0; i < 100; ++i)

if (fwrite(&i, sizeof(int), 1, f) != 1) {

fprintf(stderr, "cannot write file!..\n");

exit(EXIT\_FAILURE);

}

fseek(f, 0, SEEK\_SET);

while (fread(&val, sizeof(int), 1, f) == 1)

printf("%d ", val);

if (ferror(f)) {

fprintf(stderr, "cannot read file!...\n");

exit(EXIT\_FAILURE);

}

printf("\n");

fclose(f);

return 0;

}

**tmpnam Fonksiyonu**

Bu fonksiyon geçici dosyayı kendisi açmaz. Bize çakışmayan bir geçici dosya ismi verir. Prototipi şöyledir:

#include <stdio.h>

char \*tmpnam(char \*s);

Fonksiyon parametre olarak bizden geçici dosya isminin yerleştirileceği dizinin adresini ister. Fakat parametre NULL adres olarak da girilebilir. Bu durumda fonksiyon kendi içerisindeki static bir diziye dosya ismini yerleştirir ve onun adresiyle geri döner. Fonksiyon başarısızlık durumunda NULL adrese geri dönmektedir. (Böyle bir başarısızlığın oluşma olasılığı yok denecek kadar zayıftır.)

Aşağıdaki örnekte bir dosyadaki #'li staırlar silinmektedir:

#include <stdio.h>

#include <stdlib.h>

#include <ctype.h>

#define LINE\_LEN 4096

int issharp(const char \*str)

{

while (isspace(\*str))

++str;

return \*str == '#';

}

int main(int argc, char \*argv[])

{

FILE \*f, \*ftemp;

char \*ftempnam;

char buf[LINE\_LEN];

if (argc != 2) {

fprintf(stderr, "wrong number of arguments!..\n");

exit(EXIT\_FAILURE);

}

if ((f = fopen(argv[1], "r")) == NULL) {

fprintf(stderr, "cannot open file!..\n");

exit(EXIT\_FAILURE);

}

if ((ftempnam = tmpnam(NULL)) == NULL) {

fprintf(stderr, "cannot get temporary file name!..\n");

exit(EXIT\_FAILURE);

}

if ((ftemp = fopen(ftempnam, "w")) == NULL) {

fprintf(stderr, "cannot create temporary file!..\n");;

exit(EXIT\_FAILURE);

}

while ((fgets(buf, LINE\_LEN, f)) != NULL) {

if (!issharp(buf) && fputs(buf, ftemp) == EOF) {

fprintf(stderr, "cannot write file!..\n");

exit(EXIT\_FAILURE);

}

}

fclose(f);

fclose(ftemp);

if (remove(argv[1]) == -1) {

fprintf(stderr, "cannot deleta file!..\n");;

exit(EXIT\_FAILURE);

}

if (rename(ftempnam, argv[1]) == -1) {

fprintf(stderr, "cannot rename file!..\n");;

exit(EXIT\_FAILURE);

}

return 0;

}

**UNIX/Linux Sistemlerinde C Programlarının Derlenerek Çalıştırılması**

UNIX/Linux sistemlerinde ağırlıklı olarak (neredeyse her zaman) gcc derleycisi kullanılmaktadır. Program bir text editörde yazılır (vi, kate, emacs, Microsoft code, blufish gibi). Derleme işlemi şöyle yapılır:

gcc -o <çalıştırılabilen dosya ismi> <kaynak dosya ismi>

Örneğin:

gcc -o sample sample.c

Eğer -o seçeneği kullanılmamışsa çalıştırılabilen dosya ismi a.out olur.

Programı çalıştırabilmek için yalnızca ismi yazılmaz. Onun dizini de belirtilmelidir. Tipik çalıştırma şöyle yapılır:

./sample

gcc derleyicisi pek çok sisteme port edilmiştir. gcc'nin Windows port'una mingw denilmektedir.

**İşletim Sisteminin Sistem Fonksiyonları, POSIX Fonksiyonları ve Standart C Fonksiyonları**

İşletim sistemleri hali hazırda C Programlama dilinde prosedürel teknikle yazılmış programlardır. İşletim sistemleri kabaca çekirdek ve kabuk kısımlarında oluşur.
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Çekirdek asıl kontrol yazılımlarının bulunduğu kısımdır. Kabuk ise kullanıcıyla arayüz oluşturan kısımdır. Örneğin Windows'ta masaüstü kabuk kısımdır. UNIX/Linux sistemlerinde bash bir kabuk programdır.

İşletim sistemlerinin çekirdeklerinde binlerce fonksiyon bulunur. Bunların küçük bir kısmı dışarıdan da önemli bazı işleri yapmak için çağrılabilmektedir. Bunlara sistem fonksiyonları (system call) denilmektedir. Her işletim sisteminin sistem fonksiyonlarının isimleri, parametrik yapıları farklıdır. Biz C Programcısı olarak bu sistem fonksiyonlarını doğrudan çağırabiliriz.
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Her sistemin sistem fonksiyonları farklı olduğu için sistem fonksiyonları taşınabilir değildir. Bazı faaliyetler tamamen işletim sisteminin kontrolündedir. O faaliyetleri gerçekleştirmek isteyen herkes eninde sonunda işletim sisteminin ilgili sistem fonksiyonunu çağırmak zorundadır. Örneğin bir dosyayı silmek için bir sistem fonksiyonu vardır. Kullandığımız dil ne olursa olsun, eninde sonunda dosya bu fonksiyonla silinmek zorundadır. Çünkü bunun başka yolu yoktur.

POSIX fonksiyonları UNIX türevi sistemlerdeki ortak fonksiyonlardır. POSIX standartları temelde hem kabuk komutlarını hem de C'den çağrılacak ortak fonksiyonları belirlemektedir. POSIX fonksiyonları Linux gibi, BSD gibi, Solaris gibi hatta MAC OS X gibi sistemlerde aynı biçimde kullanılabilmektedir. Bazı POSIX fonksiyonları doğrudan o sistemdeki bir sistem fonksiyonu çağırır. Bazı POSIX fonksiyonları hiçbir bir sistem fonksiyonu çağırmaz. Bazıları da birden fazla sistem fonksiyonunu çağırabilmektedir. Örneğin dosya açmak için open isimli bir POSIX fonksiyonu kullanılmaktadır. Bu fonksiyon Linux sistemlerinde sys\_open isimli sistem fonksiyonunu çağırmaktadır.

Standart C fonksiyonları ise tüm C derleyicilerinde bulunan fonksiyonlardır. En geniş taşınabilirliğe sahip olan fonksiyonlar bunlardır. Örneğin Linux sistemlerde fopen fonksiyonu open POSIX fonksiyonunu çağırır, open POSIX fonksiyonu da sys\_open isimli sistem fonksiyonu çağırır.
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Peki bazen işletim sisteminin sistem fonksiyonunu doğrudan çağırmak gerekebilir mi? Taşınabilirlik sağlamak için ortak özelliklere hitap etmek gerekmektedir. Yani örneğin Linux'ta olan fakat BSD'de olmayan bir özellik POSIX fonksiyonun konusu olamaz. Çünkü POSIX fonksiyonları tüm UNIX türevi sistemler için düşünülmüştür. İşte biz bazen spesifik bir sisteme özgü işlemler yapmak isteyebiliriz. Bu durumda doğrudan sistem fonksiyonlarını çağırmak isteyebiliriz. Soru: Linux için fopen mı, open mı, yoksa sys\_open mı daha geniş olnaklara sahiptir. İşte Linux'un sys\_open fonksiyonu Linux'a özgü yazılmıştır. Halbuki fopen fonksiyonu tüm sistemlerde olabilecek özelliklere göre tanımlanmıştır.

**Proses Kavramı**

Program kaynak kod için ya da çalıştırılabilen dosya için kullanılan bir terimdir. Bir program çalıştırıldığında artık proses (process) olur. Yani proses çalışmakta olan programlara denilmektedir. Bir proses yaratıldığında (yani bir program çalıştırıldığında) işletim sistemi onu izlemek için çekirdek alanında bir veri yapısı oluşturur. Bu veri yapısına kavramsal olarak "Proses Kontrol Bloğu (Process Control Bloack)" denilmektedir. Örneğin Linux sistemlerinde Process Kontrol Bloğu task\_struct isimli yapıdır. Pekiyi Proces Kontrol Bloğunda hangi bilgiler saklanmaktadır? İşte tipik bazı bilgiler şunlardır:

- Prosesin erişim hakları

- Prosesin bellek alanı ile ilgili bilgiler

- Prosesin çizelgelemeyle ilgili bilgileri

- Prosesin çeşitli istatistiksel bilgileri

- Prosesin açmış olduğu dosyaların kaydı

- Prosesin çalışma dizini (current working directory)

- Prosesin o anki durumu

- ...

Proses terimi ile task terimi aynı anlamda kullanılmaktadır. (Fakat bazı sistemlerde araya birtakım farklılıklar konulabilmektedir. Fakat genel olarak bu iki terim eşdeğer kabul edilir.) Proses Kontrol Bloğu çekirdek alanı içerisinde tutulur. Böylece user moddan sıradan proseslerin buraya erişerek burayı bozması engellenmiş olur. Şüphesiz işletim sistemi tüm Proses Kontrol Bloklarını birbirlerine bağlı listelerle bağlamıştır. Böylece işletim sistemi istediği zaman bu listeyi dolaşabilir. Bir prosesi yok edebilir.

Proses Kontrol Bloğu içerisinde göstericilerin de bulunduğu ağaç gibi bir yapıdır. Bir bilginin Proses Kontrol Bloğunda olması demek doğudan ya da dolaylı olarak Proses Kontrol Bloğu Yoluyla ona erişilmesi demektir.

Prosesler arasında Altlık-Üstlük (Parent-Child) ilişkisi de vardır. Bir proses işletim sisteminin sistem fonksiyonuyla yaratılır. (Örneğin sys\_fork, Windows'ta CreateProcess). Prosesi oluşturan prosese üst-proses (parent process), yeni oluşturulan prosese alt-proses (child process) denilmektedir. Bir proses yaratıldığında üst prosesin proses kontrol bloğundaki pek çok b ilgi alt prosesin proses kontrol bloğuna aktarılır. Böylece alt proses de aynı haklara sahip bir biçimde çalışır. Örneğin bizim yazdığımız sample.exe prosesi notepad.exe programını çalıştırıp bir proses oluşturabilir. Bu durumda sample.exe prosesi üst proses, notepad.exe prosesi de alt proses olur.

**C'de Tanımsız Davranış (Undefined Behavior), Derleyiciye Bağlı Davranış (Implementation Dependent Behavior) ve Belirsiz Davranış (Unspecified Behavior)**

C'de bazı durumlarda ne olacağı tam olarak tanımlanmamıştır. Bu tür durumlardxan kaçınmak gerekir. Bunlara tanımsız davranışa yol açan kodlar denilmektedir. Tanımsız davranışa yol açan kodlar derleme aşamasında herhangi bir problem oluşturmazlar. Bu kodlar dilin sentaks yapısına tamamen uygundur. Fakat program çalışırken artık her şey olabilir. Program çökebilir, yanlış çalışabilir ya da hiçbirşey olmayabilir. Bu tür kodlardan kaçınmak gerekir. Örneğin nereyei gösterdiği belli olmayan bir göstericinin gösterdiği yere \* ya da [] operatörleriyle erişmek tanımsız davranışa yol açar. Bir ifadede bir nesne ++ ya da -- operatörüyle kullanılmışsa o ifadede artık o nesne gözükmemelidir. Aksi halde tamnımsız davranış oluşur.

Bazı durumlarda standartlar belirlemeyi dokümante etmek koşuluyla derleyicileri yazanlara bırakmıştır. Bu tür kodlara derleyiciye bağlı kodlar denir. Örneğin C'de işaretli bir tamsayının sağa öteelenmesinde işaret bitinin korunup korunmayacağı böyledir. Ya da int türünün kaç byte uzunlukta lduğu böyledir.

Bazı durumlarda ise birkaç seçenek vardır. Bu seçeneklerden herhangi birini derleyiciyi yazanlar seçmiş olabilir. Fakat bunu dokümante etmek zorunda değillerdir. Böyle kodlara "belirsiz davranışa yol açan kodlar" denilmektedir. Örneğinargümanlardan parametre değişkenlerine aktarım sırası soldan-sağa ya da sağdan-sola olabilir. Bunun nasıl olacağı derleyiciden derleyiciye değişebilir. Derleyicileri yazanlar bunu dokümante etmek zorunda değillerdir.

**Windows API Fonksiyonlarında Kullanılan typedef Türleri**

Windows'un API fonksiyonlarının büyük çoğunluğunun prototipleri <windows.h> başlık dosyası içerisindedir. API fonksiyonlarında taşınabilirliği artırmak için çeşitli typedef isimleri kullanılmıştır. Bunların typedef bildirimleri <windows.h> içerisinde yapılmış durumdadır.

API fonksiyonları Pascal stili isimlendirilmiştir. (Yani her sözcüğün ilk harfi büyüktür. Örneğin CreateFile, FindFirstFile gibi.) Ve genellikle önce eylem sonra onun nesnesi gelir. (Örneğin CreateWindow gibi.) Windows API fonksiyonlarında Macar Notasyonu (Hungarian Notation) kullanılmıştır. Macar notasyonunun anahtar özellikleri şöyledir:

- Değişken isimleri onların türelerini belirten küçük harfli öneklerle başlatılmıştır. Tipik kullanıan önekler şunlardır:

|  |  |
| --- | --- |
| p ya da lp | Gösterici (lp long pointer'dan gelme. Eskiye uyum için hala kullanılıyor.) |
| l | long |
| w | WORD |
| dw | DWORD |
| h | HANDLE |
| sz | char \* (fakat yazı gösterir) |
| b | BOOL |
| f | float |
| d | double |

- Yapı isimleri yine yapıyı temsil eden öneklerle başlatılır. Örneğin:

RECT rectWindow;

POINT ptRef;

- Değişken harflendirmesinde Macar Notasyonu kullanılmaktadır.

- tytpedef tür isimleri büyük harflerle isimlendirilmektedir.

Windows sistemlerindeki çok kullanılan typedef tür isimleri şöyledir:

|  |  |
| --- | --- |
| BYTE | Bir byte'lık işaretsiz tamsayı türü (unsigned char) |
| WORD | İki byte'lık işaretsiz tamsayı türü (unsigned short int) |
| DWORD | Dört byte2lık işaretsiz tamsayı türü (unsigned long int ya da unsigned int) |
| HANDLE | Handle türü (void \*) |
| PXXX, LPXXX | XXX türünden adres türü (örneğin LPVOID, PVOID, LPDWORD) |
| PCXXX, LPCXXX | XXX türünden gösterdiği yer const olan adres (Örneğin LPCVOID demek const void \* demektir) |
| LPSTR | Yazıyı gösteren adres (char \*) |
| LPTSTR | Yazıyı gösteren UNICODE destekli adres (char \* ya da wchar\_t \*) |
| BOOL | int türünü belirtir. Fakat anlam olarak başarı ve başarısızlık dünülmelidir. Geri dönüş değeri BOOL olan API fonksiyonları başarı durumunda sıfır dışı değere, başarızılık durumunda sıfır değerine geri dönmektedir. |

Fonksiyon prototiplerinde parametre değişkenlerinin önündeki \_\_in, \_\_out ve \_\_in\_out sözcükleri okunabilirliği artırmak için düşünülmüştür. Aslında bunlar aşağıdaki gibi define edilmiş makrolardır:

#define \_\_in

#define \_\_out

#define \_\_in\_out

Yani bu makrolar önişlemsi tarafından silinmektedir. \_\_in makrosu fonksiyonun parametre değişkenindeki bilgiyi kullanacağı fakat ona bir değer yerleştirmeyeceği anlamına gelir. \_\_out tam tersine fonksiyonun parametre değişkenindeki değeri değiştireceği anlamına gelmektedir. \_\_in\_out ise fonksiyonun hem parametre değişkenindeki değeri kullanacağı hem de ona yeni bir değer yerleştireceği anlamına gelmektedir. Fakat bu makroların gerekliliği tartışmalıdır. Zaten gösterici olmayan parametre değişkenleri \_\_in olmak zorundadır. Gösterici parametre değişkenlerinde \_\_in ya da \_out durumu göstericinin const olup olmamasıyla zaten anlaşılmaktadır. O halde bunun tek faydası \_\_in\_out durumu için olabilir.

**Windows API Fonksiyonlarının Başarısızlık Nedenlerinin Elde Edilmesi**

Windows sistemlerinde bir API fonksiyonu başarız olduğunda onun hangi nedenden dolayı başarısız olduğu bize doğrudan verilmez. Her başarısızlık için DWORD türden bir değer tanımlanmıştır. Son çağrılan API fonksiyonunun başarısızlık nedeni GetLastError API fonksiyonuyla elde edilir:

DWORD GetLastError(void);

Hangi hata kodlarının hangi başarızlıkları belirttiği MSDN yardım dokümanlarında belirtilmektedir. Tabi programlarda hatanın sayısal kodu kullanıcı için pek bir anlam ifade etmemektedir. İşte bir hata koduna karşı onun hata yazısını veren FormatMessage isimli bir API fonksiyonu da vardır. Bu fonksiyonun kullanımık biraz detaylıdır. Burada bu detay ele alınmayacaktır. Biz kursumuzda API fonksiyonu başarısız olduğunda hatayı GetLastError ile alan ve bunu FormatMessage fonksiyonuna vererek hata yazısını elde eden bunu da stderr dosyasına yazdırıp programı sonlandıran ExitSys isimli bir fonksiyon kullanacağız:

void ExitSys(LPCSTR lpszMsg, int status)

{

DWORD dwLastError = GetLastError();

LPTSTR lpszErr;

if (FormatMessage(FORMAT\_MESSAGE\_ALLOCATE\_BUFFER | FORMAT\_MESSAGE\_FROM\_SYSTEM, NULL, dwLastError,

MAKELANGID(LANG\_NEUTRAL, SUBLANG\_DEFAULT), (LPTSTR)&lpszErr, 0, NULL)) {

fprintf(stderr, "%s: %s", lpszMsg, lpszErr);

LocalFree(lpszErr);

}

exit(status);

}

ExitSys bir API donksiyonu değildir. Bizim tarafımızdan yazılmış yardımcı bir fonksiyondur. Örneğin bir API fonksiyonu başarısız olduğunda hata mesajı şöyle yazdırılabilir:

HANDLE hFileFind;

WIN32\_FIND\_DATA finfo;

...

if ((hFileFind = FindFirstFile("test.c", &finfo)) == INVALID\_HANDLE\_VALUE)

ExitSys("FindFirstFile", EXIT\_FAILURE);

**UNIX/Linux Sistemlerindeki POSIX Fonksiyonlarının Başarısızlık Nedenlerinin Elde Edilmesi**

POSIX fonksiyonlarının çok büyük çoğunluğunun geri dönüş değeri int türdendir. Fonskiyon başarı durumunda sıfır (dikkat ediniz), başarısızlık durumunda -1 değerine geri döner. Böylece programcılar genellikle başarısızlığı şöyle tespit ederler:

if (some\_posix\_function(...) == -1) {

...

}

Fakat bazı programcılar kontrolü aşağıdaki gibi de yapabilmektedir:

if (some\_posix\_function(...) < 0) {

...

}

Bu biçimde kontrolün mikro mertebede daha etkin olduğu söylenebilir. Fakat bunun bir önemi yoktur.

Adrese geri dönen POSIX fonksiyonları başarısızlık durumunda NULL adrese geri dönmektedir.

Peki fonksiyonun neden başarısız olduğunu nasıl anlayabiliriz? UNIX/Linux sistemlerinde bir POSIX fonksiyonu başarız olduğunda errno isimli int türden bir global değişkene (tıpkı Windows sistemlerinde olduğu gibi) hata kodunu yazmaktadır. Biz de doğrudan bu errno değişkenin içerisinde değere bakabiliriz. errno kütüphanede tanmlanmıştır, bunun extern bildirimi <errno.h> dosyası içerisindedir. Bu durumda hata nedeni şöyle yazdırılabilir:

if (some\_posix\_function(...) == -1) {

fprintf(stderr, "error: %d\n", errno);

exit(EXIT\_FAILURE);

}

errno değişkenin alabileceği tüm hata değerleri <errno.h> dosyası içerisinde EXXX biçiminde sembolik sabitlerle define edilmiştir. Böylece programcı isterse aşağıdaki gibi kod yazabilir:

if (errno == EACCESS) {

...

}

POSIX standartlarında errno'nun sayısal değeri standart olarak belirlenmemiştir. Hata kodlarının sembolik sabitleri standart olarak belirlenmiştir. Biz de EXXX sembolik sabitlerini kullanmalıyız.

UNIX/Linux sistemlerinde bir POSIX fonksiyonu başarısız olursa errno değişkeninde hangi değerlerin bulunabileceği kesin olarak listelenmiştir. Bu listeye fonksiyonun dokümanlarından ulaşılabilir. Halbuki Windows sistemlerinde bir API fonksiyonu başarısız olduğunda başarısızlığın tüm nedenleri dokümante edilmemiştir.

Bu sistemlerde de hata kodunu yazıya dönüştüren strerror fonksiyonu vardır. Ancak perror isimli fonksiyon zaten errno değişkenine bakarak hata kodunu strerror fonksiyonuyla elde edip onu stderr dosyasına yazdırmaktadır:

#include <stdio.h>

void perror(const char \*s);

Fonksiyon önce parametresiyle belirtilen yazıyı yazdırır, sonra ':' karakterini basar, ondan sonra da errno'ya bakarak onun yazısını yazdırır. Bu durumda tipik hata tespiti şöyle yapılmalıdır:

if ((fd = open(...)) == -1) {

perror("open");

exit(EXIT\_FAILURE);

}

**Dizin İçerisindeki Dosyaların Elde Edilmesi**

Bir dizin içerisindeki dosyaların elde edilmesi çok karşılaşılan bir durumdur. Bu işlem için işletim sistemlerinin sistem fonksiyonları vardır. UNIX/Linux sistemlerinde bu işi yapan POSIX fonksiyonları bu sistem fonksiyonlarını çağırmaktadır. Benzer biçimde Windows'ta da bu işi yapan API fonksiyonları bulunmaktadır. (Windows'taki API fonksiyonları UNIX/Linux sistemlerindeki POSIX fonksiyonlarına benzetilebilir.) .NET ve Java gibi ortamlarda bu işlemler tek bir metoda indirgenmiştir. Fakat aslında tabi onlar da eninde sonunda POSIX fonksiyonlarını ya da API fonksiyonlarını çağırmaktadır.

**Windows Sistemlerinde Dizin İçerisindeki Dosyaların Elde Edilmesi**

Bu işlem Windows sistemlerinde şöyle yapılmaktadır:

1) Öncelikle FindFirstFile isimli API fonksiyonuyla koşulu sağlayan ilk dosyanın bilgileri elde edilir. FindFirstFile fonksiyonunun prototipi şöyledir:

HANDLE WINAPI FindFirstFile(

\_\_in LPCTSTR lpFileName,

\_\_out LPWIN32\_FIND\_DATA lpFindFileData

);

Fonksiyonun birinci parametresi dizin listesi elde edilecek dosyaların yol ifadesidir. Bu parametrede \* ve ? joker karakterleri kullanılabilir. Örneğin "C:\\Windows\\\*.\*" gibi, "C:\\Windows\\\*.exe" gibi. İkinci pareametre koşulu sağlayan ilk dosyanın bilgilerinin yerleştirileceği WIN32\_FIND\_DATA isimli bir yapı nesnesinin adresini alır. Fonksiyon başarı durumunda bir HANDLE değerine (burada void \*) geri döner. HANDLE konusu sonraki başlıkta ele alınmaktadır. Fonksiyon başarısızlık durumunda INVALID\_HANDLE\_VALUE isimli define edilmiş bir değere geri döner. WIN32\_FIND\_DATA yapısı şöyledir:

typedef struct \_WIN32\_FIND\_DATA {

DWORD dwFileAttributes;

FILETIME ftCreationTime;

FILETIME ftLastAccessTime;

FILETIME ftLastWriteTime;

DWORD nFileSizeHigh;

DWORD nFileSizeLow;

DWORD dwReserved0;

DWORD dwReserved1;

TCHAR cFileName[MAX\_PATH];

TCHAR cAlternateFileName[14];

} WIN32\_FIND\_DATA, \*PWIN32\_FIND\_DATA, \*LPWIN32\_FIND\_DATA;

Yapının dwFileAttributes elemanı dosyanın özellik bilgisini belirtir. Bu eleman bit bit anlamlıdır. Her bit bir özelliğin olup olmadığını belirtir. Bitleri maskeelemek için FILE\_ATTRIBUTE\_XXX biçiminde makrolar bulundurulmuştur. Örneğin biz bu elemanı FILE\_ATTRIBUTE\_ARCHIVE makrısuyla & işlemine sokarsak ve bundan sıfır dışı bir değer elde edersek o özelliğin varolduğunu anlamalıyız. Windows dosya sistemine de bağlı olarak her dosya için ilk yaratılma zamanını, son erişim zamanını ve son yazma zamanını turmaktadır. WIN32\_FIND\_DATA yapısında bu tarih ve zamanlar FILETIME olarak belirtilmiştir. FILETIME kullanışlı bir tür değildir. Bu 01/01/1601'den geçen 100 nanosaniyelerin sayısıdır. Buradaki tarih zamanlar UTC biçimindedir. İstenirse bu tarih ve zamanlar FileTimeToLocalFileTime fonksiyonuyla yerel saate dönüştürülebilir. FILETIME değerini normal tarih ve zaman bilgisine dönüştürmek için FileTimeToSystemTime fonksiyonu kullanılır. Örneğin:

#include <stdio.h>

#include <stdlib.h>

#include <Windows.h>

void ExitSys(LPCSTR lpszMsg, int status);

int main(void)

{

HANDLE hFileFind;

WIN32\_FIND\_DATA finfo;

SYSTEMTIME st;

if ((hFileFind = FindFirstFile("test.c", &finfo)) == INVALID\_HANDLE\_VALUE)

ExitSys("FindFirstFile", EXIT\_FAILURE);

printf("Fine Name: %s\n", finfo.cFileName);

printf("File Size: %lu\n", finfo.nFileSizeLow);

FileTimeToLocalFileTime(&finfo.ftLastWriteTime, &finfo.ftLastWriteTime);

FileTimeToSystemTime(&finfo.ftLastWriteTime, &st);

printf("Last Write Time: %02d/%02d/%04d %02d:%02d:%02d\n",

st.wDay, st.wMonth, st.wYear, st.wHour, st.wMinute, st.wSecond);

return 0;

}

void ExitSys(LPCSTR lpszMsg, int status)

{

DWORD dwLastError = GetLastError();

LPTSTR lpszErr;

if (FormatMessage(FORMAT\_MESSAGE\_ALLOCATE\_BUFFER | FORMAT\_MESSAGE\_FROM\_SYSTEM, NULL, dwLastError,

MAKELANGID(LANG\_NEUTRAL, SUBLANG\_DEFAULT), (LPTSTR)&lpszErr, 0, NULL)) {

fprintf(stderr, "%s: %s", lpszMsg, lpszErr);

LocalFree(lpszErr);

}

exit(status);

}

Dosyanın olası maksimum uzunluğu 264 byte olabilir. Fakat bu yapı 32 bit uyumlu olduğu için ve 32 bit sistemlerde 64 bitlik tamsayı türü doğal olmadığı için dosya uzunluğu da iki ayrı 32 bit değerle verilmiştir (nFileSizeLow, nFileSizeHigh).

2) Koşulu sağlayan diğer dosyaların bilgileri bir döngü içerisinde FindNextFile fonksiyonları çağrılarak elde edilir.

BOOL WINAPI FindNextFile(

\_\_in HANDLE hFindFile,

\_\_out LPWIN32\_FIND\_DATA lpFindFileData

);

Fonksiyonun birinci parametresi FindFirstFile fonksiyonundan elde edilen HANDLE değeridir. İkinci parametre bulunan dosyayanın bilgilerinin yerleştirileceği WIN32\_FIND\_DATA türünden nesnenin adresini alır. Fonksiyon yeni bir dosyayı bulamamışsa sıfır değerine bulmuşsa sıfır dışı bir değere geri döner.

Örneğin:

#include <stdio.h>

#include <stdlib.h>

#include <Windows.h>

void ExitSys(LPCSTR lpszMsg, int status);

int main(void)

{

HANDLE hFileFind;

WIN32\_FIND\_DATA finfo;

SYSTEMTIME st;

if ((hFileFind = FindFirstFile("\*.\*", &finfo)) == INVALID\_HANDLE\_VALUE)

ExitSys("FindFirstFile", EXIT\_FAILURE);

do {

printf("--------------------------\n");

printf("Fine Name: %s\n", finfo.cFileName);

printf("File Size: %lu\n", finfo.nFileSizeLow);

FileTimeToLocalFileTime(&finfo.ftLastWriteTime, &finfo.ftLastWriteTime);

FileTimeToSystemTime(&finfo.ftLastWriteTime, &st);

printf("Last Write Time: %02d/%02d/%04d %02d:%02d:%02d\n",

st.wDay, st.wMonth, st.wYear, st.wHour, st.wMinute, st.wSecond);

} while (FindNextFile(hFileFind, &finfo));

return 0;

}

void ExitSys(LPCSTR lpszMsg, int status)

{

DWORD dwLastError = GetLastError();

LPTSTR lpszErr;

if (FormatMessage(FORMAT\_MESSAGE\_ALLOCATE\_BUFFER | FORMAT\_MESSAGE\_FROM\_SYSTEM, NULL, dwLastError,

MAKELANGID(LANG\_NEUTRAL, SUBLANG\_DEFAULT), (LPTSTR)&lpszErr, 0, NULL)) {

fprintf(stderr, "%s: %s", lpszMsg, lpszErr);

LocalFree(lpszErr);

}

exit(status);

}

Dizin olan dosyaların yanına <DIR> biçiminde yazdırmak isteyelim. Bu durumda dizin olan dosyaları yapının dwFileAttributes elemanına bakarak tespit ederiz. Örneğin:

#include <stdio.h>

#include <stdlib.h>

#include <Windows.h>

void ExitSys(LPCSTR lpszMsg, int status);

int main(void)

{

HANDLE hFileFind;

WIN32\_FIND\_DATA finfo;

if ((hFileFind = FindFirstFile("c:\\windows\\\*.\*", &finfo)) == INVALID\_HANDLE\_VALUE)

ExitSys("FindFirstFile", EXIT\_FAILURE);

do {

printf("%-40s%s\n", finfo.cFileName, finfo.dwFileAttributes & FILE\_ATTRIBUTE\_DIRECTORY ? "<DIR>" : "");

} while (FindNextFile(hFileFind, &finfo));

return 0;

}

void ExitSys(LPCSTR lpszMsg, int status)

{

DWORD dwLastError = GetLastError();

LPTSTR lpszErr;

if (FormatMessage(FORMAT\_MESSAGE\_ALLOCATE\_BUFFER | FORMAT\_MESSAGE\_FROM\_SYSTEM, NULL, dwLastError,

MAKELANGID(LANG\_NEUTRAL, SUBLANG\_DEFAULT), (LPTSTR)&lpszErr, 0, NULL)) {

fprintf(stderr, "%s: %s", lpszMsg, lpszErr);

LocalFree(lpszErr);

}

exit(status);

}

3) En sonunda FindFirstFile fonksiyonuyla elde edilen handle FindClose fonksiyonuyla kapatılmalıdır. Örneğin:

int main(void)

{

HANDLE hFileFind;

WIN32\_FIND\_DATA finfo;

SYSTEMTIME st;

if ((hFileFind = FindFirstFile("c:\\windows\\\*.\*", &finfo)) == INVALID\_HANDLE\_VALUE)

ExitSys("FindFirstFile", EXIT\_FAILURE);

do {

printf("%-40s%s\n", finfo.cFileName, finfo.dwFileAttributes & FILE\_ATTRIBUTE\_DIRECTORY ? "<DIR>" : "");

} while (FindNextFile(hFileFind, &finfo));

FindClose(hFileFind);

return 0;

}

**UNIX/Linux Sistemlerinde Dizin İçerisindeki Dosyaların Elde Edilmesi**

UNIX/Linux sistemlerinde de işlemler aşağıdaki biçimde yapılmaktadır:

1) Öncelikle dizin opendir isimli bir POSIX fonksiyonuyla açılır:

#include <dirent.h>

DIR \*opendir(const char \*name);

Fonksiyon parametre olarak listesi elde edilecek dizinin yol ifadesini alır. Geri dönüş değeri DIR isimli bir yapı türünden adrestir. Programcının bu yapaıyı bilmesi gerekmez. (Tıpkı fopen fonksiyonunun geri döndürdüğü FILE gibi). Bu bir handle olarak kullanılmaktadır. Fonksiyon başarısızsa NULL adrese geri döner.

2) Dizindeki dosyalar bir döngü içerisinde readdir fonksiyonu çağrılarak elde edilir:

#include <dirent.h>

struct dirent \*readdir(DIR \*dirp);

Fonksiyon opendir fonksiyonundan elde edilen DIR türünden adresi parametre olarak alır ve struct dirent türünden static ömütlü bir yapı nesnesinin adresiyle geri döner. Dizin listesinin sonuna geinmişse fonksiyon NULL adrese geri dönmektedir. dirent yapısı şöyle bildirilmiştir:

struct dirent {

ino\_t d\_ino;

char d\_name[256];

};

Çeşitli UNIX türevi sistemler bu yapıya eklenti biçiminde eleman ekleyebilmektedir. Ancak POSIX standartlarında yapı böyle bildirilmiştir.

Görüldüğü gibi readdir bize dosyanın isminden ve i-node numarasından başka bir bilgi vermemektedir. i-node numarasının ne anlam ifade ettiği başka bir bölümde ele alınacaktır. i-node numarası dosyayı betimleyen sistem genelinde tek olan (unique) bir numaradır.

readdir fonksiyonu bize hem normal dosyaları hem de dizinleri vermektedir.

3) İşlem bitince closedir fonksiyonuyla açılan dizin kapatılır. Tabi dosyalarda olduğu gibi biz bunu kapatmamışsak proses sonlandığında dizin sorunsuz olarak işletim sistemi tarafından kapatılmaktadır.

#include <dirent.h>

int closedir(DIR \*dirp);

Fonksiyon başarı durumunda 0, başarısızlık durumunda -1 değerine geri döner. Başarının kontrol edilmesine gerek yoktur.

Örneğin:

#include <stdio.h>

#include <stdlib.h>

#include <dirent.h>

int main(void)

{

DIR \*dir;

struct dirent \*dire;

if ((dir = opendir("/usr/include")) == NULL) {

perror("opendir");

exit(EXIT\_FAILURE);

}

while ((dire = readdir(dir)) != NULL)

printf("%s\n", dire->d\_name);

closedir(dir);

return 0;

}

**stat POSIX Fonksiyonu**

Bir dosyanın yol ifadesi biliniyorsa onun metadata bilgilerini elde etmek stat fonksiyonu kullanılmaktadır. stat fonksiyonunun fstat ve lstat isimli kardeşleri de vardır (fsata ve lstat burada ele alınmayacaktır). stat fonksiyonu UNIX türevi sistemler için çok önemli bir fonksiyondur:

#include <sys/stat.h>

int stat(const char \*path, struct stat \*buf);

Fonksiyonun birinci parametresi bilgisi elde edilecek dosyanın yol ifadesini alır. İkinci parametre dosya bilgilerinin yerleştirileceği struct stat türünden yapı nesnesinin adresini almaktadır. Fonksiyon başarı durumunda 0, başarısızlık durumunda -1 değerine geri döner. stat yapısı <sys/stat.h> içerisinde aşağıdaki gibi bildirilmiştir:

struct stat {

dev\_t st\_dev; /\* ID of device containing file \*/

ino\_t st\_ino; /\* inode number \*/

mode\_t st\_mode; /\* protection \*/

nlink\_t st\_nlink; /\* number of hard links \*/

uid\_t st\_uid; /\* user ID of owner \*/

gid\_t st\_gid; /\* group ID of owner \*/

dev\_t st\_rdev; /\* device ID (if special file) \*/

off\_t st\_size; /\* total size, in bytes \*/

blksize\_t st\_blksize; /\* blocksize for filesystem I/O \*/

blkcnt\_t st\_blocks; /\* number of 512B blocks allocated \*/

time\_t st\_atime; /\* time of last access \*/

time\_t st\_mtime; /\* time of last modification \*/

time\_t st\_ctime; /\* time of last status change \*/

};

Yapının elemanları önemli bilgiler vermektedir. Ancak bu elemanların hepsi kursun bu noktasında el alınmayacaktır. Yapının st\_size elemanı dosyanın uzunluğunu, st\_atime, st\_mtime ve st\_ctime elemanları dosyanın erişim zamanlarını bize verir. off\_t işaretli bir tamsayı türündendir. time\_t ise 01/01/1970 tarihinden geçen saniye sayısını belirten artimetik bir türdür.

Örneğin:

#include <stdio.h>

#include <stdlib.h>

#include <time.h>

#include <sys/stat.h>

int main(void)

{

struct stat finfo;

if (stat("/usr/include/stdio.h", &finfo) < 0) {

perror("stat");

exit(EXIT\_FAILURE);

}

printf("%ld\n", (long)finfo.st\_size);

printf("%s\n", ctime(&finfo.st\_mtime));

return 0;

}

Dizin listesi elde edilirken her bulunan fonksiyon stat fonksiyonuna sokularak onun bilgileri elde edilebilir. Aslında ls programı da zaten böyhle yapmaktadır. Örneğin:

#include <stdio.h>

#include <stdlib.h>

#include <time.h>

#include <dirent.h>

#include <sys/stat.h>

#define MAX\_PATH 2048

int main(int argc, char \*argv[])

{

DIR \*dir;

struct dirent \*dire;

struct stat finfo;

char path[MAX\_PATH];

if (argc != 2) {

fprintf(stderr, "wrong number of arguments!..\n");

exit(EXIT\_FAILURE);

}

if ((dir = opendir(argv[1])) == NULL) {

perror("opendir");

exit(EXIT\_FAILURE);

}

while ((dire = readdir(dir)) != NULL) {

sprintf(path, "%s/%s", argv[1], dire->d\_name);

if (stat(path, &finfo) < 0) {

perror("stat");

exit(EXIT\_FAILURE);

}

printf("---------------------\n");

printf("%s\n", dire->d\_name);

printf("%ld\n", (long)finfo.st\_size);

printf("%s\n", ctime(&finfo.st\_mtime));

}

closedir(dir);

return 0;

}

**Fonksiyonlar İçin Hata Kontrolleri**

Hata kontrolü bakımından fonksiyonları 2 gruba ayırabiliriz:

1) Her zaman hata kontrolünün yapılması gereken fonksiyonlar: Bunlar sistemin o anki durumuyla ilgili biçimde baaşarısz olabilecek fonksiyonalrdır. Bu tür fonksiyonlar çağrılırken kesinlikle hata kontrolü yapılmalıdır. Örneğin fopen, malloc gibi fonksiyonlar.

2) Eğer programcı her şeyi düzgün yapmışsa, başarısız olma olasılığı olmayan fonksiyonlar için hata kontrolü yapılmayabilir. Örneğin dosya fopen ile düzgün açılmışsa fclose ile kapatılmamasının bir nedeni olamaz. Zaten böyle birşey olsa bile bizim yapabileceğimiz birşey de yoktur. Bu tür fonksiyonlarda hata kontrolü programın DEBUG versiyonunda yapılabilir.

**Handle Sistemleri**

Handle bir veri yapısına erişmekte kullanılan tekil bir anahtar değerdir. Handle bir tamsayı biçiminde olabilir. Bu durumda muhtemelen handle global bir dizide bir indeks belirtmektedir. Handle bir adres biçiminde olabilir. Bu durumda doğrudan bir veri yapısını gösterir. Bazen handle void bir adres olarak karşımıza çıkabilir. (Örneğin Windows API fonksiyonlarında sıkça karşılaştığımız HANDLE ismi void \* olarak typedef edilmiştir.) Bu durumda aslında o adresin gösterdiği yerde bir veri yapısı vardır. Fakat sistemi tasarlayan kişi bunu açıklamak istememiştir. Bazen handle bozulmuş bir biçimde bize verilir. Sistem onu düzelterek veri yapısına erişir. Böylece kullan kişi oraya erişememiş olur. Handle ile erişilen veri yapısına handle alanı denilmektedir:
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Bir handle sisteminde üç grup fonksiyon bulunur.

1) Handle sistemlerini yaratan ya da açan fonksiyonlar: Bunlar genellikle Windows sistemlerinde CreateXXX ya da OpenXXX biçiminde isimlendirilmektedir. Bu fonksiyonlar veri yapısını tahsis eder. Onun elemanlarına çeşitli ilkdeğerleri verirler ve handle ile geri dönerler.

2) Handle sistemini kullanan fonksiyonlar: Bunlar handle değerini bizden alıp veri yapısına erişip oradaki bilgileri kullanarak faydalı işlem yaparlar.

3) Handle sistemini kapatan fonksiyonlar: Bunlar handle alanını boşaltıp birtakım son işlemleri yaparlar. Windows sistemlerinde genellikle bu fonksiyonlar CloseXXX ya da DestroyXXX biçiminde isimlendirilmektedir.

Örneğin fopen handle sistemini yaratan bir fonksiyondur. Bize handle değerini FILE \* biçiminde verir. fgetc, fread gibi fonksiyonlar handle sistemini kullanan fonksiyonlardır. fclose da handle sistemini kapatan fonksiyodur. Ya da örneğin FindFirstFile handle alanını yaratır. Bize o alanın adresini void \* olarak verir. FindNextFile handle sistemini kullanan bir fonksiyondur. FindClose ise handle sistemini kapatan fonksiyondur.

Bir matris istemi bir handle sistemi biçiminde aşağıdaki gibi oluşturulabilir.

#include <stdio.h>

#include <stdlib.h>

typedef int DATATYPE;

/\* Type Declarations \*/

typedef struct tagMATRIX {

size\_t rowSize;

size\_t colSize;

DATATYPE \*pMatrix;

} MATRIX, \*HMATRIX;

/\* Function Prototypes \*/

HMATRIX CreateMatrix(size\_t rowSize, size\_t colSize);

void SetMatrix(HMATRIX hMatrix, DATATYPE \*vals);

DATATYPE GetElem(HMATRIX hMatrix, size\_t row, size\_t col);

void PutElem(HMATRIX hMatrix, size\_t row, size\_t col, DATATYPE val);

void DispMatrix(HMATRIX hMatrix);

void CloseMatrix(HMATRIX hMatrix);

/\* Function Definitions \*/

HMATRIX CreateMatrix(size\_t rowSize, size\_t colSize)

{

HMATRIX hMatrix;

if ((hMatrix = (HMATRIX)malloc(sizeof(MATRIX))) == NULL)

return NULL;

hMatrix->rowSize = rowSize;

hMatrix->colSize = colSize;

if ((hMatrix->pMatrix = (DATATYPE \*)malloc(rowSize \* colSize \* sizeof(DATATYPE))) == NULL) {

free(hMatrix);

return NULL;

}

return hMatrix;

}

void SetMatrix(HMATRIX hMatrix, DATATYPE \*vals)

{

size\_t i;

for (i = 0; i < hMatrix->rowSize \* hMatrix->colSize; ++i)

hMatrix->pMatrix[i] = vals[i];

}

DATATYPE GetElem(HMATRIX hMatrix, size\_t row, size\_t col)

{

return hMatrix->pMatrix[row \* hMatrix->colSize + col];

}

void PutElem(HMATRIX hMatrix, size\_t row, size\_t col, DATATYPE val)

{

hMatrix->pMatrix[row \* hMatrix->colSize + col] = val;

}

void DispMatrix(HMATRIX hMatrix)

{

size\_t i;

for (i = 0; i < hMatrix->rowSize \* hMatrix->colSize; ++i)

printf("%-3d%s", hMatrix->pMatrix[i], i % hMatrix->colSize == hMatrix->colSize - 1 ? "\n" : "");

}

void CloseMatrix(HMATRIX hMatrix)

{

free(hMatrix->pMatrix);

free(hMatrix);

}

int main(void)

{

HMATRIX hMatrix;

int a[] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12 };

if ((hMatrix = CreateMatrix(3, 4)) == NULL) {

fprintf(stderr, "cannot create matrix!..\n");

exit(EXIT\_FAILURE);

}

SetMatrix(hMatrix, a);

DispMatrix(hMatrix);

CloseMatrix(hMatrix);

return 0;

}

Handle alanı istenirse gizlenebilir. Fonksiyonlar kütüphaneye yerleştirilir. Başlık dosyasına protoipler yazılır fakat HMATRIX yapısı burada belirtilmez.

/\* Matrix.h \*/

#ifndef MATRIX\_H\_

#define MATRIX\_H\_

typedef int DATATYPE;

typedef void \*HMATRIX;

/\* Function Prototypes \*/

HMATRIX CreateMatrix(size\_t rowSize, size\_t colSize);

void SetMatrix(HMATRIX hMatrix, DATATYPE \*vals);

DATATYPE GetElem(HMATRIX hMatrix, size\_t row, size\_t col);

void PutElem(HMATRIX hMatrix, size\_t row, size\_t col, DATATYPE val);

void DispMatrix(HMATRIX hMatrix);

void CloseMatrix(HMATRIX hMatrix);

#endif

/\* Matrix.c \*/

#include <stdio.h>

#include <stdlib.h>

#include "Matrix.h"

/\* Type Declarations \*/

typedef struct tagMATRIX {

size\_t rowSize;

size\_t colSize;

DATATYPE \*pMatrix;

} MATRIX;

/\* Function Definitions \*/

HMATRIX CreateMatrix(size\_t rowSize, size\_t colSize)

{

MATRIX \*matrix;

if ((matrix = (HMATRIX)malloc(sizeof(MATRIX))) == NULL)

return NULL;

matrix->rowSize = rowSize;

matrix->colSize = colSize;

if ((matrix->pMatrix = (DATATYPE \*)malloc(rowSize \* colSize \* sizeof(DATATYPE))) == NULL) {

free(matrix);

return NULL;

}

return matrix;

}

void SetMatrix(HMATRIX hMatrix, DATATYPE \*vals)

{

MATRIX \*matrix = (MATRIX \*)hMatrix;

size\_t i;

for (i = 0; i < matrix->rowSize \* matrix->colSize; ++i)

matrix->pMatrix[i] = vals[i];

}

DATATYPE GetElem(HMATRIX hMatrix, size\_t row, size\_t col)

{

MATRIX \*matrix = (MATRIX \*)hMatrix;

return matrix->pMatrix[row \* matrix->colSize + col];

}

void PutElem(HMATRIX hMatrix, size\_t row, size\_t col, DATATYPE val)

{

MATRIX \*matrix = (MATRIX \*)hMatrix;

matrix->pMatrix[row \* matrix->colSize + col] = val;

}

void DispMatrix(HMATRIX hMatrix)

{

MATRIX \*matrix = (MATRIX \*)hMatrix;

size\_t i;

for (i = 0; i < matrix->rowSize \* matrix->colSize; ++i)

printf("%-3d%s", matrix->pMatrix[i], i % matrix->colSize == matrix->colSize - 1 ? "\n" : "");

}

void CloseMatrix(HMATRIX hMatrix)

{

MATRIX \*matrix = (MATRIX \*)hMatrix;

free(matrix->pMatrix);

free(matrix);

}

#if 0

int main(void)

{

HMATRIX hMatrix;

int a[] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12 };

if ((hMatrix = CreateMatrix(3, 4)) == NULL) {

fprintf(stderr, "cannot create matrix!..\n");

exit(EXIT\_FAILURE);

}

SetMatrix(hMatrix, a);

DispMatrix(hMatrix);

CloseMatrix(hMatrix);

return 0;

}

#endif

Handle sistemleri nesne yönelimli programlama tekniğin deki sınıflara oldukça benzemektedir. Başka bir deyişle biz nesne yönelimli teknikte bir handle sistemini bir sınıf olarak tasarlayabiliriz. Şöyle ki: Handle alanı sınıfın private veri elemanları olarak bildirilir. Sınıfın üye fonksiyonları (metotları) bunları ortak kullanmaktadır. (Aslında zaten static olmayan üye fonksiyonlara bu veri yapısının adresi this göstericisi geçirilmektedir.)

**Özyineleme Kavramı ve Özyinelemeli Algoritmalar**

Özyineleme (recursion) bir olgunun kendisini ya da kendisine benzeyen bir olguyu içermesi durumudur. Özyineleme olgusu hem doğada rastladığımız bir oldgudur hem de bilgisayar bilimlerinde sıklıkla karşılaştığımız bir olgudur. Örneğin bir dizin içerisinde dosyalar ve başka dizinler bulunur. Dizin içerisindeki dizine geçtiğimizde orada da benzer yapı karşımıza çıkar. O halde dizin yapısı özyineleme içermektedir.

Özyineleme içeren algortmalara özyinelemeli algortimalar (recursive algorithms) denilmektedir. Örneğin bir dizin ağacını listelemek isteyelim. Dizinden girelim dosya buldukça yazdıralım. Peki karşımıza bir dizin çıkarsa ne yapacağız? Onun da içine geçelim aynı şeyleri onun için de yapalım.

Bir algoritmanın özyinelemeli olup olmadığı nasıl anlaşılır? Eğer algoritmada ilerleyip bir noktaya geldiğimizde geldiğimiz nokta başladığımız noktaya çok benzer bir durum içeriyorsa muhtemelen bu algortima özeyinelemeli bir algoritmadır.

Özyinelemeli algoritmalat tipik olarak kendi kendini çağıran fonksiyonlarla gerçekleştirilir. Tabi özyinemeli algortimaların yapay olarak bu mekanizmanın oluşturulduğu başka biçimlerde de çözümleri olabilse de tipik gerçekleştirimi kendi kendini çağıran fonksiyonlar yoluyladır.

Yazılımda karşımıza çıkan tipik özyinelemeli algortimaalardan bazıları şunlardır:

- Dizi ağacının dolaşılması

- İkili ağaç gibi algortimik ağaçların dolaşılması

- Grafların dolaşılması ve graflarda arama

- Parsing algoritmaları

- Çeşitli arama işlemleri ve problemler (Örneğin 8 vezir problemi)

- Bazı Sort işlemleri (quick sort, merger sort, heap sort) vs.

- Matemetiksel bazı algortimalar

- Bazı optimizasyon algortimaları

Algorimik problemler özyineleme bakımında üç gruba ayrılabilir:

1) Hem normal hem de özyinelemeli olarak gerçekleştirilebilecek problemler

2) Yalnızca özyinelemeli olarak gerçekleştirilebilecek problemler

3) Normal olarak gerçekleştirilebilecek problemler

**Özyinemeli Fonksiyonlar**

Bir fonksiyonun kendini çağırmasıyla başka bir fonksiyonu çağırması arasında aslında hiçbir farklılık yoktur. Örneğin:

void bar(void)

{

int a;

...

}

void foo(void)

{

int a;

...

bar();

...

}

Burada bar çağrıldığında bar'ın içerisinde yeni bir a stack'te oluşturulacaktır ve bar sona erdiğinde akış çağrılan yerden devam edecektir. Fonksiyonun kendi kendini çağırması da tamamen bu biçimde gerçekleşir. Örneğin:

void foo(void)

{

int a;

...

foo();

...

}

Burada foo kendini her çağırdığında yeni bir a yaratılır. foo'nun çalışması sona erdiğinde bir önceki çağırmadan devam eder ve artık a bir önceki çağırmada yaratılan a olur.

Tabii fonksiyonun sürekli kendini çağırması sonsuz döngü oluşmasına yol açar. O halde bir noktaya kadar fonksiyon kendini çağırmalı artık bundan vaz geçmelidir. Örneğin aşağıda fonksiyon sonsuza kadar kendini çağırmamaktadır:

#include <stdio.h>

void foo(int n)

{

printf("Giris:%d\n", n);

if (n == 0)

return;

foo(n - 1);

printf("Cikis:%d\n", n);

}

int main(void)

{

foo(3);

return 0;

}

**Özyinelemeli Fonksiyonlara Örnekler**

Burada verilecek örneklerin büyük bölümü için özyineleme gerekmemektedir. Bu örnekler mekanizmanın anlaşılması için verilmektedir.

**1) Özyinelemeli Faktöriyel Hesabı**

Faktöryel hesabının normal yapılması gereken gerçekleştirimi şöyledir:

#include <stdio.h>

unsigned long factorial(unsigned n)

{

unsigned long f = 1;

for (; n > 1; --n)

f \*= n;

return f;

}

int main(void)

{

long result;

result = factorial(10);

printf("%lu\n", result);

return 0;

}

Özyinelemeli versiyonu şöyle yazılabilir:

#include <stdio.h>

unsigned long factorial(unsigned n)

{

unsigned long result;

if (n == 0)

return 1;

result = n \* factorial(n - 1);

return result;

}

int main(void)

{

long result;

result = factorial(4);

printf("%lu\n", result);

return 0;

}

Bu fonksiyon şöyle çalışmaktadır:
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Fonksiyon daha basit şöyle de yazılabilirdi:

unsigned long factorial(unsigned n)

{

if (n == 0)

return 1;

return n \* factorial(n - 1);

}

**2) Yazının Yersten Yazdırılması**

Özyineleme düz olan bir şeyi ters çevirmek için sık kullanılmaktadır. Bu problemde de aslında özyinelemeye hiç gerek yoktur. Problemin klasik çözümü şöyledir:

#include <stdio.h>

void putsrev(const char \*str)

{

int i;

for (i = 0; str[i] != '\0'; ++i)

;

for (--i; i >= 0; --i)

putchar(str[i]);

}

int main(void)

{

putsrev("ankara");

putchar('\n');

return 0;

}

Fonksiyon şöyle de yazılabilirdi:

void putsrev(const char \*str)

{

const char \*temp = str;

while (\*str != '\0')

++str;

do {

--str;

putchar(\*str);

} while (str != temp);

}

Fonksiyonun özyinelemeli gerçekleştirimi de şöyle olabilir:

#include <stdio.h>

void putsrev(const char \*str)

{

if (\*str == '\0')

return;

putsrev(str + 1);

putchar(\*str);

}

int main(void)

{

putsrev("ankara");

putchar('\n');

return 0;

}

**3) Bir Yazıyı Ters Yüz etme (strrev)**

Fonksiyonun klasik özyinelemeli olmayan biçimi şöyle yazılabilir:

#include <stdio.h>

void mystrrev(char \*str)

{

size\_t n, i;

char temp;

for (n = 0; str[n] != '\0'; ++n)

;

for (i = 0; i < n / 2; ++i) {

temp = str[i];

str[i] = str[n - i - 1];

str[n - i - 1] = temp;

}

}

int main(void)

{

char s[] = "ankara";

mystrrev(s);

puts(s);

return 0;

}

Fonksiyonun özyinelemeli versiyonu da şöyle oluşturulabilir:

#include <stdio.h>

void mystrrev\_recur(char \*str, int left, int right)

{

char temp;

if (left >= right)

return;

temp = str[left];

str[left] = str[right];

str[right] = temp;

++left;

--right;

mystrrev\_recur(str, left, right);

}

void mystrrev(char \*str)

{

mystrrev\_recur(str, 0, strlen(str) - 1);

}

int main(void)

{

char s[] = "ankara";

mystrrev(s);

puts(s);

return 0;

}

Burada mystrrev bir sarma fonksiyondur (wrapper function). Asıl işi yapan fonksiyonu çağıran fonksiyonlara sarma fonksiyonlar denilmektedir.

**4) Bir sayıyı İkilik Sistemde Yazdırma**

Bunun özyineleme içermeyen klasik bir şöyle olabilir:

#include <stdio.h>

void putsbits(unsigned n)

{

int i;

for (i = 15; i >= 0; --i)

putchar(((n >> i) & 1) + '0');

putchar('\n');

}

int main(void)

{

putsbits(100);

return 0;

}

Fonksiyonun çalışması şöyle özetlenebilir (n = 10 olsun):
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**5) Sayıların Yalnızca putchar ile Yazdırılması**

Aslında bilgisayar sistemlerinde ekrana sayı yazdırmak diye birşey yoktur. Yalnızca ekrana karakterler yazdırılabilir. Bu durumda aslında printf gibi bir fonksiyon int bir sayıyı yazdırırken printf sayıyı basamaklarına ayrıştırıp onlara karşı gelen karakterleri bastırmaktadır. Yani herşey aslında putchar gibi bir fonksiyonla yapılır. O halde yalnızca putchar kullanarak bir sayının yazdırılması sistem programlama için önemlidir. Bu işlem tipik olarak özyinelemeli yazılır. Bu problemin özyinelemeli olmayan çözümü özyinelemeli çözümünden daha kötüdür. Fonksiyonun özyinelemeli olmayan biçimi şöyle yazılabilir:

,

#include <stdio.h>

void putnum(int n)

{

char s[16];

int i, sign;

if (n < 0) {

sign = -1;

n = -n;

}

else

sign = 1;

for (i = 0; n; ++i) {

s[i] = n % 10 + '0';

n /= 10;

}

if (sign < 0)

s[i++] = '-';

s[i] = '\0';

for (--i; i >= 0; --i)

putchar(s[i]);

putchar('\n');

}

int main(void)

{

int n = -1235678;

putnum(n);

return 0;

}

Tipik özyinelemeli çözüm şöyledir:

#include <stdio.h>

void putnum(int n)

{

if (n < 0) {

putchar('-');

n = -n;

}

if (n / 10)

putnum(n / 10);

putchar(n % 10 + '0');

}

int main(void)

{

int n = -1235678;

putnum(n);

putchar('\n');

return 0;

}

**6) Kapalı Şeklin İçinin Boyanması**

Bu algoritmaya su basması (flood fill) denilmektedir. Tipik olarak kapalı şeklin içerisinde bir nokta alınır. O nokta boyanır. Sonra fonksiyon 4 yönde kendini çağırarak ilerler. Tabi kapalı bölgenin sınırına geldiği zaman ya da daha önce boyanan bir yere geldiği zaman durur. Örneğin g\_bitmap isimli char türden bit matriste '#' karakteri ile oluşturulmuş kapalı bir resim olsun. Resmin içinin boyanması aşağıdaki gibi özyinelemeli bir fonksiyonla yapılabilir:

void flood\_fill(int row, int col, char ch)

{

if (g\_bitmap[row][col] == ch || g\_bitmap[row][col] == '#')

return;

g\_bitmap[row][col] = ch;

flood\_fill(row + 1, col, ch);

flood\_fill(row, col + 1, ch);

flood\_fill(row - 1, col, ch);

flood\_fill(row, col - 1, ch);

}

**7) Seçerek Sıralama Yönteminin Özyinelemeli Uygulanması**

Dizinin en büyük elemanı bulunup dizinin sonuna atılır. Sonra fonksiyon kendisini 1 eksik uzunlukla çağırır. Örneğin:

#include <stdio.h>

void ssort(int \*pi, size\_t size);

int main(void)

{

int a[10] = { 45, 23, -7, 67, 12, 43, 75, 21, 55, 32 };

int i;

ssort(a, 10);

for (i = 0; i < 10; ++i)

printf("%d ", a[i]);

printf("\n");

return 0;

}

void ssort(int \*pi, size\_t size)

{

int maxIndex;

size\_t i;

int temp;

if (size == 1)

return;

maxIndex = 0;

for (i = 1; i < size; ++i)

if (pi[i] > pi[maxIndex])

maxIndex = i;

temp = pi[size - 1];

pi[size - 1] = pi[maxIndex];

pi[maxIndex] = temp;

ssort(pi, size - 1);

}

**8) Satranç Tahtasına Birbirini Yemeyen 8 Vezir Yerleştiriniz**

Çeşitli optimizasyonlar yapılabilmekle birlikte çözüm şöyle gerçekleştirilebilir: Fonksiyonda bir tahta alınır. Tahtanın ilk boş yerine Vezir yerleştirilip, fonksiyon kendini çağırır. Böylece fonksiyon her kendini çağırdıkça ilk boşa yere yine vezir yerleştirecektir. Böyle böyle 8 vezire gelindiğinde tahta print edilir. Buradaki sorunlardan biri artık vezir yerleştiremeyince tahtanın durumunun ne olacağıdır. Tahta stack'te yerel ya da parametre değişkeni olarak alınırsa zaten fonksiyon çıkışında eski durumuna gelecektir. Tahta global olarak da alınabilir. Bu durumda özyinelemeli fonksiyon sonlandığında tahtanın yeniden bir önceki durumuna çekilmesi gerekir. Örnek bir çözüm şöyle olabilir:

#include <stdio.h>

#define SIZE 8

int g\_qcount;

int g\_count;

int g\_board[SIZE][SIZE];

void init\_board(void)

{

int r, c;

for (r = 0; r < SIZE; ++r)

for (c = 0; c < SIZE; ++c)

g\_board[r][c] = '.';

}

void print\_board(void)

{

int r, c;

printf("%d\n", g\_count);

for (r = 0; r < SIZE; ++r) {

for (c = 0; c < SIZE; ++c)

printf("%c", g\_board[r][c]);

printf("\n");

}

printf("\n");

}

void locate\_queen(int row, int col)

{

int r, c;

g\_board[row][col] = 'V';

r = row;

for (c = col + 1; c < SIZE; ++c)

g\_board[r][c] = 'o';

for (c = col - 1; c >= 0; --c)

g\_board[r][c] = 'o';

c = col;

for (r = row - 1; r >= 0; --r)

g\_board[r][c] = 'o';

for (r = row + 1; r < SIZE; ++r)

g\_board[r][c] = 'o';

for (r = row - 1, c = col - 1; r >= 0 && c >= 0; --r, --c)

g\_board[r][c] = 'o';

for (r = row - 1, c = col + 1; r >= 0 && c < SIZE; --r, ++c)

g\_board[r][c] = 'o';

for (r = row + 1, c = col - 1; r < SIZE && c >= 0; ++r, --c)

g\_board[r][c] = 'o';

for (r = row + 1, c = col + 1; r < SIZE && c < SIZE; ++r, ++c)

g\_board[r][c] = 'o';

}

void queen8(int row, int col)

{

char board[SIZE][SIZE];

int r, c;

for (; row < SIZE; ++row) {

for (; col < SIZE; ++col) {

if (g\_board[row][col] == '.') {

for (r = 0; r < SIZE; ++r)

for (c = 0; c < SIZE; ++c)

board[r][c] = g\_board[r][c];

++g\_qcount;

locate\_queen(row, col);

if (g\_qcount == SIZE) {

++g\_count;

print\_board();

}

queen8(row, col);

--g\_qcount;

for (r = 0; r < SIZE; ++r)

for (c = 0; c < SIZE; ++c)

g\_board[r][c] = board[r][c];

}

}

col = 0;

}

}

int main(void)

{

init\_board();

queen8(0, 0);

return 0;

}

Diğer bazı önemli özyinelemeli fonksiyonlar zaten çeşitli konuların içerisinde ele alınacaktır.

**Fonksiyon Göstericileri (Pointer to Functions)**

Fonksiyonlar da aslında ardışıl makina komutlarından oluşmaktadır. Bir fonksiyonun çağrılması için makina dillerinde CALL isimli makina komutları kullanılır. CALL makina komutu çağrılacak fonksiyonun başlangıç adresini operand alır.i Yani biz bir fonksiyonun başlangıç adresini bilirsek onu çağırabiliriz. İşte fonksiyonların başlangıç adreslerini tutabilen göstericilere fonksiyon göstericileri denilmektedir.

Fonksiyon gösterici bildirimlerinin genel biçimi şöyledir:

[geri dönüş değerinin türü]<(\*<gösterici ismi>)([parametre bildirimi]);

Örneğin:

void (\*pf1)(int);

int (\*pf2)(long, long);

void (\*pf3)(void);

Bir fonksiyon göstericisine her türden fonksiyonun adresini yerleştiremeyiz. Ancak geri dönüş değerinin türü ve parametre türleri belirli biçimde olan fonksiyonların adreslerini yerleştirebiliriz. Yukarıdaki örnekte pf1 göstericisine geri dönüş değeri void, parametresi int olan herhangi bir fonksiyonun adresi yerleştirilebilir. pf2'ye geri dönüş değeri int, parametreleri long, long olan fonksiyonların başlangıç adresleri yerleştirilebilir.

Bildirimdeki parantezler önemlidir. eğer bu parantezler olmasa bu bildirimler fonksiyon prototip bildirimleri haline gelir. Aşağıdaki farka dikkat ediniz:

void (\*pf1)(int); /\* fonksiyon göstericisi tanımlanmış \*/

void \*pf2(int); /\* fonksiyon prototip bildirimi yapılmış \*/

Fonksiyon gösterici bildiriminde parametre parantezi içerisine parametre değişken iismleri yazılabilir. Fakat programcılar genel olarak bunu tercih etmemektedir. Örneğin:

void (\*pf2)(long a, long b); /\* geçerli fakat tercih edilmiyor \*/

C'de bir fonksiyonun yalnızca ismi (yani parantezler olmadan yalnızca ismi) onun başlangıç adresi anlamına gelir. Örneğin:

#include <stdio.h>

void foo(void)

{

printf("foo\n");

}

...

void (\*pf)(void);

pf = foo;

pf bir fonksiyon göstericisi olmak üzere, bu göstericinin gösterdiği yerdeki fonksiyonu çağırmak için iki eşdeğer ifade kullanılabilmektedir: pf(...) ya da (\*pf)(...). Örneğin:

#include <stdio.h>

void foo(void)

{

printf("foo\n");

}

int main(void)

{

void (\*pf)(void);

pf = foo;

pf(); /\* foo çağrılır \*/

(\*pf)(); /\* foo çağrılır \*/

return 0;

}

Fonksiyon gösterici bildiriminde parametre parantezinin içinin boş bıraklımasıyla oraya void yazılması arasında farklılık vardır. Eğer parametre parantezinin içi boş bırakılırsa bu durum o göstericinin parametrik yapısı herhangi bir biçimde olan fakat geri dönüş değeri belli türde olan fonksiyonların adreslerini tutabileceği anlamına gelir. Örneğin:

void (\*pf1)(void);

void (\*pf2)();

Burada pf1'e geri dönüş değeri void, parametresi olmayan bir fonksiyonun adresini yerleştirebiliriz. Halbuki pf2'ye geri dönüş değeri olmayan fakat parametrik yapısı herhangi bir biçimde olan fonksiyonların adreslerini yerleştirebiliriz.

Bir fonksiyonun parametresi bir fonksiyon göstericisi olabilir. Örneğin:

void foo(void (\*pf)(void))

{

...

}

Burada foo fonksiyonu geri dönüş değeri void, parametresi olmayan bir fonksiyonun adresini almaktadır. Örneğin:

#include <stdio.h>

void foo(void (\*pf)(void))

{

pf();

}

void bar(void)

{

printf("bar\n");

}

void tar(void)

{

printf("tar\n");

}

int main(void)

{

foo(bar);

foo(tar);

return 0;

}

Bir fonksiyon gösterici dizisi söz konusu olabilir. Örneğin:

int (\*a[3])(void);

Burada a geri dönüş değeri int, parametresi void olan fonksiyonların adreslerini tutan 3 elemanlı bir dizidir.

Bir fonksiyon göstericisine de ilkdeğer verilebilir. Örneğin:

void (\*pf)(void) = foo;

Örneğin:

int (\*a[3])(void) = {foo, bar, tar};

Örneğin:

#include <stdio.h>

void foo(void)

{

printf("foo\n");

}

void bar(void)

{

printf("bar\n");

}

void tar(void)

{

printf("tar\n");

}

int main(void)

{

void(\*a[3])(void) = { foo, bar, tar };

int i;

for (i = 0; i < 3; ++i)

a[i]();

return 0;

}

Peki bir fonksiyonun geri dönüş değeri bir fonksiyon adresi olabilir mi? Evet! Bu durumda fonksiyon isminin soluna '\*' atomu koyup parantezlemek gerekir. Sonra bu parantezlerin soluna geri dönüş değerine ilişkin fonksiyonun geri dönüş değeri, sağında da geri dönüş değerine ilişkin fonksiyonun parametre bildirimi yerleştirilir. Örneğin:

long (\*foo(int a))(double)

{

...

}

Burada foo'nun kendi parametresi int türdendir. foo öyle bir fonksiyon adresine geri dönmektedir ki, onun geri dönüş değeri long, parametresi double türdendir. Bu bildirimin aşama aşama nasıl oluşturulduğunu gösterelim:

foo(int a)

(\*foo(int a))

long (\*foo(int a))

long (\*foo(int a))(double)

Örneğin:

#include <stdio.h>

void foo(int a)

{

printf("foo: %d\n", a);

}

void (\*bar(void))(int)

{

return foo;

}

int main(void)

{

void(\*pf)(int);

pf = bar();

pf(100);

return 0;

}

Bildirimler daha karmaşık olabilir. Örneğin, "öyle bir fonksiyon yazalım ki fonksiyonumuzun kendi parametresi int türden olsun fakat geri dönüş değeri bir fonksiyon adresi olsun. Ama öyle bir fonksiyonun adresi olsun ki, onun parametresi long, onun geri dönüş değeri de geri dönüş değeri double parametresi double olan bir fonksiyon adresi olsun".

foo(int a)

(\*foo(int a))

(\*foo(int a))(long)

(\*(\*foo(int a))(long))

(\*(\*foo(int a))(long))

(\*(\*foo(int a))(long))(double)

double (\*(\*foo(int a))(long))(double)

Bu fonksiyonu kısaca şöyle ifade edebiliriz: "foo parametresi int, geri dönüş değeri, parametresi long, geri dönüş değeri parametresi double, geri dönüş değeri double türden olan bir fonksiyon adresidir".

Örneğin:

#include <stdio.h>

double foo(double a)

{

printf("foo: %d\n", a);

return 0;

}

double (\*bar(long a))(double)

{

return foo;

}

double(\*(\*tar(int a))(long))(double)

{

return bar;

}

int main(void)

{

double(\*(\*pf1)(long))(double);

double(\*pf2)(double);

pf1 = tar(0);

pf2 = pf1(0);

pf2(0);

return 0;

}

main'deki fonksiyon çağrısı şöyle de yapılabilirdi:

int main(void)

{

tar(0)(0)(0);

return 0;

}

Bildirimler daha karışık da olabilir. Fakat uygulamada böylesi karmaşık bildirimlerle karşılaşılmamaktadır.

**Fonksiyon Göstericilerine Neden Gereksinim Duyulmaktadır?**

Fonksiyon göstericileri çok çeşitli gerekçelerle kullanılabilmektedir. Ancak en yaygın kullanım biçimi "genelleştirme ve kodu devretme" amaçlı kullnımdır. Örneğin bir fonksiyon bizim için birşeyleri buluyor olabilir. Fakat onu bulunca ne yapacağını bize bırakmak isteyebilir. İşte fonksiyon bizden bir fonksiyonun adresini alır, onu bulunca o fonksiyonu çağırır. O fonksiyonun içini de biz yazacağımız için istediğimiz şeyi yapmış oluruz. Bir olay gerçekleştiğinde bizden alınan bir fonksiyonun çağrılması durumunda bu tür fonksiyonlara İngilizce "Callback Function" denilmektedir. Örneğin:

#include <stdio.h>

void for\_each(int \*pi, int size, void (\*pf)(int \*))

{

int i;

for (i = 0; i < size; ++i)

pf(&pi[i]);

}

void foo(int \*pi)

{

\*pi = \*pi \* \*pi;

}

void bar(int \*pi)

{

printf("%d\n", \*pi);

}

int main(void)

{

int a[10] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

for\_each(a, 10, foo);

for\_each(a, 10, bar);

return 0;

}

Buradaki for\_each fonksiyonu diziyi dolaşmakta ve her eleman için onun adresini vererek bir fonksiyonu çağırmaktadır.

Örneğin:

#include <stdio.h>

#include <Windows.h>

void do\_periodically(int period, void(\*pf)(void))

{

for (;;) {

Sleep(period);

pf();

}

}

void foo(void)

{

putchar('.');

}

int main(void)

{

do\_periodically(1000, foo);

return 0;

}

Örneğin bir komut yorumlayıcının çatısını fonksiyon göstericilerini kullanarak kolay bir biçimde yazabiliriz:

#include <stdio.h>

#include <string.h>

/\* Symbolic Constants \*/

#define MAX\_CMD\_LINE 1024

#define MAX\_PARAMS 32

/\* Type Declarations \*/

typedef struct tagCMD{

const char \*cmdText;

void(\*proc)(void);

} CMD;

/\* Function Prototypes \*/

void parse\_cmdline(void);

void proc\_dir(void);

void proc\_del(void);

/\* Global Object Definitions \*/

char g\_cmdLine[MAX\_CMD\_LINE];

CMD g\_cmds[] = {

{"dir", proc\_dir},

{ "del", proc\_del },

{NULL, NULL}

};

char \*g\_params[MAX\_PARAMS];

int g\_nparams;

/\* Function Definitions \*/

int main(void)

{

int i;

for (;;) {

printf("CSD>");

gets(g\_cmdLine);

parse\_cmdline();

if (g\_nparams == 0)

continue;

for (i = 0; g\_cmds[i].cmdText != NULL; ++i)

if (!strcmp(g\_params[0], g\_cmds[i].cmdText)) {

g\_cmds[i].proc();

break;

}

if (g\_cmds[i].cmdText == NULL)

{

printf("command not found!..\n");

}

}

return 0;

}

void parse\_cmdline(void)

{

char \*str;

g\_nparams = 0;

for (str = strtok(g\_cmdLine, " \t"); str != NULL; str = strtok(NULL, " \t"))

g\_params[g\_nparams++] = str;

}

void proc\_dir(void)

{

printf("dir command...\n");

}

void proc\_del(void)

{

if (g\_nparams != 2) {

printf("the syntax of the command is incorrect.\n");

return;

}

printf("file deleted...\n");

}

**Fonksiyon Göstericileri ve NULL Adres**

NULL adres bir fonksiyon göstericisine atanabilir. Bu durumda fonksiyon göstericisinin içerisinde NULL adres bulunduğu söylenir. Örneğin:

void (\*pf)(void) = NULL;

...

if (pf == NULL) {

...

}

**Fonksiyon Adresleri ve void Göstericiler**

C'de (ve tabi C++'ta) void göstericiler data göstericisi olarak düşünülmüştür. Biz void bir göstericiye herhangi bir türden nesnenin adresini atayabiliriz fakat bir fonksiyonun adresini atayamayız. Örneğin:

void foo(void)

{

...

}

...

void \*pv;

pv = foo; /\* geçerli değil \*/

Tür dönüştürmesi yapılsa bile bu durum geçerli olmaz.

**Fonksiyon Göstericilerine Tür Dönüştürmesi Yapmak**

Bir fonksiyon göstericisine uyumlu olmayan bir fonksiyonun adresi doğrudan atanamaz. Fakat tür dönüştürmesi ile atanabilir. Örneğin:

int foo(int a)

{

...

}

...

void (\*pf)(void);

pf = foo; /\* geçersiz! Tür uyuşmazlığı var \*/

pf = (void (\*)(void)) foo; /\* geçerli \*/

Burada fonksiyon adreslerinin sembolik gösteriminde parantez içerisinde yalnızca \* bulunduğuna dikkat ediniz. Örneğin C'de int (\*)(long) türü, geri dönüş değeri int parametresi long olan bir fonksiyon adres türünü temsil eder. Yukarıdaki dönüştürme typedef bildirimi ile sadeleştirilebilir. Örneğin:

int foo(int a)

{

...

}

...

typedef void (\*PF)(void);

PF pf;

pf = (PF) foo; /\* geçerli \*/

C'de void fonksiyon göstericisi olmadığına göre bir fonksiyonun adresini geçici süre bir göstericide saklayacaksak bu herhangi bir tür fonksiyon göstericisi olabilir. Örneğin:

int foo(int a)

{

...

}

...

typedef void (\*PF)(void);

PF pfv;

pfv = (PF) foo;

...

int (\*pfi)(int);

pfi = (int (\*)(int))pfv;

**typedef Bildirimleri**

C'de typedef anahtar sözcüğü "storage class specifier" olarak gramere yerleştirilmiştir. Her türlü bildirime typedef belirleyicisi getirilebilir. Bir bildirime typedef belirleyicisini eklersek artık o bildirimdeki değişken ismi, o değişkenin türüne ilişkin tür ismi haline gelir. Örneğin:

int I;

I burada int türden bir değişken ismidir. Fakat:

typedef int I;

Burada I artık int türünü temsil eden bir isim haline gelmiştir. typedef bildirimleri de yerel ya da global düzeyde yapılabilir. Örneğin:

int A, B, C;

Burada A, B, C int türden değişkenlerdir. Fakat:

typedef int A, B, C;

Burada hem A, hem B, hem C int türünü temsil etmektedir. Örneğin:

int \*PI;

Burada PI int \* türündendir. Yani int türden bir adres bilgisini tutan değişkendir. Fakat:

typedef int \*PI;

Burada PI int \* türünü temsil etmektedir. Yani:

int \*pi;

ile

PI pi;

aynı anlamdadır.

Mademki C'de belirleyiciler bildirimde herhangi bir sırada yazılabiliyor o halde typedef anahtar sözcüğünün başa getirilmesi de zorunlu değildir. Örneğin:

int typedef I;

Örneğin:

int ARY[10];

Burada ARY int[10] (10 elemanlı int türden dizi türünden) türündendir. Fakat:

typedef int ARY[10];

Burada ARY int[10] türü anlamına gelmektedir. Yani:

int a[10];

ile,

ARY a;

aynı anlamdadır. Örneğin:

struct tagCMD {

...

} CMD;

Burada CMD struct tagCMD türündendir. Fakat:

typedef struct tagCMD {

...

} CMD;

Burada CMD struct tagCMD türünü temsil etmektedir.

typedef özellikle karmaşık bildirimleri daha sade ifade etmek için kullanılabilmektedir. Örneğin:

void (\*PF)(void);

PF burada geri dönüş değeri void parametresi void olan bir fonksiyon gösetricisidir. Fonksiyon göstericilerinin türü sembolik olarak belirtilirken isim kullanılmaz. Örneğin burada PF, void (\*)(void) türündendir. Fakat:

typedef void (\*PF)(void);

Burada PF void (\*)(void) türünü temsil eder. Yani:

void (\*pf)(void);

ile

PF pf;

aynı anlamdadır. Örneğin:

double (\*foo(int a))(long)

{

...

}

Bu bildirimi typedef ile daha sade yazabiliriz:

typedef double (\*PF)(long);

PF foo(int a)

{

...

}

Örneğin:

typedef double (\*PF)(long);

typedef PF (\*PFF)(int);

PFF foo(int a)

{

...

}

Burada foo'yu typedef'isz olarak bildirmek isteyelim:

double (\*(\*foo(int a))(int))(long)

{

...

}

Fonksiyon prototipine typedef uygulanabilir. Örneğin:

typedef void F(double);

Burada F geri dönüş değeri void, parametresi double olan bir fonksiyon prototipini temsil etmektedir.

F foo, bar;

Bu bildirimin eşdeğeri:

void foo(double);

void bar(double);

**Çok Boyutlu Diziler ve Dizi Göstericileri**

C'de bir dizinin ismi dizinin taamamını belirten bir nesnedir. Örneğin:

int a[8];

Burada a bu dizinin tamamnını temsil etmektedir. Ancak C standartlarına göre biz bir dizi ismini bir ifadede kullandığımızda dizi isimleri otomatik olarak o dizinin başlangıç adresine dönüştürülmektedir. Yani dizilerin isimleri aslında dizinin tamamını belirtmekle birlikte işleme soktuğumuzda onların başlangıç adresini belirtiyor durumda olur.

C'de biz çok boyutlu bir dizinin adresini hangi türden bir göstericiye yerleştirebiliriz? Örneğin:

int a[3][6];

Burada a'nın adresini nasıl göstericiye yerleştirebiliriz. İşte bu matrisin adresi aşağıdaki gibi bildirilen bir göstericiye yerleştirilebilir:

int (\*p)[6];

Bu tür göstericilere dizi göstericileri (pointer to array) denilmektedir. Böyle göstericilerde dizi kaç boyutluysa ilk boyut dışındakilerin hepsinin köşeli parantezlerle uzunluğunun belirtilmesi gerekir. Köşeli parantezlerin içi boş bırakılamaz. Örneğin:

int a[2][3][4][5];

Böyle bir çok boyutlu dizinin başlangıç adresini tutabilecek gösterici şöyle tanımlanabilir:

int (\*p)[3][4][5];

Matrisler aslında dizi dizileridir. Yani dizilerden oluşmuş dizilerdir. Örneğin:

int a[3][2];

Burada aslında her biri 2 elemandan oluşan 3 elemanlı bir dizi dizisi söz konusudur:

![](data:image/png;base64,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)

Bir dizi göstericisine \* operatörüyle erişirsek o nesne belirtmez, dizinin tamamını belirtir. (Tıpkı dizi isimlerinde olduğu gibi). Örneğin:

int (\*p)[2];

Burada p göstericisinin gösterdiği yerde int bir bilgi yoktur, int türden bir dizi vardır. p göstericisinin türü int[2] biçimindedir. \*p bir nesne belirtmez. \*p ifadesini sanki bir dizi ismini kullanıyormuşuz gibi düşünebiliriz.

C'de bir dizinin de adresi alınabilir. Dizi adresleri dizi göstericilerine atanır. Örneğin:

int a[2];

int \*pi;

int (\*pa)[2];

pi = a; /\* geçerli \*/

pi = &a; /\* geçerli değil! \*/

pa = &a; /\* geçerli \*/

\*pa = 10; /\* geçersiz, sanki a = 10 gibi \*/

\*pa + 1 /\* bu ifade geçerlidir, \*pa ile belirtilen dizinin sonraki elemanının adresi elde edilir \*/

\*\*pa = 10; /\* geçerli, pa göstericisinin gösterdiği yerdeki dizinin ilk elemanına atanıyor \*/

(\*p)[2] = 10; /\* geçerli \*/

Örneğin:

int a[3][2];

Burada mademki bir dizinin ismini işleme soktuğumuzda artık o o dizinin ilk elemanının adresi anlamına geliyor, o halde a ifadesi int[2] türünden bir dizinin adresi anlamına gelir. Bu da dizi göstericisine yerleştirilebilir:

int a[3][2];

int (\*pa)[2];

pa = a; /\* geçerli \*/

Bir dizi göstericisini bir artırdığımızda içindeki adres gösterdiği dizinin uzunluğu kadar artar. Örneğin:

int a[3][2];

int (\*pa)[2];

pa = a; /\* Burada pa dizi dizisinin 0'ınci indeksli dizisini göstermektedir \*/

++pa; /\* Burada pa dizi dizisinin 1'inci indeksli dizisini göstermektedir \*/

Örneğin:

#include <stdio.h>

int main(void)

{

int a[4][3] = {

{ 1, 2, 3 }, { 4, 5, 6 }, { 7, 8, 9 }, {10, 11, 12}

};

int (\*pa)[3];

int val;

int \*pi;

pa = a;

val = \*\*pa;

printf("%d\n", val); /\* 1 \*/

val = (\*pa)[1];

printf("%d\n", val); /\* 2 \*/

val = pa[1][1]; /\* eşdeğeri (\*(pa + 2))[1] \*/

printf("%d\n", val); /\* 5 \*/

pi = pa[1];

val = pi[2];

printf("%d\n", val); /\* 6 \*/

pa += 2;

val = (\*pa)[1];

printf("%d\n", val); /\* 8 \*/

return 0;

}

Bir matrisin elemanlarına neden iki köşeli paraztezle erişildiği kolaylıkla anlaşılabilir. Örneğin:

int a[3][2];

int val;

val = a[2][1];

Burada a[2] ifadesi a dizisinin 2'inci indisli elemanı anlamına gelir. O da bir dizidir. O halde a[2] aslında bir dizi ismi gibidir ve 2'inci indisli dizinin başlangıç adresini belirtir. Biz oradan 1 ileriye gidersek toplamda matrisin 2'inci indisli satırının 1'inci indisli elemanına erişmiş oluruz.

Örneğin:

#include <stdio.h>

void foo(int(\*pa)[3])

{

int i;

for (i = 0; i < 3; ++i)

printf("%d ", (\*pa)[i]);

printf("\n");

}

int main(void)

{

int a[3] = { 1, 2, 3 };

foo(&a); /\* geçerli \*/

return 0;

}

**Proseslerin Çalışma Dizinleri (Current Working Directory)**

Bir dosyanın yerini belirten yazısal ifadeye yol ifadesi (path name) denilmektedir. Yol ifadeleri mutlak (absolute) ya da göreli (relative) olabilir. Mutlak yol ifadesi kök dizinden itibaren yer belirtirken, göreli yol ifadesi prosesin çalışma dizininden itibaren yer belirtir. Her prosesin bir çalışma dizini vardır. Proseslerin çalışma dizinleri Proses Kontrol Bloğunda saklanmaktadır.

Bir yol ifadesinin ilk karakteri Windows'ta '\', UNIX/Linux sistemlerinde '/' ise böyle ifadeleri mutlaktır, değilse görelidir. Örneğin:

"a.dat" /\* Windows, göreli \*/

"\a.dat" /\* Windows, mutlak \*/

"a\b\c.dat" /\* Windows, göreli \*/

"\a\b\c.dat" /\* Windows, mutlak \*/

"a.dat" /\* UNIX/Linux, göreli \*/

"/a.dat" /\* UNIX/Linux, mutlak \*/

"a/b/c.dat" /\* UNIX/Linux, göreli \*/

"/a/b/c.dat" /\* UNIX/Linux, mutlak \*/

Windows UNIX/Linux uyumunu korumak için '/' karakterini de geçişlerde kabul etmektedir.

Windows sistemlerinde ayrıca sürücü (drive) kavramı da vardır. Her sürücünün asyrık kökü bulunur. UNIX/Linux sistemlerinde sürücü yoktur. Dolayısıyla tek bir kök vardır.

Peki Windows'ta mutlak ya da göreli yol ifadesi hangi sürücüye ilişkindir?

Windows'ta sürücü de içeren yol ifadelerine tam yol ifadesi (full path name) denilmektedir. Sürücü bir harf ve ':' karakterinden oluşmaktadır. Örneğin:

"c:\a\b\c.dat" /\* tam yol ifadesi \*/

"e:\a\b\c.dat" /\* tam yol ifadesi \*/

Windows'ta prosesin çalışma dizini Proses Kontrol Bloğunda tam yol ifadesi biçiminde tutulur. İşte eğer biz mutlak bir yol ifadesinde sürücü kullanmamışsak, işletim sistemi prosesin çalışma dizini hangi sürücüdeyse o mutlak yol ifadesinin o sürücüye ilişkin olduğunu düşünmektedir. Örneğin, prosesimizin çalışma dizini "e:\temp" olsun. Biz de "\a\b\c.dat" biçiminde bir mutlak yol ifadesi vermiş olalım. Buada kök e sürücüsünün köküdür.

Windows'ta ilginç bir durum daha vardır. Göreli bir yol ifadesi bir sürücü içerebilir. Örneğin prosesimizin çalışma dizini "d:\temp" olsun:

"c:a\b\c.dat"

"e:c.dat"

Buradaki göreli yol ifadeleri nereden itibaren yer belirtmektedir? İşte Windows burada bazı çevre değişkenlerine başvurmaktadır. Bu çevre değişkenleri yoksa Windows yine bu sürücülerin kök diziblerinden itibaren yolu belirlemektedir. Yani bu çevre değişkenleri tanımlanmamışsa (pek çok sistemde tanımnlanmamıştır) yukarıdaki yol ifadeleri aşağıdakilerle eşdeğer olur:

"c:\a\b\c.dat"

"e:\c.dat"

Proseslerin çalışma dizinleri Windows'ta GetCurrentDirectory isimli API fonksiyonuyla elde edilebilir:

DWORD GetCurrentDirectory(

DWORD nBufferLength,

LPTSTR lpBuffer

);

Fonksiyonun birinci parametresi çalışma dizininin yerleştirileceği dizinin uzunluğunu, ikinci parametre bunun adresini alır. Fonksiyon prosesin çalışma dizinini bu diziye yerleştirp sonuna null karakter koyar. Fonksiyon normal olarak diziye yerleştirdiği karakter sayısıyla (null karakter dahil değil) geri dönmektedir. Eğer uzunluk yetersizse fonksiyon kırparak onu yerleştirir. Bu durumda fonksiyon yol ifadesinin yerleştirileceği dizinin uzunluğunu (null karakterle birlikte) bize geri dönüş değeri olarak verir. Örneğin:

#include <stdio.h>

#include <Windows.h>

int main(void)

{

char cwd[1024];

GetCurrentDirectory(1024, cwd);

printf("%s\n", cwd);

return 0;

}

UNIX/Linux sistemlerinde prosesin çalışma dizini getcwd isimli POSIX fonksiyonuyla elde edilir:

#include <unistd.h>

char \*getcwd(char \*buf, size\_t size);

Fonksiyonun birinci parametresi yol ifadesinin yerleştirileceği dizinin adresini, ikinci parametresi bunun uzunluğunu alır. Fonksiyon birinci parametreyle verilen adresin aynısına geri döner. Eğer ikinci parametreyle belirtilen uzunluk null akarakter dahil yol ifadesinin uzunluğundan küçükse fonksiyon başarısız olur ve NULL adresler geri döner. Örneğin:

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

int main(void)

{

char cwd[1024];

if (getcwd(cwd, 1024) == NULL) {

perror("getcwd");

exit(EXIT\_FAILURE);

}

puts(cwd);

return 0;

}

Windows sistemlerinde ayrıca \_getcwd isimli POSIX fonksiyonuyla aynı biçimde çalışan bir kütüphane fonksiyonu vardır. Tabi fonksiyon da kendi içerisinde GetCurrentDirectory API fonksiyonunu çağırmaktadır.

Prosesin çalışma dizini Windows'ta SetCurrentDirectory API fonksiyonuyla değiştirilebilir:

BOOL SetCurrentDirectory(LPCTSTR lpPathName);

Fonksiyon yeni çalışma dizininin bulunduğu dizinin adresini parametre olarak alır. Geri dönüş değeri başarı durumunu belirtmektedir. Örneğin:

#include <stdio.h>

#include <Windows.h>

void ExitSys(LPCSTR lpszMsg, int status);

int main(void)

{

char cwd[1024];

if (!SetCurrentDirectory("c:\\windows"))

ExitSys("SetCurrentDirectory", EXIT\_FAILURE);

GetCurrentDirectory(1024, cwd);

printf("%s\n", cwd);

return 0;

}

void ExitSys(LPCSTR lpszMsg, int status)

{

DWORD dwLastError = GetLastError();

LPTSTR lpszErr;

if (FormatMessage(FORMAT\_MESSAGE\_ALLOCATE\_BUFFER | FORMAT\_MESSAGE\_FROM\_SYSTEM, NULL, dwLastError,

MAKELANGID(LANG\_NEUTRAL, SUBLANG\_DEFAULT), (LPTSTR)&lpszErr, 0, NULL)) {

fprintf(stderr, "%s: %s", lpszMsg, lpszErr);

LocalFree(lpszErr);

}

exit(status);

}

UNIX/Linux sistemlerinde prosesin çalışma dizini chdir isimli POSIX fonksiyonuyla değiştirilir:

#include <unistd.h>

int chdir(const char \*path);

Fonksiyonun parametresi çalışma dizininin yerleştirildiği dizinin adresini alır. Fonksiyon başarı durumunda sıfır, başarıszlık durumunda -1 değerine geri döner.

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

int main(void)

{

char cwd[1024];

if (chdir("/usr/include") == -1) {

perror("chdir");

exit(EXIT\_FAILURE);

}

if (getcwd(cwd, 1024) == NULL) {

perror("getcwd");

exit(EXIT\_FAILURE);

}

puts(cwd);

return 0;

}

Komut satırı programları (bash gibi, cmd.exe gibi) aslında prosesin çalışma dizinini elde edip prompt'a yazdırmaktadır. Dolayısıyla bunlar da birer prosestir ve aslında bir dizine oturmak gibi bir kavram yoktur. Kullanıcı komutu yazdığında komut satırı programları doğrudan kullanıcının yazdığı yol ifadesini kullanır. Bu yol ifadeleri de mutlak ya da göreli olabilir. Eğer bu yol ifadeleri göreliyse propmt'ta belirtilen çalışma dizininden itibaren yer belirtir. Örneğin:

#include <stdio.h>

#include <string.h>

#include <Windows.h>

/\* Symbolic Constants \*/

#define MAX\_CMD\_LINE 1024

#define MAX\_PARAMS 32

/\* Type Declarations \*/

typedef struct tagCMD{

const char \*cmdText;

void(\*proc)(void);

} CMD;

/\* Function Prototypes \*/

void print\_syserr(const char \*msg);

void parse\_cmdline(void);

void proc\_cls(void);

void proc\_exit(void);

void proc\_cd(void);

/\* Global Object Definitions \*/

char g\_cmdLine[MAX\_CMD\_LINE];

CMD g\_cmds[] = {

{ "cls", proc\_cls },

{ "exit", proc\_exit },

{ "cd", proc\_cd },

{ NULL, NULL }

};

char g\_cwd[MAX\_PATH];

char \*g\_params[MAX\_PARAMS];

int g\_nparams;

/\* Function Definitions \*/

int main(void)

{

int i;

for (;;) {

GetCurrentDirectory(MAX\_PATH, g\_cwd);

printf("%s>", g\_cwd);

gets(g\_cmdLine);

parse\_cmdline();

if (g\_nparams == 0)

continue;

for (i = 0; g\_cmds[i].cmdText != NULL; ++i)

if (!strcmp(g\_params[0], g\_cmds[i].cmdText)) {

g\_cmds[i].proc();

break;

}

if (g\_cmds[i].cmdText == NULL)

printf("command not found!..\n");

}

return 0;

}

void parse\_cmdline(void)

{

char \*str;

g\_nparams = 0;

for (str = strtok(g\_cmdLine, " \t"); str != NULL; str = strtok(NULL, " \t"))

g\_params[g\_nparams++] = str;

}

void proc\_cd(void)

{

if (g\_nparams == 1) {

puts(g\_cwd);

return;

}

if (g\_nparams > 2) {

printf("too many argumnets!..\n");

return;

}

if (!SetCurrentDirectory(g\_params[1]))

print\_syserr("cd");

}

void proc\_cls(void)

{

system("cls");

}

void proc\_exit(void)

{

exit(EXIT\_SUCCESS);

}

void print\_syserr(const char \*msg)

{

DWORD dwLastError = GetLastError();

LPTSTR lpszErr;

if (FormatMessage(FORMAT\_MESSAGE\_ALLOCATE\_BUFFER | FORMAT\_MESSAGE\_FROM\_SYSTEM, NULL, dwLastError,

MAKELANGID(LANG\_NEUTRAL, SUBLANG\_DEFAULT), (LPTSTR)&lpszErr, 0, NULL)) {

fprintf(stderr, "%s: %s", msg, lpszErr);

LocalFree(lpszErr);

}

}

**Nokta ve Nokta Nokta Dizinleri**

Hem Windows'ta hem de UNIX/Linux sistemlerinde özel iki dizin vardır. Bunlar "." ve ".." dizinleridir. Nokta dizini mutlak yol ifadesi olarak prosesin çalışma dizinini, nokta nokta yol ifadesi çalışma dizininin üst dizinini belirtir. Örneğin "sample.dat" yol ifadesiyle ".\sample.dat" yol ifadesi aynı anlamdadır. Örneğin, "..\..\sample.dat" yol ifadesi bulunulan dizinin iki üset dizinindeki "sample.dat" dosyası anlamına gelir.

**Anahtar Notlar:** Windows'ta ve UNIX/Linux sistemlerinde dizin geçişlerinde birden fazla '\' ya '/' karakteri kullanılabilir. Yani örneğin "c:\temp\ad.at" yol ifadesi ile "c:\temp\\\\\\\a.dat" yol ifadesi eşdeğerdir.

**Proses Çalışmaya Başladığında Çalışma Dizini Nerededir?**

UNIX/Linux sistemlerinde prosesin çalışma dizini üst prosesten aktarılmaktadır. Yani bu sistemlerde bir programı başka bir program çalıştırır. Çalıştıran programa üst proses (parent process), çalıştırılan programa alt proses (child process) denilmektedir. Örneğin Linux'ta komut satırından bir program çalıştırdığımızda onun çalışma dizini komut satırı programıın (tipik olarak bash) çalışma dizini olacaktır. Tabi komut satırı programının çalışma dizinini de biz cd komutuyla değiştirebilmekteyiz.

Windows sistemlerinde durum benzerdir. Prosesi çalıştırmak için kullanılan CreateProcess API fonksiyonunun bir parametresinde yaratılacak çalışma dizininin yol ifadesi verilir. Eğer bu verilmezse (yani NULL geçilirse) bu durumda üst prosesten bu bilgi alınır. Örneğin Visual Studio'da CTRL+F5 yaptığınızda programı Visual Studio çalıştırır. Visual Studio C/C++ projelerinde çalıştırdığı prıgramın çalışma dizinini CreateProcess sırasında proje dizini olarak ayarlamaktadır. Yani biz Visual Studio'da programı çalıştırırken programımız default çalışma dizini proje dizini olmaktadır.

**Dizin Ağacının Dolaşılması**

Dizin dolaşımı özyinelemeli bir fonksiyonla yapılabilir. Genel tasarım şöyledir: Fonksiyonun bir parametresi vardır o da içi listelenecek dizindir. Fonksiyon o dizinin içerisine geçer (yani çalışma dizinini o dizin olarak ayarlar) ve dosyaları listelemeye başlar. Bir dizin gördüğünde onu argüman yaparak fonksiyon kendisini çağırır tabi çıkarken de bir üst dizine geri dönmelidir.

**Anahtar Notlar**: Windows "Windows Explorer"da dosya ve dizinleri görüntülerken doğal sırada görüntülememektedir. Yani FindFirstFile ve FindNextFile fonksiyonlarıyla elde ettiğimiz sıra ile Windows'un bize "Windows Explorer"da gösterdiği sıra aynı değildir.

Windows'ta dizin dolaşma işlemi şöyle yapılabilir:

#include <stdio.h>

#include <string.h>

#include <Windows.h>

void WalkDir(const char \*path)

{

HANDLE hFF;

WIN32\_FIND\_DATA finfo;

if (!SetCurrentDirectory(path))

return;

hFF = FindFirstFile("\*.\* ", &finfo);

if (hFF == INVALID\_HANDLE\_VALUE)

return;

do {

if (!strcmp(finfo.cFileName, ".") || !strcmp(finfo.cFileName, ".."))

continue;

printf("%s\n", finfo.cFileName);

if (finfo.dwFileAttributes & FILE\_ATTRIBUTE\_DIRECTORY) {

WalkDir(finfo.cFileName);

SetCurrentDirectory("..");

}

} while (FindNextFile(hFF, &finfo));

FindClose(hFF);

}

int main(void)

{

WalkDir("c:\\");

return 0;

}

Windows'ta bizim bazı dizinlere yetki sorunu yüzünden erişme hakkımız yoktur. Yani o dizinlere geçemeyiz ve onun listesini alamayız. Yukarıdaki program bu durumlarda ekrana hata mesajı çıkartmamaktadır. Eğer istenirse bu mesaj aşağıdaki gibi yazdırılabilir:

#include <stdio.h>

#include <string.h>

#include <Windows.h>

void PutSysError(const char \*msg);

void WalkDir(const char \*path)

{

HANDLE hFF;

WIN32\_FIND\_DATA finfo;

if (!SetCurrentDirectory(path)) {

PutSysError("SetCurrentDirectory");

return;

}

hFF = FindFirstFile("\*.\*", &finfo);

if (hFF == INVALID\_HANDLE\_VALUE)

return;

do {

if (!strcmp(finfo.cFileName, ".") || !strcmp(finfo.cFileName, ".."))

continue;

printf("%s\n", finfo.cFileName);

if (finfo.dwFileAttributes & FILE\_ATTRIBUTE\_DIRECTORY) {

WalkDir(finfo.cFileName);

SetCurrentDirectory("..");

}

} while (FindNextFile(hFF, &finfo));

FindClose(hFF);

}

void PutSysError(const char \*msg)

{

DWORD dwLastError = GetLastError();

LPTSTR lpszErr;

if (FormatMessage(FORMAT\_MESSAGE\_ALLOCATE\_BUFFER | FORMAT\_MESSAGE\_FROM\_SYSTEM, NULL, dwLastError,

MAKELANGID(LANG\_NEUTRAL, SUBLANG\_DEFAULT), (LPTSTR)&lpszErr, 0, NULL)) {

fprintf(stderr, "%s: %s", msg, lpszErr);

LocalFree(lpszErr);

}

}

int main(void)

{

WalkDir("c:\\");

return 0;

}

Yukarıdaki programların küçük bir sorunu vardır. WalkDir burada prosesin çalışma dizinini değiştirip onu öyle bırakmaktadır. Bunu engellemek için bir sarma fonksiyon yazılabilir:

#include <stdio.h>

#include <string.h>

#include <Windows.h>

void WalkDirRecur(const char \*path)

{

HANDLE hFF;

WIN32\_FIND\_DATA finfo;

if (!SetCurrentDirectory(path))

return;

hFF = FindFirstFile("\*.\*", &finfo);

if (hFF == INVALID\_HANDLE\_VALUE)

return;

do {

if (!strcmp(finfo.cFileName, ".") || !strcmp(finfo.cFileName, ".."))

continue;

printf("%s\n", finfo.cFileName);

if (finfo.dwFileAttributes & FILE\_ATTRIBUTE\_DIRECTORY) {

WalkDirRecur(finfo.cFileName);

SetCurrentDirectory("..");

}

} while (FindNextFile(hFF, &finfo));

FindClose(hFF);

}

void WalkDir(const char \*path)

{

char cwd[MAX\_PATH];

GetCurrentDirectory(MAX\_PATH, cwd);

WalkDirRecur(path);

if (!SetCurrentDirectory(cwd)) {

fprintf(stderr, "Cannot set directory!..\n");

exit(EXIT\_FAILURE);

}

}

int main(void)

{

WalkDir("c:\\");

return 0;

}

Anahtar Notlar: printf fonksiyonunda alan belirten değer de argüman olarak girilebilir. Bunun için %\* sentaksı kullanılır. Örneğin "%\*d" format karakterleri için iki argüman girilmelidir. Birincisi \* için uzunluk belirten argüman, ikincisi d için değerin bizzat kendisi. Örneğin:

char buf[] = "ankara";

int n;

scanf("%d", &n);

printf("%-\*sxxx\n", n, buf);

Dizin ağacını tab'larla kademeli olarak da yazdırabiliriz. Örneğin:

#include <stdio.h>

#include <string.h>

#include <Windows.h>

#define TABSIZE 4

void PutSpace(int count);

void WalkDirRecur(const char \*path, int tabCount)

{

HANDLE hFF;

WIN32\_FIND\_DATA finfo;

if (!SetCurrentDirectory(path))

return;

hFF = FindFirstFile("\*.\*", &finfo);

if (hFF == INVALID\_HANDLE\_VALUE)

return;

do {

if (!strcmp(finfo.cFileName, ".") || !strcmp(finfo.cFileName, ".."))

continue;

PutSpace(tabCount \* TABSIZE);

if (finfo.dwFileAttributes & FILE\_ATTRIBUTE\_DIRECTORY) {

printf("%s <DIR>\n", finfo.cFileName);

WalkDirRecur(finfo.cFileName, tabCount + 1);

SetCurrentDirectory("..");

}

else

printf("%s\n", finfo.cFileName);

} while (FindNextFile(hFF, &finfo));

FindClose(hFF);

}

void WalkDir(const char \*path)

{

char cwd[MAX\_PATH];

GetCurrentDirectory(MAX\_PATH, cwd);

WalkDirRecur(path, 0);

if (!SetCurrentDirectory(cwd)) {

fprintf(stderr, "Cannot set directory!..\n");

exit(EXIT\_FAILURE);

}

}

void PutSpace(int count)

{

while (count-- > 0)

putchar(' ');

}

int main(void)

{

WalkDir("e:\\DropBox\\Kurslar\\SysProg-2015");

return 0;

}

Dizin ağacını dolaşan fonksiyon fonksiyon göstericileriyle genelleştirilebilir. Şöyle ki: WalkDir fonksiyonu bizden ayrıca bir sonksiyon adresi alır, dizin ağacında her dosyayı buldukça o fonksiyonu çağırır. Böylece biz o fonksiyonun içerisinde ister dosyayı yazdırır istersek başka birşey yaparız. Böyle bir fonksiyon şöyle yazılabilir:

#include <stdio.h>

#include <string.h>

#include <Windows.h>

BOOL WalkDirRecur(const char \*path, BOOL(\*Proc)(const WIN32\_FIND\_DATA \*, int), int level)

{

HANDLE hFF;

WIN32\_FIND\_DATA finfo;

BOOL bResult;

if (!SetCurrentDirectory(path))

return;

hFF = FindFirstFile("\*.\*", &finfo);

if (hFF == INVALID\_HANDLE\_VALUE)

return TRUE;

bResult = TRUE;

do {

if (!strcmp(finfo.cFileName, ".") || !strcmp(finfo.cFileName, ".."))

continue;

if (!Proc(&finfo, level)) {

bResult = FALSE;

break;

}

if (finfo.dwFileAttributes & FILE\_ATTRIBUTE\_DIRECTORY) {

if (!WalkDirRecur(finfo.cFileName, Proc, level + 1)) {

bResult = FALSE;

break;

}

SetCurrentDirectory("..");

}

} while (FindNextFile(hFF, &finfo));

FindClose(hFF);

return bResult;

}

void WalkDir(const char \*path, BOOL(\*Proc)(const WIN32\_FIND\_DATA \*, int))

{

char cwd[MAX\_PATH];

GetCurrentDirectory(MAX\_PATH, cwd);

WalkDirRecur(path, Proc, 0);

if (!SetCurrentDirectory(cwd)) {

fprintf(stderr, "Cannot set directory!..\n");

exit(EXIT\_FAILURE);

}

}

BOOL DispTree(const WIN32\_FIND\_DATA \*fd, int level)

{

if (!stricmp(fd->cFileName, "sample.pdb"))

return FALSE;

printf("%\*s\n", level \* 4 + strlen(fd->cFileName), fd->cFileName);

return TRUE;

}

int main(void)

{

WalkDir("e:\\dropbox\\kurslar\\sysprog-2015", DispTree);

return 0;

}

Buradaki call-back fonksiyonun geri dönüş değerinin BOOL türden olduğuna dikkat ediniz. Bu fonksiyon 0 ile geri döndüğünde artık özyineleme sonlandırılmaktadır. Özyinelemenin sonlandırılma biçimini inceleyiniz.

UNIX/Linux sistemlerinde dizin ağacını dolaşan fonksiyon şöyle yazılabilir:

#include <stdio.h>

#include <string.h>

#include <sys/stat.h>

#include <unistd.h>

#include <dirent.h>

void walkdir(const char \*path)

{

DIR \*dir;

struct dirent \*dire;

struct stat finfo;

if ((dir = opendir(path)) == NULL)

return;

if (chdir(path) < 0)

return;

while ((dire = readdir(dir)) != NULL) {

if (!strcmp(dire->d\_name, ".") || !strcmp(dire->d\_name, ".."))

continue;

printf("%s\n", dire->d\_name);

if (lstat(dire->d\_name, &finfo) < 0)

break;

if (S\_ISDIR(finfo.st\_mode)) {

walkdir(dire->d\_name);

chdir("..");

}

}

closedir(dir);

}

int main(void)

{

walkdir("/");

return 0;

}

UNIX/Linux sistemleri için de aynı biçimde fonksiyonun fonksiyon göstericisi alarak işlem yapan biçimini yazabiliriz:

#include <stdio.h>

#include <string.h>

#include <sys/stat.h>

#include <unistd.h>

#include <dirent.h>

#define FALSE 0

#define TRUE 1

typedef int bool\_t;

bool\_t walkdir\_recur(const char \*path, bool\_t(\*proc)(const char \*, struct stat \*, int), int level)

{

DIR \*dir;

struct dirent \*dire;

struct stat finfo;

bool\_t result;

if ((dir = opendir(path)) == NULL)

return FALSE;

if (chdir(path) < 0) {

closedir(dir);

return FALSE;

}

result = TRUE;

while ((dire = readdir(dir)) != NULL) {

if (!strcmp(dire->d\_name, ".") || !strcmp(dire->d\_name, ".."))

continue;

if (lstat(dire->d\_name, &finfo) < 0) {

result = FALSE;

break;

}

if (!proc(dire->d\_name, &finfo, level)) {

result = FALSE;

break;

}

if (S\_ISDIR(finfo.st\_mode)) {

if (!walkdir\_recur(dire->d\_name, proc, level + 1)) {

result = FALSE;

break;

}

if (chdir("..") < 0) {

result = FALSE;

break;

}

}

}

closedir(dir);

return result;

}

bool\_t walkdir(const char \*path, bool\_t(\*proc)(const char \*, struct stat \*, int))

{

char cwd[4096];

bool\_t result;

if (getcwd(cwd, 4096) == NULL)

return FALSE;

result = walkdir\_recur(path, proc, 0);

if (chdir(cwd) < 0)

return FALSE;

return result;

}

bool\_t disp(const char \*path, struct stat \*finfo, int level)

{

printf("%\*s\n", level \* 4 + (int)strlen(path), path);

return TRUE;

}

int main(void)

{

walkdir("/home/csd", disp);

return 0;

}

**Türden Bağımsız Her Diziyi Sıraya Dizebilen Fonksiyon Nasıl Yazılabilir?**

Normal olarak bir sort fonksiyonu yalnızca belli bir türdeki dizileri sıraya dizebilir. Örneğin:

void sort(int \*pi, size\_t size);

Buradaki sort fonksiyonu yalnızca int türden bir diziyi sıraya dizebilir. Eğer biz long türden bir diziyi sıraya dizmek istiyorsak başka bir fonksiyon yazmalıyız:

void sort\_long(long \*pi, size\_t size);

Böyle her tür için içi aynı olan fakat türleri farklı olan fonksiyonları defalarca yazmak gerekebilir. Bu zahmeti ortadan kaldırmak için C++'ta template, Java ve C#'ta generic fonksiyonlar bulunmaktadır. Fakat template ya da generic fonksiyonlar özü değiştirmemektedir. Yalnızca zahmeti ortadan kaldırmaktadır. Peki her türden diziyi sıraya dizebilen bir sort fonksiyonu yazılamaz mı? Böyle bir sort fonksiyonunun parametresi void bir gösterici olmalıdır. Ayrıca dizinin bir elemanının uzunluğu ve dizi uzunluğu fonksiyona parametre olarak geçirilmelidir. Algoritma ne olursa olsun her sort fonksiyonunda dizinin iki elemanının karşılaştırılıp yer değiştirmesi teması vardır. İşte karşılaştırma işlemi fonksiyonu çağırana bırakılabilir. Böylece fonksiyon her türden diziyi sıraya dizebilir. Örneğin:

#include <stdio.h>

void swap\_elem(char \*pc1, char \*pc2, size\_t width)

{

size\_t i;

char temp;

for (i = 0; i < width; ++i) {

temp = pc1[i];

pc1[i] = pc2[i];

pc2[i] = temp;

}

}

void sort(void \*base, size\_t count, size\_t width, int (\*cmp)(const void \*, const void \*))

{

size\_t i, k;

char \*cbase = (char \*)base;

char \*pc1, \*pc2;

for (i = 0; i < count - 1; ++i)

for (k = 0; k < count - 1 - i; ++k) {

pc1 = cbase + k \* width;

pc2 = cbase + (k + 1) \* width;

if (cmp(pc1, pc2) > 0)

swap\_elem(pc1, pc2, width);

}

}

int comparer1(const void \*pv1, const void \*pv2)

{

const int \*pi1 = (const int \*)pv1;

const int \*pi2 = (const int \*)pv2;

if (\*pi1 > \*pi2)

return 1;

if (\*pi1 < \*pi2)

return -1;

return 0;

}

typedef struct tagPERSON {

char name[32];

int no;

} PERSON;

int comparer2(const void \*pv1, const void \*pv2)

{

const PERSON \*p1 = (const PERSON \*)pv1;

const PERSON \*p2 = (const PERSON \*)pv2;

return strcmp(p1->name, p2->name);

}

int comparer3(const void \*pv1, const void \*pv2)

{

const PERSON \*p1 = (const PERSON \*)pv1;

const PERSON \*p2 = (const PERSON \*)pv2;

return p1->no - p2->no;

}

int main(void)

{

{

int a[10] = { 34, 23, 45, 11, 78, 43, 34, 87, 33, 21 };

int i;

sort(a, 10, sizeof(int), comparer1);

for (i = 0; i < 10; ++i)

printf("%d ", a[i]);

printf("\n");

printf("--------------------\n");

}

{

int i;

PERSON persons[] = {

{ "Ali Serce", 123 }, { "Kaan Aslan", 456 }, { "Necati Ergin", 321 },

{ "John Lennon", 54 }, { "Abidin Yarata", 115 }

};

sort(persons, 5, sizeof(PERSON), comparer2);

for (i = 0; i < 5; ++i)

printf("%s, %d\n", persons[i].name, persons[i].no);

printf("--------------------\n");

sort(persons, 5, sizeof(PERSON), comparer3);

for (i = 0; i < 5; ++i)

printf("%s, %d\n", persons[i].name, persons[i].no);

return 0;

}

}

C'nin standart qsort fonksiyonu da aynı parametrik yapılara sahiptir ve genel kullanımı yukarıda yazmış olduğumuz sort fonksiyonu ile aynı biçimdedir:

void qsort(void \*base, size\_t count, size\_t width, int (\*cmp)(const void \*, const void \*));

Örneğin:

#include <stdio.h>

#include <stdlib.h>

int comparer1(const void \*pv1, const void \*pv2)

{

const int \*pi1 = (const int \*)pv1;

const int \*pi2 = (const int \*)pv2;

if (\*pi1 > \*pi2)

return 1;

if (\*pi1 < \*pi2)

return -1;

return 0;

}

typedef struct tagPERSON {

char name[32];

int no;

} PERSON;

int comparer2(const void \*pv1, const void \*pv2)

{

const PERSON \*p1 = (const PERSON \*)pv1;

const PERSON \*p2 = (const PERSON \*)pv2;

return strcmp(p1->name, p2->name);

}

int comparer3(const void \*pv1, const void \*pv2)

{

const PERSON \*p1 = (const PERSON \*)pv1;

const PERSON \*p2 = (const PERSON \*)pv2;

return p1->no - p2->no;

}

int main(void)

{

{

int a[10] = { 34, 23, 45, 11, 78, 43, 34, 87, 33, 21 };

int i;

qsort(a, 10, sizeof(int), comparer1);

for (i = 0; i < 10; ++i)

printf("%d ", a[i]);

printf("\n");

printf("--------------------\n");

}

{

int i;

PERSON persons[] = {

{ "Ali Serce", 123 }, { "Kaan Aslan", 456 }, { "Necati Ergin", 321 },

{ "John Lennon", 54 }, { "Abidin Yarata", 115 }

};

qsort(persons, 5, sizeof(PERSON), comparer2);

for (i = 0; i < 5; ++i)

printf("%s, %d\n", persons[i].name, persons[i].no);

printf("--------------------\n");

qsort(persons, 5, sizeof(PERSON), comparer3);

for (i = 0; i < 5; ++i)

printf("%s, %d\n", persons[i].name, persons[i].no);

return 0;

}

}

**Sınıf Çalışması:** Belli bir dizindeki dosyaları uzunluklarına göre listeleyen programı yazınız.

**Çözüm:**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <Windows.h>

#define BLOCK\_SIZE 10

void ExitSys(LPCSTR lpszMsg, int status);

void Disp(const WIN32\_FIND\_DATA \*files, size\_t size);

int CompareBySize(const void \*pv1, const void \*pv2);

int CompareByName(const void \*pv1, const void \*pv2);

int main(void)

{

HANDLE hFileFind;

WIN32\_FIND\_DATA finfo;

WIN32\_FIND\_DATA \*files;

int count;

if ((hFileFind = FindFirstFile("c:\\windows\\\*.\*", &finfo)) == INVALID\_HANDLE\_VALUE)

ExitSys("FindFirstFile", EXIT\_FAILURE);

count = 0;

files = NULL;

do {

if (!(finfo.dwFileAttributes & FILE\_ATTRIBUTE\_DIRECTORY)) {

if (count % BLOCK\_SIZE == 0) {

if ((files = (WIN32\_FIND\_DATA \*)realloc(files, (count + BLOCK\_SIZE) \* sizeof(WIN32\_FIND\_DATA))) == NULL) {

fprintf(stderr, "cannot allocate memory!..\n");

exit(EXIT\_FAILURE);

}

}

files[count] = finfo;

++count;

}

} while (FindNextFile(hFileFind, &finfo));

qsort(files, count, sizeof(WIN32\_FIND\_DATA), CompareBySize);

Disp(files, count);

printf("------------------------------\n");

qsort(files, count, sizeof(WIN32\_FIND\_DATA), CompareByName);

Disp(files, count);

free(files);

return 0;

}

int CompareBySize(const void \*pv1, const void \*pv2)

{

const WIN32\_FIND\_DATA \*f1 = (const WIN32\_FIND\_DATA \*)pv1;

const WIN32\_FIND\_DATA \*f2 = (const WIN32\_FIND\_DATA \*)pv2;

if (f1->nFileSizeLow > f2->nFileSizeLow)

return 1;

if (f1->nFileSizeLow < f2->nFileSizeLow)

return -1;

return 0;

}

int CompareByName(const void \*pv1, const void \*pv2)

{

const WIN32\_FIND\_DATA \*f1 = (const WIN32\_FIND\_DATA \*)pv1;

const WIN32\_FIND\_DATA \*f2 = (const WIN32\_FIND\_DATA \*)pv2;

return stricmp(f1->cFileName, f2->cFileName);

}

void Disp(const WIN32\_FIND\_DATA \*files, size\_t size)

{

size\_t i;

for (i = 0; i < size; ++i)

printf("%-40s%lu\n", files[i].cFileName, (unsigned long int) files[i].nFileSizeLow);

}

void ExitSys(LPCSTR lpszMsg, int status)

{

DWORD dwLastError = GetLastError();

LPTSTR lpszErr;

if (FormatMessage(FORMAT\_MESSAGE\_ALLOCATE\_BUFFER | FORMAT\_MESSAGE\_FROM\_SYSTEM, NULL, dwLastError,

MAKELANGID(LANG\_NEUTRAL, SUBLANG\_DEFAULT), (LPTSTR)&lpszErr, 0, NULL)) {

fprintf(stderr, "%s: %s", lpszMsg, lpszErr);

LocalFree(lpszErr);

}

exit(status);

}

**Bellek Sistemleri**

Bilgileri tutmakta kullanılan birimlere bellek (memory) denir. Bilgisayar sistemlerindeki bellekler "Birincil Bellekler (Primary Memory)" ve "İkincil Bellekler "Secondary Memory" olmak üzere ikiye ayrılmaktadır. Birincil belleklere "ana bellekler" ya da halk arasında "RAM" de denilmektedir. Birincil Bellekler ya da Ana Bellekler CPU ile elektriksel olarak bağlantı halindedir. Bunlar bilgisayarın güç kaynağı kesildiğinde bilgileri tutamazlar. İkincil bellekler güç kaynağı kesildiğinde bilgileri tutabilen belleklerdir. Tipik bir çalışmada bilgisayar kapatılmadan önce bilgiler İkincil Belleklerde saklanır. İkincil bellekler genellikle dizinler ve dosyalar biçiminde organize edilmiştir. İkincil bellekler tipik olarak hard-diskler, SSD'ler, flash EPROM'lar, CD/DVD ROM'lar biçiminde organize edilmektedir.

Tipik olarak bir bilgisayar sisteminin bellek mimarisi şöyle özetlenebilir:
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CPU çalışırken sürekli program komutlarını ve nesneleri Ana Bellekten okur ve oraya yazar. İkincil Belleklerle Ana Bellek arasında aktarım yolu vardır. Aktarım şöyle yapılır: CPU İkincil Belleği kontrol eden birime (Disk Contrller) komutlar yollayarak ondan transfer yapmasını ister. Bundan sonra artık olayı izlemez. Kontrol birimi disk üzerindeki işlemcileri programlar, diskin kaafalarını hareket ettirir. Bilgileri Birincil Bellekte belirlenen adresten itibaren transfer eder. İşlem bitince CPU'yu bir donanım kesmesiyle haberdar eder.

Bellekler tipik olarak aşağıdaki gibi sınıflandırılmaktadır:

![](data:image/png;base64,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)

Birincil Bellekler RAM'ler ve ROM'lar biçiminde ikiye ayrılmaktadır. RAM sözcüğü "Random Access Memory" sözcüklerinden kısaltılmıştır. Buradakai "Randrom" sözcüğü hız belirtmektedir. RAM'ler read/write belleklerdir. Bunlar teknolojik olarak Statik RAM ve Dinamik RAM olmak üzere iki biçimde üretilmektedir. Statik RAM'ler daha hızlıdır (tipik olarak 1 nanosaniyenin altında), Dinamik RAM'lar daha yavaştır (tipik olarak 10 nanosaniye civarında). SRAM'ler daha büyük yer kaplar, DRAM'lar daha küçük yer kaplarlar. SRAM'ler flip-flop devresiyle gerçekleştirilmektedir. Dolayısıyla bunların 1 biti genellikle 4 transistörle yapılır. Halbuki DRAM'ların 1 biti bir transistör ve bir kapasitif elemanla yapılmaktadır. DRAM'larda tazeleme problemi vardır. Kapasitif elemandaki yük zamanla düşer. Bunun düşmemesi için tazleme yapılmaktadır. Tazeleme işlemini de bizzat CPU'unun kendisi yapmaktadır. SRAM'ların tazeleme problemleri yoktur. Toplamda SRAM'ler DRAM'lardan daha pahalıdır. Bu yüzden ana bellekler DRAM'larla yapılmaktadır. SRAM'ler CPU içerisindeki cache sistemlerinde tercih edilmektedir.

ROM sözcüğü "Read Only Memory" sözcüklerinden kısaltılmıştır. Bu sözcüğün artık bugün için teknolojik bir anlamı kalmamıştır. Eskiden ROM'lar yalnızca okunabiliyordu fakat bilgisayarın güç kaynağı kesildiğinde bilgileri yine tutabiliyordu. EPROM'lar artık teknoloji dışı kalmaya başlamıştır. EPROM'lar (Erasable Programmable ROM) EPROM silici denilen aygıtla silnebiliyor ve EPROM programlayıcıyla içine yeni bilgiler aktarılabiliyordu. Yeni teknolojide artık CPU tarafından yazılabilen EEPROM (Electrically Erasable ROM) ve Flash EPROM'lar kullanılmaktadır. Bınlar yine güç kaynağı çekildiğinde bilgiyi tutmaya devam ederler. Ancak hiç bilgisayardan çıkartmadan yeniden programlanabilirler.

Bir CPU reset edildiğinde çalışma belli bir adresten başlar. Buna CPU'nun reset vektörü denilmektedir. Orada bir kodun hazır olması gerekir. İşte bu kod eskiden EPROM'larda tutuluyordu. Artık bunlar için EEPROM bellekler kullanılmaktadır. Kullandığımız PC'lerde bu bellek alanına BIOS (Basic Input Output System) denilmektedir.

İkincil bellekler için hala en yoğun kullanılan teknoloji Disk teknolojisidir. Diskler ElektroMekanik aygıtlardır. Bunların fiyatları çok makuldür. Fakat güç harcamaları yüksektir ve çok hızlı değillerdir. Ayrıca hard diskler sarsıntıya karşı çok korunaklı değildir. Bugün artık yavaş yavaş hard disklerin yerlerini EEPROM ve Flash EPROM tarzı bellekler almaktadır. EEPROM tarzı belleklerden okuma çok hızlıdır (nano saniyer mertebesinde) fakat bunlara yazma göreli olarak yavaştır (mili saniyeler mertebesinde). Ayrıca bu teknolojide bir RAM bloğuna belli kez yazma yapılabilmektedir. Gerçi bu sayı gitgide yükseltiliyor olsa da hala handikaplardan biridir.

**Cache Sistemleri**

Bilgisayar sistemlerinde genellikle hızlı ve yavaş bellekler söz konusudur. Yavaş bellek bol ve ucuzdur, hızlı bellek de az ve pahalıdır. İşte yavaş belleğe erişim oranını azaltmak için Cache sistemleri kullanılmaktadır. Bir cache sisteminde yavaş belleğin belli bir bölümü hızlı bellekte tutulur. Böylece bilgiye erişilmek istendiğinde önce bilgi hızlı bellekte aranır. Bulunursa hemen oradan alınır. Bulunamazsa yavaş belleğe başvurulur. Bu sistemde yavaş belleğin bir bölümünü saklamakta kullanılan hızlı belleğe "cache" denilmektedir. Eğer talep edilen bilgi hızlı bellekte bulunursa bu duruma "cache hit" denilmektedir. Eğer bilgi hızlı bellekte bulunamazsa bu durumda yavaş belleğe başvurulur. Buna da "cache miss" denilmektedir. Bir cache sisteminin performansı "cache hit oranı (cache hit ratio)" ile ölçülür. Cache hit oranı n tane erişimin kaçının cache'ten karşılandığını belirtir. Örneğin cache hit oranı %70 demek, 100 erişimin 70'inin hızlı bellekten karşılanması demektir.

Çok karşılatığımız önemli cache sistemlerinin bazıları şunlardır:

- Modern işletim sistemleri diske erişimi azaltmak için son erişen disk bloklarını RAM'de tutarlar. Bu cache sistemine "disk cache sistemi" ya da "buffer cace" denilmektedir.

- Mikroişlemcilerin içerisinde statik RAM'lerle yapılan cache bellekler vardır. İşlemci DRAM göreli olarak yavaş olduğu için onun belli bölümlerini kendi içerisinde bir cache'e çeker. RAM'e erişeceği zaman önce oraya başvurur. Orada bilgiyi bulursa hızlı bir biçimde elde etmiş olur, bulamazsa DRAM erişimi yapar.

- Web tarayıcıları erişilen web sayfalarının içeriğini yerel makinada diskte tutuyor olabilir. Böyulece aynı sayfaya talep edildiğinde bunu hızlı bir biçimde getirebilir.

- İşlemci sayfat tablosundaki Sayfa girişlerini kendi içerisinde küçük bir tampon alanda tutar. Böylece sayfa tablousuna erişimi azaltır.

- İşletim sistemleri son gezilen dizin girişlerini bir cache sisteminde toplamaktadır. Buna "Directory Entry Cache" denilmektedir.

- Pek çok dilde dosya işlemi yapan fonksiyonlar ve sınıflar "user modda" dosyanın son okunulan bölgelerini bir cache sisteminde tutmaktadır.

**Anahtar Notlar:** Buffer (tampon) sözcüğüyle cache (önbellek) sözcüğü bazen birbirlerine karıştırılmaktadır. Buffer bir meşguliyet yüzünden gelen bilgilerin bekletildiği bölgelere denilmektedir. Buffer sisteminin amacı bilgilerin uygun zamanda işlenmek üzere bekletilmesidir. Halbuki cache sisteminin amacı hız kazancı sağlamaktır. Örneğin Yani buffer sisteminin ana amacı bilgilerin kaybedilmemesi, uygun zamanda işlenmek üzere bekletilmesidir.

**Cache Terminolojisi**

Bir cache sistemi read-only olabilir ya da read-write olabilir. Eğer cache'e yalnızca okuma yaparken erişiliyorsa böyle cache sistemlerine read-only cache sistemleri denir. Eğer cache'e hem okuma hem de yazma amaçlı erişiliyorsa böyle cache sistemlerine read-write cache sistemleri denir. Read-only cache sistemlerinde okuma için önce cache'e başvurulur. Fakat yazma her zaman yavaş belleğe yapılır. Halbuki read-write cache sistemlerinde hem okuma hem de yazma sırasında cache kullanılmaktadır. Read-write cache sistemleri genel olarak daha hızlıdır. Ancak bazı durumlarda elektirik kesilmesi gibi anormalliklerde bilginin bütünlüğü bozulabilir.

Bazı cache sistemlerinde yavaş belleğin tek bir ardışıl bloğu cache'te tutulmaktadır. Bazı sistemlerde ise yavaş belleğin birden fazla küçük blokları cache'te tutulabilmektedir. Yavaş belleğin cache'teki kısımlarını turuan cache bölgelerine "cache line" deilmektedir. Tabi böyle bir sistemde ilgili bilgi aranırken etkin bir biçimde onun cache'te olup olmadığının belirlenmesi gerekir.

Cache için ayrılan cache line'ların tıka basa doldu olduğunu düşünelim. Yeni bir bilgi cache'e alınacak olduğunda ne olacaktır? Bu durumda hangi cache line'ı cache'ten çıkartmak gerekir? Burada kullanılan algoritmalara cache yer değiştirme politikaları (cache replacement policy) denilmektedir. Tipik olarak üç tür yer değiştirme politikası vardır:

1) Least Frequently Used (LFU): Bu algortimada her cache line için bir sayaç tutulur. O cache line'a erişildikçe sayaç artırılır. Sonra cache'teb bir line çıkartılacağı zaman sayacı en az olan çıkartılır. Burada o zamana kadar az kullanılmış bir cache bloğunun ileride de az kullanılacağı varsayımı yapılmaktadır.

2) Least Recently Used(LRU): Burada son zamanlarda en az erişilen cache line'lar cache'ten çıkartılma yoluna gidilir. Yani bu algoritmada son zamanlarda erişilmiş olma değerli bir durumdur. Örneğin işletim sistemlerinde cache sistemlerinin çoğunda bu model tercih edilmektedir. Bu sistemin tipik gerçekleştirimi şöyle yapılmaktadır: Bir bağlı listede cache line'lar tutulur (numaraları da tutulabilir). Cache line kullnıldıkça bağlı listenin başına alınır. Böylşece kullanılmayanlar zaten sonda kalır. Cach'ten line çıkartılacağı zaman listede sonda olan çıkartılır.

3) Most Frequenly Use (MFU): Bazı sistemlerde line'lara toplam erişim sabit olabilmektedir. Örneğin her bir bloğa toplamda 1000 kere erişileceği biliniyor olabilir. Böyle bir sistemde tam tersine çok erişilmiş olan cache line'ların cache'ten atılması daha makuldür. Fakat bu algoritmanın uygun olabileceği sistemler çok azdır.

Uygulamada en fazla karşılaşılan cache yer değiştirme politakısı LRU'dur.

**Cache Sistemleri Nasıl Oluşturulur?**

Cache sistemleri donanımsal ya da yazılımsal olarak oluşturulabilmektedir. Donanımsaldan kastededilen tamamen elektrik devreleriyle cache'in oluşturulmasıdır. Örneğin Microişlemcinin içerisindeki cache bellek ile DRAM arasındaki sistem tamamen donanımsal olarak oluşturulmuştur. Yazılımsal oluşturmada cache sistemi bir program tarafından oluşturulur. Örneğin işletim sisteminin disk cache sistemi işletim sisnteminin kernel kodları tarafından oluşturulmaktadır. Şüphesiz biz bu kursta daha çok yazılımsal olarak gerçekleştirilen cache sistemleri üzerinde duracağız.

Cache sistemleri yazılımsal olarak oluşturulurken sistemi kontrol etmek için bir veri yapısına gereksinim duyulur. (Genellikle cache üzerinde arama yapmak için cache blokları bir hash tablosu biçiminde organize edilmektedir.) Aşağıda bir dosyanın "cache line"lar kullanılarak cache'lenmesine ilişkin örnek bir arayüz verilmektedir. Bu örnek yalnızca fikir vermek için oluşturulmuş bir "pseudo code"dur:

typedef struct tagCACHE\_LINE {

char buf[LINE\_SIZE];

size\_t offset

....

} CACHE\_LINE;

typedef struct tagCACHE\_FILE {

FILE \*f;

size\_t cacheSize;

CACHE\_LINE cacheLines[NCACHE\_LINES];

....

} CACHE\_FILE, \*HCACHE\_FILE;

HCACHE\_FILE OpenCacheFile(const char \*path, const char \*mode);

size\_t ReadCacheFile(HCACHE\_FILE hFile, size\_t count, void \*buf);

size\_t WriteCacheFile(HCACHE\_FILE hFile, size\_t count, const void \*buf);

long LocateFilePointer(HACACHE\_FILE hFile, long offset);

**Cache sistemlerinin Performansını Ne Etkiler?**

Bir cache sisteminin performanısını etkileyen unsurlar şunlardır:

1) Kullanılan cache algoritması: Yani yavaş belleğin neresinin cache'te tutulacağını, cache'ten gerektiğinde hangi bloğun çıkartılacağını belirleyen algoritmalar. Bu algoritmalara ilgili sistem analiz edilerek karar verilir.

2) Cache miktarı: Şüphesiz cache ne kadar büyütülürse performan o kadar artar.

3) Cache belleğin hızı: Hızlı cache kullanmak şüphesiz performanı artırır.

Yukarıdaki 3 performans unsurundan en önemlisi "cache algoritması"dır. Büyük bir cache yanlış bir algoritma ile kullanılırsa performans umulduğu gibi artmaz. Cache belleğin hızı konusunda genellikle tasarımcı çok belirleyici olamamaktadır. Cache miktarı da zaten belli sınırlarda olur.

**İşlemcilerin Koruma Mekanizması (Protection mechanisms)**

Çok prosesli işletim sistemlerinde çalışmakta olan programlar aynı RAM üzerinde bulunurlar. İşletim sisteminin kendisi de yine RAM'de bulunmaktadır. Bu sistemlerde bir programın bilerek ya da yanlışlıkla başka programların bellek alanlarına erişmesi istenmez. Çünkü oradaki bilgiler değerli olabilir, oradaki bilgilerdeki bozulma o programın belki de tüm sistemin çökmesine yol açabilir.
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Öte yandan bazı makina komutları da sistemin tümden çökmesine yol açabilmektedir. Örneğin CLI gibi, OUT gibi makina komutları sistem güvenliği bakımından tehlikelidir. İşte modern sistemler bu tür olumsuzluklaran başkalarının ve tüm sistemin etkilenmesini engellemek için koruma mekanizmasına sahiptir.

Koruma mekanizmasının iki yönü vardır: Bellek koruması ve komut koruması. Bir program kendi alanın dışına erişim yapamamlıdır. Buna bellek koruması denir. Bir programın sistemi çökertecek makina komutlarını kullanamaması gerekir. Buna da komut koruması denir. Tabi bazı programların (işletim sisteminin ve aygıt sürücülerin) bunlardan muhaf olması da gerekir.

İşte modern büyük kapasiteli işlemciler koruma mekanizmasına sahip olarak tasarlanırlar (Örneğin Intel 80X86, ARM modelleri, MIPS, Itanium, PowerPC vs.) Bu sistemlerde bellek koruması ya da komut koruması ihlal edildiğinde bunu birinci elden işlemci tespit eder ve işletim sistemine bildirir. İşletim sistemi de o prosesi cezalandırarak (genellikle) sonlandırır.

Koruma mekanizmasına sahip işlemcilerde çalışmakta olan kodun bir modu vardır: (İntel 4 mod kullanmasına karşın yalnızca iki mod işletim sistemi yazanlar tarafında kullanılmıştır. Diğer işlemcilerin çoğu iki moda sahiptir) Kernel mode User Mode. Kernel kodları kernel modda çalışır. Kernel moddaki kodlar koruma mekanizmasına takılmazlar. Yani bu kodlar belleğin her yerine erişebilirler ve tüm makina komutlarını kullanabilirler. User mod kodlar ise koruma mekanizması tarafından denetlenirler. Bizim Windows'ta Linux'ya yazmış olduğumuz normal programların hepsi user modda çalıştırılır.

Peki madem işletim sisteminin kodları kernel alanı içerisindeki data'lara erişiyor ve özel komutları kullanbiliyor, biz bir sistem fonksiyonunu çağırdığımızda ne olacaktır? Eğer bizim user moddaki akışımız o sistem fonksiyonunu çağırmışsa oradaki kodlar koruma engeline takılmaz mı? İşte bu tür sistemlerde ismine kapı (gate) denilen bir mekanizmayla bu soruna çözüm getirilmiştir. User mod bir program işletim sisteminin bir sistem fonksiyonunu çağırdığında otomatik olarak kapı mekznizması sayesinde kernel moda geçiş yapar. İşletim sisteminin sistem fonksiyonu kernel modda çalıştırılmış olur. Sistem fonksiyonunun çalışması bittiğinde akış yeniden user moda döner. Buna prosesin "user moddan kernel moda geçmesi (mode switch)" denilmektedir. Intel işlemcilerinde bu mekanizmaya kapı (gate) mekanizması denilmektedir. Kapılar fonksiyonlara yerleştirilebilir. Böylece yalnızca o fonksiyonlar çalıştırıldığında kernel moda geçiş yapılır. Kapı yerleştirmek ancak işletim sisteminin yapabileceği bir faaliyettir. O halde bir proses tüm ömrünü user modda geçirmez. Arada kernel moda da geçer.

Kernel moda geçmenin bir zaman maliyeti vardır. Çünkü geçiş sırasında binlerce makina komutu çalışabilmektedir. Örneğin geçiş sırasında user moddaki stack'teki bilgiler daha korunaklı kernel mod stack'e taşınmaktadır (stack switch).

Peki biz kernel modda çalışacak bir program yazamaz mıyız? Tanıt: Yazabiliriz. Bu tür programlara kernel modülleri ve aygıt sürücüler denilmektedir. aygıt sürücü olarak yazılırlar. Aygıt sürücüler kernel alanına yüklenerek sabki kernel'ın bir parçasıymış gibi çalışırlar. Aygıt sürücü içerisindeki kodlar user mod programlar tarafından çağrılabilmektedir. Bu durumda yine kapı mekanizması yoluyla kernel moda geçiş yapılır. Her işletim sisteminin bir aygıt sürücü mimarisi vardır. Aygıt sürücüler o işletim sistemine özgü (hatta o versiyona özgü) bir biçimde yazılırlar. Çünkü aygıt sürücüler yalnızca kernel'daki fonksiyonları kullanırlar.

**C'nin Standart Dosya Fonksiyonlarının Kullandığı Cache Mekanizması**

C'nin prototipleri <stdio.h> içerisinde olan dosya fonksiyonları işletim sisteminin sistem fonksiyonlarını daha az çağırmak için kendi içerisinde bir cache sistemi kullanmaktadır. Bu nedenle C'nin dosya fonksiyonlarına "buffered IO" fonksiyon ları da denir.

C'nin fopen fonksiyonu işletim sisteminin sistem fonksiyonlarıyla (Linux'ta open POSIX fonksiyonu sys\_open ssistem fonksiyonunu çağırmaktadır, Windows'ta CreateFile API fonksiyonu da bir sistem fonksiyonu gibidir) dosyayı açar. Sonra o dosya için bir cache oluşturur. Böylece okuma yazma işlemlerinde bu cache kullanılır. Yani örneğin biz işin başında fetgc fonksiyonu ile dosyadan bir byte okumak istediğimizde, fgetc bir byte değil işletim sisteminin sistem fonksiyonuyla (Linux'ta read, Windows'ta ReadFile) daha fazla bilgiyi okuyarak cache'e çeker. Sonraki okumalarda bize bilgiyi cache'ten verir. Byrada cache sistemi tamamen bizim user mod prosesimizin bir parçası biçimindedir. Kernel ile bir ilgisi yoktur. Standart stdio.h fonksiyonlarının kullandığı bu cache sistemi read/write bir sistemdir.

**Anahtar Notlar:** Standart C fonksiyonları için bu bağlamda cache yerine "tampon"sözcüğü kullanılmaktadır. Aslında tampon sözcüğü buradaki durumu iyi yansıtmamaktadır. Çünkü tampon bilgilerin daha sonra işlenmek üzere saklandığı bellek bölgelerini belirtir. Halbuki cache hızlandırma amacıyla kullanılan bir sistemi betimlemektedir. Fakat C'de bu kavram hep tampon (buffer) biçiminde ifade edildiği için biz de aşağıdaki anlatımlarda bazen cache terimini bazen de tampon terimini kullanacağız.

C'nin standart dosya fonksiyonlarının kullandığı cache sisteminin şu özellikleri vardır:

- Cache read/write biçimdedir.

- Hemen her zaman tek cache line kullanılır. Yani cache'te dosyanın tek bir ardışık bölgesi tutulut.

- Her dosyaynın ayrı bir cache'i vardır

Standart dosya fonksiyonlarının kullandığı cache 3 modda çalışabilmektedir: Tam tamponlamalı mod (full buffered mode), satır tamponlamalı mod (line buffered) ve sıfır tamponlamalı mod (no buffered).

Tam tamponlamalı modda tampon tam kapasiteyle kullanılır. Yani okuma ve yazma tampondan yapılır. Yazılan bilgiler tampona yazılır. Tampon dolunca ya da tampona dosyanın başka bir kısmı çekileceği zaman tampondaki bilgi dosyay yazılır. Aynı zamanda fflush fonksiyonu da tampondaki bilgileri o anda dosyaya aktarmak için kullanılır. Şüphesiz dosya fclose ile kapatıldığında da fflush işlemi yapılmaktadır.

Satır tamponlamalı modda, tamponda (yani cache'te) yalnızca bir satırlık bilgi (yani '\n' görene kadar ('\n' de dahil) bilgi tamponda tutulur. Benzer biçimde tampondaki bilgi '\n' görüldüğünde dosyaya aktarılır.

Sıfır tamponlamalı modda tampon (yani cache) devre dışı bırakılır. Her yazma ve okuma işleminde doğrudan işletim sisteminin sistem fonksiyonları çağrılır.

C standartlarında stdin, stdout ve stderr dosyalarının default tamponlaama modları hakkında bazı şeyler söylenmiştir. (Bu konu ileride ele alınacak). Fakat normal dosyaların default tamponlama modlarının ne olacağı konusunda birşey söylenmemiştir. Bu durum bunların default durumda herhangi bir tamponlama stratejisine sahip olabileceğini belirtir. Ancak tabi sistemlerin hepsinde normal dosyaların default taponlama modları "tam tamponlamalaı mod"dur.

Bir dosyanın tamponlama modu setbuf ve setvbuf fonksiyonlarıyla değiştirilebilmektedir. Aslında setvbuf fonksiyonu zaten setbuf fonksiyonunu işlevsel olarak kapsar. setbuf yetersiz olduğu için setvbuf standartlara dahil edilmiştir. Ancak dosyanın tamponlama modu değiştirilecekse bu işlemin fopen fonksiyonundan hemen sonra (yani o dosya için başka bir dosya fonksiyonu henüz çağrılmadan) yapılması gerekir. Eğer bu yapılmazsa tanımsız davranış (undefined behavior) söz konusu olur.