COMP2401 - Assignment #2

(Due: **Wednesday, February 7th, 2024 @ 11pm**)

In this assignment, you will work with arrays of strings and pack data into bytes based on bits. Then you will unpack them.

Data compression is an important topic in computer science because as time goes on, more and more data becomes available and there is always a need to reduce the amount of storage required to save the data. In this assignment, you will implement a VERY SIMPLE strategy for compressing some basic text from 8 bits to 6 bits.

As you know, each byte (i.e., **unsigned char**) in C is represented by an 8-bit binary value associated with it. So, when we read in characters from the user, they are represented using ASCII code values. You will create a quick encoder that will reduce text by trimming 8-bit bytes down to a 6-bit representation. Since **6** bits only allows **64** values … we will encode only the letters, digits and a few other characters and all other characters will be represented by a single common character. Here is how we will map the characters to a 6-bit value:

|  |  |  |
| --- | --- | --- |
| **CHARACTER** | **8-BIT ASCII VALUE** | **6-BIT VALUE** |
| NULL | 0 | 0 |
| A-I | 65-73 | 1-9 |
| a-i | 97-105 | 1-9 |
| ENTER (i.e., CR) | 10 | 10 |
| J-Z | 74-90 | 11-27 |
| j-z | 106-122 | 11-27 |
| [ | 91 | 28 |
| ] | 93 | 29 |
| @ | 64 | 30 |
| various symbols | 32-63 | 32-63 |
| all other characters | 64-255 | 31 |

1. Download the six files provided with this assignment (i.e., **convertTo6bit.c**, **usefulTools.c**, **usefulToos.h**, **compress.c**, **expand.c** and **convertToASCII.c**)

The program called **convertTo6bit.c** has been started for you. It reads the command-line arguments to the program (more on this later in the course) to decide if the debugging information should be shown. It then asks the user for a string of at most 255 characters. **You will insert code to convert the 8-bit ASCII characters from that string into a 6-bit character string by using the mapping shown in the above table**. The program then displays debugging information (if enabled) and finally sends the 6-bit encoded sentence to the console output. The code will make use of some functions provided in the **usefulTools.c** file … so you compile the program as follows:

**gcc -o convertTo6bit convertTo6bit.c usefulTools.c -lm**

Then run the program as follows:

**./convertTo6bit -d**

The program should display the 6-bit codes for each entered character and also display the string result (which will contain some characters that cannot be displayed). Here is some sample output. Make sure that these cases all work fine (also make sure that a **0** is always at the end of the output string):

|  |  |  |
| --- | --- | --- |
| **User Input** | **Displayed Codes** | **Visible Part of Converted String** |
| **Aa 19 @.** | **01 01 32 49 57 32 30 46 00** | 19 . |
| **A0A0A0A0** | **01 48 01 48 01 48 01 48 00** | 0000 |
| **I Love This Assignment!** | **09 32 13 16 23 05 32 21 08 09 20 32**  **01 20 20 09 07 15 14 05 15 21 33 00** | ! |
| **[abyz] ABYZ.@0189%~+=;** | **28 01 02 26 27 29 32 01 02 26 27 46**  **30 48 49 56 57 37 31 43 61 59 00** | ��189%+=; |
| **.** | **46 00** | . |

Run the program without the **-d** option (i.e., **./convertTo6bit**). You should not see the byte codes but just the final converted string.
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Consider the input string "Test.". The conversion of his string results in the 6-bit codes shown here on the right  along with their binary representation as stored in each of the 5 bytes.

To obtain the compressed output string bytes, you will need to take the 6 bits from each of the 5 input string bytes and pack them into the 8-bit bytes of the output string. To
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byte. Then begin the second output string byte by copying in the remaining 4 bits from the second input string byte. Keep copying bits in this manner … filling up each output string byte and then moving on to the next one. As a result, the output string will have just 4 bytes with all the bits used except for the last two bits, which should be set to 0. Here is the result on the right 

This is an 80% compression ratio (i.e., the output string is 80% of the size of the original string).

You will need to keep track of how many bytes you are writing to the output string. You will not be able to use **strlen()** to determine the size of the output string because multiple bits could pack into a byte as all **0**’s, which will appear as a NULL-terminator to **strlen()** … causing it to return a smaller value that the string’s size. Here is an example that shows how this can happen when a simple string such as "A0A" is entered:

![Shape  Description automatically generated](data:image/png;base64,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)

You will compile the program as follows:

**gcc -o compress compress.c usefulTools.c -lm**

Then run the two programs together as follows: **./convertTo6bit | ./compress -d**

This will run the **convertTo6bit** program first and the **|** character tells the shell window to use the output from that program as input to the **compress** program. That will allow us to type in a string of characters and see the resulting bits that get packed. Here is some sample output. Make sure that these cases all work fine:

|  |  |  |  |
| --- | --- | --- | --- |
| **User Input** | **Displayed Output** |  | **Visible Part of Converted String** |
| Aa 19 @. | **Compression ratio = 75.0%** |  | 1�� |
|  | **Before compression:** | **After compression:** |  |
|  | **000001** | **00000100** |  |
|  | **000001** | **00011000** |  |
|  | **100000** | **00110001** |  |
|  | **110001** | **11100110** |  |
|  | **111001** | **00000111** |  |
|  | **100000**  **011110** | **10101110** |  |
|  | **101110** |  |  |
| A0A0A0A0 | **Compression ratio = 75.0%** |  | pp |
|  | **Before compression:** | **After compression:** |  |
|  | **000001** | **00000111** |  |
|  | **110000** | **00000000** |  |
|  | **000001** | **01110000** |  |
|  | **110000** | **00000111** |  |
|  | **000001** | **00000000** |  |
|  | **110000** | **01110000** |  |
|  | **000001** |  |  |
|  | **110000** |  |  |
| I Love This Assignment! | **Compression ratio = 78.3%** |  | &P\X � E �=X@ |
|  | **Before compression:** | **After compression:** |  |
|  | **001001** | **00100110** |  |
|  | **100000** | **00000011** |  |
|  | **001101** | **01010000** |  |
|  | **010000** | **01011100** |  |
|  | **010111** | **01011000** |  |
|  | **000101** | **00010101** |  |
|  | **100000** | **00100000** |  |
|  | **010101** | **10010101** |  |
|  | **001000** | **00100000** |  |
|  | **001001** | **00000101** |  |
|  | **010100** | **01000101** |  |
|  | **100000** | **00001001** |  |
|  | **000001** | **00011100** |  |
|  | **010100** | **11110011** |  |
|  | **010100** | **10000101** |  |
|  | **001001** | **00111101** |  |
|  | **000111** | **01011000** |  |
|  | **001111**  **001110** | **01000000** |  |
|  | **000101** |  |  |
|  | **001111** |  |  |
|  | **010101** |  |  |
|  | **100001** |  |  |

|  |  |  |  |
| --- | --- | --- | --- |
| [abyz] ABYZ.@0189%~+=; | **Compression ratio = 77.3%**  **Before compression: 011100**  **000001**  **000010**  **011010**  **011011**  **011101**  **100000**  **000001**  **000010**  **011010**  **011011**  **101110**  **011110**  **110000**  **110001**  **111000**  **111001**  **100101**  **011111**  **101011**  **111101**  **111011** | **After compression: 01110000**  **00010000**  **10011010**  **01101101**  **11011000**  **00000001**  **00001001**  **10100110**  **11101110**  **01111011**  **00001100**  **01111000**  **11100110**  **01010111**  **11101011**  **11110111**  **10110000** | p�m� ��{  x�W��� |
| . | **Compression ratio = 100.0%**  **Before compression: 101110** | **After compression: 10111000** | � |

1. The program called **expand.c** has also been started for you. It reads in an 8-bit compressed string from the **compress** program. You will insert code to expand the compressed bytes back into the 6-bit character codes that were originally output from the **convertTo6bit** program (i.e., you will do the reverse of the **compress** program). The program then displays debugging information (if enabled) and finally sends the expanded bytes to the console output as a string. This time, you will be able to se the **strlen()** function to determine the number of bytes in the output string. You will compile the program as follows:

**gcc -o expand expand.c usefulTools.c -lm**

Then run the three programs together as follows:

**./convertTo6bit | ./compress | ./expand -d**

Here is some sample output. Make sure that these cases all work fine:

|  |  |  |  |
| --- | --- | --- | --- |
| **User Input** | **Displayed Output** |  | **Visible Part of Converted String** |
| Aa 19 @. | **Expansion ratio = 133.3%** |  | 19 . |
|  | **Before expansion:** | **After expansion:** |  |
|  | **00000100** | **000001** |  |
|  | **00011000** | **000001** |  |
|  | **00110001** | **100000** |  |
|  | **11100110** | **110001** |  |
|  | **00000111** | **111001** |  |
|  | **10101110** | **100000** |  |
|  |  | **011110** |  |
|  |  | **101110** |  |
| A0A0A0A0 | **Expansion ratio = 133.3%** |  | 0000 |
|  | **Before expansion:** | **After expansion:** |  |
|  | **00000111** | **000001** |  |
|  | **00000000** | **110000** |  |
|  | **01110000** | **000001** |  |
|  | **00000111** | **110000** |  |
|  | **00000000** | **000001** |  |

|  |  |  |  |
| --- | --- | --- | --- |
|  | **01110000** | **110000**  **000001**  **110000** |  |
| I Love This Assignment! | **Expansion ratio = 127.8%**  **Before expansion: 00100110**  **00000011**  **01010000**  **01011100**  **01011000**  **00010101**  **00100000**  **10010101**  **00100000**  **00000101**  **01000101**  **00001001**  **00011100**  **11110011**  **10000101**  **00111101**  **01011000**  **01000000** | **After expansion: 001001**  **100000**  **001101**  **010000**  **010111**  **000101**  **100000**  **010101**  **001000**  **001001**  **010100**  **100000**  **000001**  **010100**  **010100**  **001001**  **000111**  **001111**  **001110**  **000101**  **001111**  **010101**  **100001** | ! |
| [abyz] ABYZ.@0189%~+=; | **Expansion ratio = 129.4%**  **Before expansion: 01110000**  **00010000**  **10011010**  **01101101**  **11011000**  **00000001**  **00001001**  **10100110**  **11101110**  **01111011**  **00001100**  **01111000**  **11100110**  **01010111**  **11101011**  **11110111**  **10110000** | **After expansion: 011100**  **000001**  **000010**  **011010**  **011011**  **011101**  **100000**  **000001**  **000010**  **011010**  **011011**  **101110**  **011110**  **110000**  **110001**  **111000**  **111001**  **100101**  **011111**  **101011**  **111101**  **111011** | ��189%+=; |
| . | **Expansion ratio = 100.0%**  **Before expansion: 10111000** | **After expansion: 101110** | . |

1. Finally, the program called **convertToASCII.c** has also been started for you. It reads in the 6-bit code expanded string from the **expand** program. You will insert code to convert these 6-bit character codes back into ASCII codes (i.e., reverse of **convertTo6bit** program). The output string size will have the same as the input string. All 6-bit values of 31 represent all ASCII characters that were not able to be represented in 6-bits and when converted back to ASCII, they should be converted to the **'\_'** (i.e., underscore) character. You will compile the program as follows:

**gcc -o convertToASCII convertToASCII.c usefulTools.c -lm**

Then run the four programs together as follows:

**./convertTo6bit | ./compress | ./expand | ./convertToASCII -d**

Here is some sample output. Make sure that these cases all work fine (also make sure that a **0**

is always at the end of the output string):

|  |  |  |
| --- | --- | --- |
| **User Input** | **Displayed Codes** | **Visible Part of Converted String** |
| **Aa 19 @.** | **65 65 32 49 57 32 64 46 00** | AA 19 @. |
| **A0A0A0A0** | **65 48 65 48 65 48 65 48 00** | A0A0A0A0 |
| **I Love This Assignment!** | **73 32 76 79 86 69 32 84 72 73 83**  **32 65 83 83 73 71 78 77 69 78 84**  **33 00** | I LOVE THIS ASSIGNMENT! |
| **[abyz] ABYZ.@0189%~+=;** | **91 65 66 89 90 93 32 65 66 89 90**  **46 64 48 49 56 57 37 95 43 61 59**  **00** | [ABYZ] ABYZ.@0189%\_+=; |
| **.** | **46 00** | . |

Run the program without the **-d** option. You should not see the byte codes but just the final converted string.

Now that all the programs are working … here are 5 user strings that you can try to run through all 4 programs. You can cut/paste each one:

Q: Did you hear about the racing snail who got rid of his shell? A: He thought it would make him faster, but it just made him sluggish.

Q: How does a mathematician induce good behavior in her children? A: `I've told you n times, I've told you n+1 times...'

Have you heard of that new band "1023 Megabytes"? They're pretty good, but they don't have a gig just yet.

There are only 10 kinds of people in this world: those who know binary and those

who don’t.

“Knock, knock.” “Who’s there?” very long pause…. “Java.”

IMPORTANT SUBMISSION INSTRUCTIONS:

Submit all of your **.c source** files and all other files needed for testing/running your programs. DO NOT TAR your files. Make sure that your name and student number is in each source file at the top as a comment.

The code **MUST** compile and run on the course VM.

* If your internet connection at home is down or does not work, we will not accept this as a reason for handing in an assignment late ... so make sure to submit the assignment WELL BEFORE it is due !
* You WILL lose marks on this assignment if any of your files are missing. So, make sure that you hand in the correct files and version of your assignment. You will also lose marks if your code is not **written neatly with proper indentation and containing a reasonable number of comments.** See course notes for examples of what is proper indentation, writing style and reasonable commenting).