# Высота дерева

Реализуйте бинарное дерево поиска для целых чисел. Программа получает на вход последовательность целых чисел и строит из них дерево. Элементы в деревья добавляются в соответствии с результатом поиска их места. Если элемент уже существует в дереве, добавлять его не надо. Балансировка дерева не производится.

**Входные данные**

На вход программа получает последовательность натуральных чисел. Последовательность завершается числом 0, которое означает конец ввода, и добавлять его в дерево не надо.

**Выходные данные**

Выведите единственное число – высоту получившегося дерева.

Пример соответствует следующему дереву:

![Задача А, рис. 1](data:image/gif;base64,R0lGODlhoAH5AKIHAK2trUhISOHh4YGBgcfHx/7+/gAAAP///yH5BAEAAAcALAAAAACgAfkAAAP/eLrc/jDKSau9OOvNu/9gKI5kaZ5oqq5s675wLM90bd94ru987//AoHBILBqPyKRyyWw6n9CodEqtWq/YrHbL7Xq/4LB4TC6bz+i0es1unwsEwCBgqNsNgwFA4O77wQUAdHeEhQEDfH+Ki1ECA4WQkQYBBAWMl5hEjoYABAIFoKECAnKDdpSZqao5gncBe6GxsqEEj66Jq7m6Kpt2A5WzwcGtdgC7x8ghAqaUws7CtnUDlsnV1hQEd9PP3LPLp9TX4uPZdc3d6LLRAeHj7sflk5/p9KHr7e/5md/y9f6gAHzpG4ipwKAA8/75i2aMoEM/0RIqXGgH18OLaAQUm8jx/yDGj2cGbeOoUGOdhiBTfoknkaS/gJPwqZx5ZRCAZyYlEWrZzSbNn1fKscOpsxBPbjADAF06xdZNokXvHOU2iADTq01yThUVVeo/WwOwik2StJujPGjTmsJT0s7Yt0WckswZc+Igi3Dz8rhLktnWbk71Ct5hcuhEmCdJlgs7uLGNxRzpjpxY2LHlGTCfKoxm4G86t5dDu8hMWZtLUHZkil5NgvRmr6dt4WVNO4Tstr5Og5Jdu7cIW8AoVtRdgLfv4x1c+2NG3GCd2cijU1BOL54BzadBS99eAebkdJw919POvTyEwv/WNq9svr2DAqnrSW7u3b19Bnyr38HuMvD9+/9y0YNYZ81V9N99QtUTHnFCHXgffM/Rw1lz/jnoHlj0qKebVha6V9xw6BBCnC0IdVheIGt915xZhCBiInIoQhLcioBB4uKLrMV4ihzm0IgOYrW0CB2Oeelozk0H8KOij7EoqUAvvgxJ5FVGToLkAojxx2QoB7UDpTRSTjlTla+oFs2MWzr33ANf4hGmmBeReeUDahqApo+mWBVBmzfCCZKcqjVQp5bNmcLYBHy+6ec1gF7AD1s0PnpoBYkuqk+jGdSJEH37bVCppYwSc2SgFXwYpUsEMKMnB5+CugumHwzopkKp3qIMZ266ugqstxLyinhwzOEKSiK0qqsOcQCg7A7/vJJQq696eDLKKMriCiYKxt4w7bQmkiJsJAEcsioMzZ4QZFecKApCti/E8a0heqhLmyNrodvnCuXywmNX4sbAbgrnojvJvcc9Cm8e9Q6rQr4vkCJHWnp0Ii+2uBJcQpWupCUJKr4ZfKQnwnhryMQXMNzGvyA8e8ovU3lbL8esyfprPSpLM4LJfqDs6VqHAEtLxSQzZfA5JXFWogc4L6LzBQOWSVnT4w6mstMuGUwsBkljsvQEnBH6z5dX52XdkiQNGPYEWauy9Xt+rajypHBZ5zWqppxNp6hWkprM2grUSXbVhupl3Z3r1Y023mU+tHY0f+vGOFyPEr5i5BCkLY7O/4ynaU8xb+WpuSim4GX5O+zG0/iKoYvF0OdNCtQ34nP+1Co/hrGuJjtX5XS6j1mOflGlJNre+klXdSl8LOsMqzdQbXp+PEAGMm+H5Dj57AxdozrWJqTyWe+MSEsZjw692lBfY/ahfekzKSmazw2HNGmVjqym4XZdbSKlU3P9r+HxU/A/KsruoGGOeYGIG9aBRO1olhqa2GR8XXFfyKInGu+ML2GFGGAwqjKTnIBnWOxzhV2It5qqoANo1vJeKOqjEgyho22gSOBhCigaD74QNgUwmAZlwZ6UPNAs3/rOTuy3mgSxCByxsM4CM7QmH0aoe0kU0UQoaBnqXI9/oMCeCv93Q0KQxIcknNnhLHwSGuBAMDeyIIQEh9FFjKCHMgF7Yv/sppfbHFEasyDE3J6xmJRYcIqFWKMzWHiZ/LxPhFHcD27g9pA/KqQQewyg/0LzxZ4ocnOX9IdJGOkQR2rSRmWzGSXrICAh7e86i/QjHml1iJdxhJCWqaQluxLJCU7yI56cSM1qKQxYOkaW78MgJFMJkrKchi5L/OAtLWPIC2ZwLbz0hii9SErdDPErbXSMHWn2MFhwRpCy8OVFDpiOo6xli2qKWmOsCEhySiibFzFhN2rxw1hcUz7kqeIq6SEANGFvhJ1p4T75iEhaSNEfDaphj054hxmFsZ3Ly4cxD6n/jXngTYyY5GRjmukMo2URV+BMpFJmMj2G+iph6Jwea1xIUW0YYiIVciL3cCJMLJayDrQx4vk2hk74qQQxwPJYiwCqUcfIM5g8neEkgIJGk/oqpIkMKG0m+j5rzQqg6iymO3GSLGWhk0s0pI2aoplDZZn1q9Bb6lKa+jyg+iYpaI2MSpfSu+fp7jhqwqhuPFI8c8Q1PVSsTTzI6rjAyg6JtmOIdM4kvMGOBTHJ9NHjpHO7v6IjHiN9LGK3tI7y0M6yBO1R3G7BWW14VlVbwmzQLpLASUDVLAkrKmuESlhlymO05ugafZgROOQ8SlSb2pBfcHvbptXWGyk6gN8Klqck/6Uorl+aBnGP5lzl/WN/KFlubSiHJSF9DVd0BIpqHWAtls3zXddigHZXw10GeGxm78NbrqqxrW15YLxssuohzpos9J5iSOvdQA7r+4mTEXi17m0uBE6JB/5WS79ZTYXLdPKKSmAAv3uyqr3eFOAKuIvC8SJDsGo6sD1goL0RiKPA5quLEK4YDxFuAIax4V9w6aFkvUVUjYvSMy8E68V5owCKEVWKqIgroorYXm4hhsHELfi/HHhwuA6RBxNroMMyFibEdsziK2BsyWqJhMUWMGRHOaybXkVwG0ylDVg4Iw4vy+qMc4Dl6mYMZCGjp5CuIF/4hmxfinRAma9SM6KVE/+995qzDgIciBZBVcXhVcLQ3Cwgno1r0Eth81UPoyoFKJpZvdUhWr9EXScYVzHQfJKCx/IoQ4NxP5/mgd/eBtpWq3kHutUNcDHNPEPR6JSlDkKdMkmcAcV4CGwOLnGEaifI1Y1JQ7u1DIatbLet+gh+K21D4VKn1yrIdUdQbZoeJe0ZZC5NmEXyn5ynuTMdISeRndxByg0DxOj1uuDGCpCElzoiVNZ2tDOC6YSXJbEM9nldIkJEjudYZIsvsYYdU/7syjkh5OS4LnGrEEgE2nrwla5+fV5apQqEiYscfEG4uMhzONefjHXloED5D1gCc5/6gKUiLwtQqNqNhw3sFxz/YUnJB4oUsxrd6FAFCxDkpz+E4QHoHanDsR9yVKQIs9oeh2cOaH5GnWDU5rgm+vWu/tWk/ESn3NDwf2kVVh7gHClR0avSewAhAsG2KF+N+EUChEB+YZXuW+1o3PGtVh6g/RkkXig2l0lNu1PFV4Au6eIjLYPDP16ACrlLD/gOlR2p2NsJTckbWyp15NlUf23PAee7cYsDozOmOeBoLwuqaYzXnd65yOXsNwuH03+GlHuR4x1R2Zw+EkbxcN+IQdn67WanxIzzfPbwxJ4Oze8AmKFNzHpSfwPISFL7MfS9JCn/Dtm/ryUDurepyO+C0X/fTl21bAN1wE5hKNH0yie8/2z1gX3AMv+m7NcCm9R84BJX1qd6pVd95RNH8XZEmfUR/cdAOPQS04QDuod4UeFtXERyOLBNd6cTGogaOJUSEVhOKSJXjGcD9WdLGQhTTYSAjjc+GoZ1/5BP41QXlFEvo1aBN7CCwYA9++VK/YN7vyF8PVdT6hcKNvgQJYhUxPY1PKiC4DdPWCQr3mYcMGg99PNSHLGEDtGEYzdUihGFNeCDITMKs/BQi0eEtmGEV6RIfNKFI9h4rCSGoXQ/OjCAukZ778SBNwB9O0V8WXRP+FR4H2F+2fd/c3R8OFg1BzUeL2iBU/gMhKhp3rZJAmUn8lEvSagOkYgDYFhOjyiKc//ICtQnTbzXaPlXD+LUSJNIU3aYHZ94A4joDWalIveHUGRYA+73hsg3coLYfAEoDpb3PXq0fYYIg9FUiWoojD0QeHk0gcPmbQf4Ebf3fvLgegrRio/xi8a4WVbof1MnA6snDCe4QpV4WdyHEeWIil1xbxzEA0zXd3cmhIX4gPTnjWxUj7HYh/s3EMUYTgKjV6Hndq9ojl2xRXMnj9AoC4nnhjfkfCqRTpf3jov3jzMQkMhVFK8FdjrwdiGTeN5mdv+jj/Y0kJ80izpQT4FIWouHj4wYg9czgxpIRvEjeb10dDqJdMuxi6bYiGbxMGihgTkxjjUAktcjlHkQgjoHFAD/lHN6R2cm9zwkYnE4eTz8MIyXMpUAJ3NAEA8hqFR+eHMm2W6ixRR1xW9nuXEhJzx3NQRK0lYtxxQLB3FSVwS0czwJRwT21lj5xhT/9jmKJXCpyCT9FhdXuSXwpm4f8Vlm6ZNAAFmfc23+Jn2pBWVvoURh+Qz3kARG03E8lFxIkG1MEmviBQm2F4ZraQTW4mqncUoYKWswRCGYORaYNTUdl36M+ZG+oJsb8k05ZgSakpqhWZsGB2Wihmqd4pmuMzXEaSQlUmdD0DTQ9VDTZRGyggjXxTNs+AKT9SRGQ2nldFHhIJ1CUGivBWliY5zgCXnu00/WEjus+Zee9jLi+YN9/6ZO5ilsuCIunqFnFUVfZ6Ys0tIBpslg+2V0eSBm3XkeAyoxu9kA3/ke8iUNEXOLTUZH+4ko/XR0o8ACSkZlR7djYyZhkSdmVmYBpklmakdhKWoCI8ZjIXYBE1o5DBZ347ihDTBhIGZh2FKhRlaiWgOkPPaiT+ZXJQOgXmekJaBi6NIMFFCjRMZlK+MJOEafFPqQNtKgO3qiCtQJyBCiVXaLJColK8qhOvmhK4CgF1otGUoqUmpmXUWgBSZgwSkoQDqmUqZARvkB1OKhXDoGzWNe16OkeOQAZ/oD73WftmifDxCnN1Bn8hUvCDSpgdpI7bOdrjAuiUp3QKNJF2URkP+KAwE2aSrUJlqZaWEEXaLZqfL4XGXTaQcwqlLpOlAzF59pGa22mSukKuxJBLQ2IvtBq4tmKLl2TMM1GJISKa15qQDzhK8ZW8KZMDSYcdumF7+lbUiKBOLmIzo0mufoIyrTpynRbZqTbty6dmliOEhwboo5b3DBWJ9jOu/2cOs6l9OpiJGyl/qWmGlScJXZlqwDr5qgr97qlUuhO1QZlTsAVAi3jnRnr/NacUwhsQMLmTmgchSndTzgsAt7W0vBdRsrkT/wlHIZEym3inqJsQ/xcjBXlUvXkJPJsTDYgOfKsA+hkVWFFqVxlyV7ij+CFhjXlD1QlPIhlJ3waikIEiz/SYAGwBELyZAQ2XUzlXV42AM8l3xP1bNj6UYy64vVZD/OmhxAO0tl+wwk2QNVV5EyAlCpeg0X+IGhKHhXuwNre1MG21Jj6yllOUY8hk5pK1PpmTBjmIw40Iv8lEFQS7M0ELezQD/+hXEeqThzi3+FMBfzl49Vy0T9yIosGwN3KwzepYp9i4EkixHeBx415RLV2IEH2XOg1LMwaQN1Nz98yIcA+FOvK7o60R+MKwO1CLbi93tdSwOIS0Aqi4aFG5vjAIghcgoydIfM2wKVGwvMMLwmtbcXdrZg9bVE9HxTy7uzMopQuLTGW7rBEB7Yez5viwJmeJKpcRZVZk2liBHB/5tH2imC1fuDn9t+3CsLclN3m+u5dduDuzt9J2EIm9m6TBi27eTAxJSx/2u9SLS+yde+JwATa4Q9kkCcWIgR+xuNIcxD/SuAE7yBT2TBaPu7MOCBwguCi1u8AzHC8AvB5Tu9K6CH6ph/KjxILOydB8wVkOdi6Eu32usG98sN5JuSOMwLE9xqNdyJmdGwQTyIfHhOAHXEbeDC/rDEhdjEKXC86auu+jvAfUiuLPC+Vqyyx9rF9bt3CfjAT3uHGHwCoYhMEJMxeTCEO5C6nRfHwCi5EEsQakyJd+C7BUyL4SvEK/ZIKnm+QOkMlUgXGGd8IKGzrHfIffHINNCOJPxi5f87uzbgvcPGH2azjT/sDjYkx5j7xgZsxgiMLv/AjTUQumloU6csjjNhy89Lw2kFxk5sw96wZRqzMnvck4n8ygOUQNiBxSn5tDPhuJnsy2PlA7zcy7Cst0U7t3GGXja7e6JMuYtsyL48ucpMEj38uINsA01rfxGUeamcD1xJD15sUsCcw6Qsvtlsumj8Alm7e5Jwb/EQoeSQz2mkyeUrw394wiK8z+AMBHUnSFtYxQhpvofI0PaQFi5o0Ydr0OogtF9jk2QZyTPJDPlLeArNWh7NIDi70CTNOsEjbO1sOwhLEyarlhwtwRTtNvjqAx57PDEtNHkrWdsqBPvmljX9Axb/+68Ui5YqmybuVgTzhtO4owlLLa5Y6pT+StQlfLhTPbOc7APp9jl5+RaD8piGC5dfvSWUyZeFWXwEa9a+xiSdmQS3CW3sypwCy9NFzW2zKVzgwAQq85yPm9dKsA686ol9XSTrQNjAKF1Z8deR8U1PkH6ghZuXcatBl2pQkJxPYytQ4Jy4aho1xDO1RcQgKwXZCVVxOAWkdtJNpzA5ArmM2iR9Jp+N0J+E+oNw9lRBYZ/mw6NR0jEzuGVvqgVK9nR6gBbg0s9J8GU/t9xcJqSrAd1FStBMQD4v9gsr0aLgwqTRIdwKNKNiIDJL6qNhEKMbQ94HMi0EIC1ajG3ubV9sMuDe8I3dx5Lf+r3f/N3f/v3fAB7gAj7gBF7gBn7gCJ7gCr7gDN7gDv7gEB7hEj7hKJAAADs=)

**Примеры**

**входные данные**

7 3 2 1 9 5 4 6 8 0

**выходные данные**

4

# Листья дерева

Реализуйте бинарное дерево поиска для целых чисел. Программа получает на вход последовательность целых чисел и строит из них дерево. Элементы в деревья добавляются в соответствии с результатом поиска их места. Если элемент уже существует в дереве, добавлять его не надо. Балансировка дерева не производится.

Последовательность завершается числом 0, которое означает конец ввода, и добавлять его в дерево не надо.

Для полученного дерева выведите список всех листьев (вершин, не имеющих потомков) в порядке возрастания.

**Входные данные**

Вводится последовательность целых чисел, оканчивающаяся нулем. Сам ноль в последовательность не входит.

**Выходные данные**

Выведите ответ на задачу.

**Примеры**

**входные данные**

7 3 2 1 9 5 4 6 8 0

**выходные данные**

1

4

6

8

# Сортировка слиянием

Отсортируйте данный массив, используя сортировку слиянием.

**Входные данные**

Первая строка входных данных содержит количество элементов в массиве *N*, *N* ≤ 105. Далее идет *N* целых чисел, не превосходящих по абсолютной величине 109.

**Выходные данные**

Выведите эти числа в порядке неубывания.

**Примеры**

**входные данные**

2

3 1

**выходные данные**

1 3

# Треугольник Паскаля

Даны два числа n и m. Создайте двумерный массив [n][m] и заполните его по следующим правилам: Числа, стоящие в строке 0 или в столбце 0 равны 1 (A[0][j]=1, A[i][0]=1). Для всех остальных элементов массива A[i][j]=A[i-1][j]+A[i][j-1], то есть каждый элемент равен сумме двух элементов, стоящих слева и сверху от него.

**Входные данные**

Программа получает на вход два числа n и m.

**Выходные данные**

Выведите данный массив.

**Примеры**

**входные данные**

3 3

**выходные данные**

1 1 1

1 2 3

1 3 6

# Обход в глубину

Дан неориентированный невзвешенный граф. Для него вам необходимо найти количество вершин, лежащих в одной компоненте связности с данной вершиной (считая эту вершину).

**Входные данные**

В первой строке входных данных содержатся два числа: N и S (1 ≤ N ≤ 100; 1 ≤ S ≤ N), где N – количество вершин графа, а S – заданная вершина. В следующих N строках записано по N чисел – матрица смежности графа, в которой 0 означает отсутствие ребра между вершинами, а 1 – его наличие. **Гарантируется,**что на главной диагонали матрицы всегда стоят нули.

**Выходные данные**

Выведите одно целое число – искомое количество вершин.

**Примеры**

**входные данные**

3 1

0 1 1

1 0 0

1 0 0

**выходные данные**

3

# Дейкстра: восстановление пути

Дан ориентированный взвешенный граф. Найдите кратчайший путь от одной заданной вершины до другой.

**Входные данные**

В первой строке содержатся три числа: N, S и F (1≤N≤100, 1≤S, F≤N), где N – количество вершин графа, S – начальная вершина, а F – конечная. В следующих N строках вводится по N чисел, не превосходящих 100, – матрица смежности графа, где -1 означает отсутствие ребра между вершинами, а любое неотрицательное число – присутствие ребра данного веса. На главной диагонали матрицы записаны нули.

**Выходные данные**

Требуется вывести последовательно все вершины одного (любого) из кратчайших путей, или одно число -1, если пути между указанными вершинами не существует. В ответе примера указано количество вершин, а не сам путь. Ваша программа должна выдавать именно путь.

**Примеры**

**входные данные**

3 2 1

0 1 1

4 0 1

2 1 0

**выходные данные**

3

# Форд-Беллман

Дан ориентированный граф, в котором могут быть кратные ребра и петли. Каждое ребро имеет вес, выражающийся целым числом (возможно, отрицательным). Гарантируется, что циклы отрицательного веса отсутствуют.

Требуется посчитать длины кратчайших путей от вершины номер 1 до всех остальных вершин.

**Входные данные**

Программа получает сначала число N (1 <= N <= 100) – количество вершин графа и число M (0 <= M <= 10000) – количество ребер. В следующих строках идет M троек чисел, описывающих ребра: начало ребра, конец ребра и вес (вес – целое число от -100 до 100).

**Выходные данные**

Программа должна вывести N чисел – расстояния от вершины номер 1 до всех вершин графа. Если пути до соответствующей вершины не существует, вместо длины пути выведите число 30000.

**Примеры**

**входные данные**

6 4

1 2 10

2 3 10

1 3 100

4 5 -10

**выходные данные**

0 10 20 30000 30000 30000

# Остовное дерево (алгоритм Прима)

Требуется найти в связном графе остовное дерево минимально веса алгоритмом Прима.

**Входные данные**

Первая строка входного файла содержит два натуральных числа n и m - количество вершин и ребер графа соответственно (1≤n≤20000, 0≤m≤100000). Следующие m строк содержат описание ребер по одному на строке. Ребро номер i описывается тремя натуральными числами bi, ei и wi - номера концов ребра и его вес соответственно (1≤bi,ei≤n, 0≤wi≤100000).

Граф является связным.

**Выходные данные**

Выведите единственное целое число - вес минимального остовного дерева.

**Примеры**

**входные данные**

4 4

1 2 1

2 3 2

3 4 5

4 1 4

**выходные данные**

7

# Остовное дерево (алгоритм Борувки)

Требуется найти в связном графе остовное дерево минимально веса алгоритмом Борувки.

**Входные данные**

Первая строка входного файла содержит два натуральных числа n и m - количество вершин и ребер графа соответственно (1≤n≤20000, 0≤m≤100000). Следующие m строк содержат описание ребер по одному на строке. Ребро номер i описывается тремя натуральными числами bi, ei и wi - номера концов ребра и его вес соответственно (1≤bi,ei≤n, 0≤wi≤100000).

Граф является связным.

**Выходные данные**

Выведите единственное целое число - вес минимального остовного дерева.

**Примеры**

**входные данные**

4 4

1 2 1

2 3 2

3 4 5

4 1 4

**выходные данные**

7

# A-функция от строки

Дана строка S, состоящая из N символов. Определим функцию **A**(i) от первых i символов этой сроки следующим образом:

**A**(i) = максимально возможному k, что равны следующие строки:

S[1]+S[2]+S[3]+…+S[k]

S[i]+S[i–1]+S[i–2]+…+S[i–k+1]

где S[i] – i-ый символ строки S, а знак + означает, что символы записываются в строчку непосредственно друг за другом.

Напишите программу, которая вычислит значения функции **A** для заданной строчки для всех возможных значений i от 1 до N.

**Входные данные**

В первой строке входного файла записано одно число N. 1≤N≤200000. Во второй строке записана строка длиной N символов, состоящая только из больших и/или маленьких латинских букв.

**Выходные данные**

В выходной файл выведите N чисел — значения функции **A**(1), **A**(2), … **A**(N).

**Примеры**

**входные данные**

5

aabaa

**выходные данные**

1 2 0 1 5

# Префикс-функция

Дана непустая строка *S*, длина которой *N* не превышает 106. Будем считать, что элементы строки нумеруются от 1 до *N*.

Для каждой позиции *i* символа в строке нас будет интересовать подстрока, заканчивающаяся в этой позиции, и совпадающая с некоторым началом всей строки. Вообще говоря, таких подстрок будет несколько, не меньше двух. Самая длинная из них имеет длину *i*, она нас интересовать не будет. А будет нас интересовать самая длинная из остальных таких подстрок (заметим, что такая подстрока всегда существует — в крайнем случае, если ничего больше не найдется, сгодится пустая подстрока).

Значением префикс-функции π[*i*] будем считать длину этой подстроки.

Требуется для всех *i* от 1 до *N* вычислить π[*i*].

**Входные данные**

Одна строка длины *N*, 0 < *N* ≤ 106, состоящая из маленьких латинских букв.

**Выходные данные**

Выведите *N* чисел — значения префикс-функции для каждой позиции, разделенные пробелом.

**Примеры**

**входные данные**

abracadabra

**выходные данные**

0 0 0 1 0 1 0 1 2 3 4

# Выпуклая оболочка

На плоскости даны N точек. Вам требуется построить выпуклую оболочку данного множества точек. Выведите два числа: периметр и площадь.

**Входные данные**

Первая строка содержит количество точек N, 1≤N≤10000. Каждая из последующих N строк содержит два целых числа – координаты xi и yi. Все числа по модулю не превосходят 104.

**Выходные данные**

Вывести два числа: периметр и площадь выпуклой оболочки.

**Примеры**

**входные данные**

4

0 0

3 4

3 1

6 0

**выходные данные**

16.0000000000

12.0000000000