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# Executor

**Executor** 是一个简单的标准化接口，用于定义类似于线程的自定义子系统，包括线程池、异步 IO 和轻量级任务框架。根据所使用的具体 Executor 类的不同，可能在新创建的线程中，现有的任务执行线程中，或者调用 execute() 的线程中执行任务，并且可能顺序或并发执行。**ExecutorService** 提供了多个完整的异步任务执行框架。ExecutorService 管理任务的排队和安排，并允许受控制的关闭。**ScheduledExecutorService**子接口及相关的接口添加了对延迟的和定期任务执行的支持。ExecutorService 提供了安排异步执行的方法，可执行由 [Callable](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Callable.html) 表示的任何函数，结果类似于 [Runnable](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Runnable.html)。[**Future**](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Future.html) 返回函数的结果，允许确定执行是否完成，并提供取消执行的方法。**RunnableFuture** 是拥有 run 方法的 Future，run 方法执行时将设置其结果。

实现。类 ThreadPoolExecutor 和 ScheduledThreadPoolExecutor 提供可调的、灵活的线程池。**Executors** 类提供大多数 Executor 的常见类型和配置的工厂方法，以及使用它们的几种实用工具方法。其他基于 Executor 的实用工具包括具体类 FutureTask，它提供 Future 的常见可扩展实现，以及**ExecutorCompletionService**，它有助于协调对异步任务组的处理。
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## ExecutorService

Executor 提供了管理终止的方法，以及可为跟踪一个或多个异步任务执行状况而生成 [Future](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Future.html)的方法。

可以关闭 ExecutorService，这将导致其拒绝新任务。提供两个方法来关闭 ExecutorService。**shutdown()**方法在终止前允许执行以前提交的任务，而**shutdownNow()** 方法阻止等待任务启动并试图停止当前正在执行的任务。在终止时，执行程序没有任务在执行，也没有任务在等待执行，并且无法提交新任务。应该关闭未使用的 ExecutorService 以允许回收其资源。

通过创建并返回一个可用于取消执行和/或等待完成的 Future，方法 submit 扩展了基本方法 Executor.execute(java.lang.Runnable)。方法 invokeAny 和invokeAll 是批量执行的最常用形式，它们执行任务 collection，然后等待至少一个，或全部任务完成（可使用 ExecutorCompletionService类来编写这些方法的自定义变体）。

内存一致性效果：线程中向 ExecutorService 提交 Runnable 或 Callable 任务之前的操作 [happen-before](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\package-summary.html#MemoryVisibility) 由该任务所提取的所有操作，后者依次happen-before 通过 Future.get() 获取的结果。

## AbstractExecutorService

提供 ExecutorService 执行方法的默认实现。此类使用 newTaskFor 返回的 RunnableFuture 实现 submit、invokeAny 和 invokeAll 方法，默认情况下，[RunnableFuture](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\RunnableFuture.html) 是此包中提供的 [FutureTask](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\FutureTask.html) 类.

### submit(Runnable)

**public** Future<?> submit(Runnable task) {

**if** (task == **null**) **throw** **new** NullPointerException();

RunnableFuture<Object> ftask = newTaskFor(task, **null**);

execute(ftask);

**eturn** ftask;

}

调用newTaskFor方法将Runnable封装成RunnableFuture(采用FutureTask)后将任务的执行交给execute。

对于submit(Callable)和submit(Runnable,T)内部实现也是将Runnable/Callable封装成RunnableFuture对象，然后将任务执行交给execute。execute的具体实现由AbstractExecutorService的实现类(如ThreadPoolExecutor)实现。

**protected** <T> RunnableFuture<T> newTaskFor(Runnable runnable, T value) {

**return** **new** FutureTask<T>(runnable, value);

}

**protected** <T> RunnableFuture<T> newTaskFor(Callable<T> callable) {

**return** **new** FutureTask<T>(callable);

}

submit(Runnable)执行流程：

1、首先根据Runnable创建FutureTask，创建FutureTask其实就是创建一个[Sync](#_Sync)。在构建Sync的时候，会调用Executors. callable(Runnable task, T result)方法，此方法会创建RunnableAdapter[Executors内部类]，此类实现了Callable接口。

**static** **final** **class** RunnableAdapter<T> **implements** Callable<T> {

**final** Runnable task;

**final** T result;

RunnableAdapter(Runnable task, T result) {

**this**.task = task;

**this**.result = result;

}

**public** T call() {

task.run();

**return** result;

}

}

2、创建完FutureTask后，将FutureTask交给执行程序Executor的execute(Runnable)方法执行。处理逻辑见[execute(Runnable)](#_execute(Runnable))方法。

3、因为FutureTask也是一个Runnable，所以工作线程执行的时候会执行其run方法，执行run方其实就是执行[Sync](#_Sync)中的[innerRun()](#_innerRun())方法。在innerRunn方法中会调用Callable中的call()方法。从上面的处理来看，这里其实调用的是RunnableAdapter的call()方法，在RunnableAdapter中的call()方法中会调用Runnable的run()方法执行任务，并返回预定的结果。

### invokeAny(Collection<? extends Callable<T>> )

**public** <T> T invokeAny(Collection<? **extends** Callable<T>> tasks) **throws** InterruptedException, ExecutionException {

**try** {

**return** doInvokeAny(tasks, **false**, 0);

} **catch** (TimeoutException cannotHappen) {

**assert** **false**;

**return** **null**;

}

}

invokeAny方法所有的逻辑都问题doInvokeAny方法实现，如下：

**private** <T> T doInvokeAny(Collection<? **extends** Callable<T>> tasks, **boolean** timed, **long** nanos) **throws** InterruptedException, ExecutionException, TimeoutException {

**if** (tasks == **null**)

**throw** **new** NullPointerException();

**int** ntasks = tasks.size();

**if** (ntasks == 0)

**throw** **new** IllegalArgumentException();

List<Future<T>> futures= **new** ArrayList<Future<T>>(ntasks);

ExecutorCompletionService<T> ecs = **new** ExecutorCompletionService<T>(**this**);

**try** {

ExecutionException ee = **null**;

**long** lastTime = (timed)? System.*nanoTime*() : 0;

Iterator<? **extends** Callable<T>> it = tasks.iterator();

// Start one task for sure; the rest incrementally

futures.add(ecs.submit(it.next()));

--ntasks;

**int** active = 1;

**for** (;;) {

Future<T> f = ecs.poll();

**if** (f == **null**) {

**if** (ntasks > 0) {

--ntasks;

futures.add(ecs.submit(it.next()));

++active;

} **else** **if** (active == 0)

**break**;

**else** **if** (timed) {

f = ecs.poll(nanos, TimeUnit.*NANOSECONDS*);

**if** (f == **null**)

**throw** **new** TimeoutException();

**long** now = System.*nanoTime*();

nanos -= now - lastTime;

lastTime = now;

} **else**

f = ecs.take();

}

**if** (f != **null**) {

--active;

**try** {

**return** f.get();

} **catch** (InterruptedException ie) {

**throw** ie;

} **catch** (ExecutionException eex) {

ee = eex;

} **catch** (RuntimeException rex) {

ee = **new** ExecutionException(rex);

}

}

}

**if** (ee == **null**)

ee = **new** ExecutionException();

**throw** ee;

} **finally** {

**for** (Future<T> f : futures)

f.cancel(**true**);

}

}

1、创建ExecutorCompletionService实例，来承载Callable任务的执行工作。

2、首先将Collection第一个元素对应的Callable提取出来，调用submit加入执行。

3、采用for (;;) {}循环的方式调用ExecutorCompletionService的poll()方法获取已完成任务的Future，如果存在结果在调用Futrue.get()方法获取结果返回；否则调用ExecutorCompletionService.submit()执行任务。

4、对于设置了超时的，如果在规定时间内仍然没有完成的任务则抛出TimeoutException。对于没有设置超时的，则调用ExecutorCompletionService.take()等待一个任务完成并返回。

### invokeAll(Collection<? extends Callable<T>>)

**public** <T> List<Future<T>> invokeAll(Collection<? **extends** Callable<T>> tasks) **throws** InterruptedException {

**if** (tasks == **null**)

**throw** **new** NullPointerException();

List<Future<T>> futures = **new** ArrayList<Future<T>>(tasks.size());

**boolean** done = **false**;

**try** {

**for** (Callable<T> t : tasks) {

RunnableFuture<T> f = newTaskFor(t);

futures.add(f);

execute(f);

}

**for** (Future<T> f : futures) {

**if** (!f.isDone()) { // Future.isDone()标识任务是否已完成，如果完成返回true。

**try** {// 此处表示任务未完成

f.get();// 等待计算完成,然后其结果。会阻塞线程已达到获取所有Future结果

} **catch** (CancellationException ignore) {

} **catch** (ExecutionException ignore) {

}

}

}

done = **true**;

**return** futures;

} **finally** {

**if** (!done) // 如果由于某种原因(Executor终止或异常终止)，采用Future.cacncel()取消任务执行。

**for** (Future<T> f : futures)

f.cancel(**true**);

}

}

## ThreadPoolExecutor

一个 ExecutorService，它使用可能的几个池线程之一执行每个提交的任务，通常使用 Executors 工厂方法配置。

线程池可以解决两个不同问题：由于减少了每个任务调用的开销，它们通常可以在执行大量异步任务时提供增强的性能，并且还可以提供绑定和管理资源（包括执行任务集时使用的线程）的方法。每个 ThreadPoolExecutor 还维护着一些基本的统计数据，如完成的任务数。

为了便于大量上下文使用，此类提供了很多可调整的参数和**扩展钩子 (hook)**。但是，强烈建议程序员使用较为方便的 Executors 工厂方法Executors.newCachedThreadPool()（无界线程池，可以进行自动线程回收）、Executors.newFixedThreadPool(int)（固定大小线程池）和Executors.newSingleThreadExecutor()（单个后台线程），它们均为大多数使用场景预定义了设置。否则，在手动配置和调整此类时，使用以下指导：

A、核心和最大池大小

ThreadPoolExecutor 将根据corePoolSize（参见 [getCorePoolSize()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\ThreadPoolExecutor.html#getCorePoolSize())）和maximumPoolSize（参见 [getMaximumPoolSize()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\ThreadPoolExecutor.html#getMaximumPoolSize())）设置的边界自动调整池大小。当新任务在方法 execute(java.lang.Runnable) 中提交时，如果运行的线程少于 corePoolSize，则创建新线程来处理请求，即使其他辅助线程是空闲的。如果运行的线程多于 corePoolSize 而少于 maximumPoolSize，则仅当队列满时才创建新线程。如果设置的 corePoolSize 和 maximumPoolSize 相同，则创建了固定大小的线程池。如果将 maximumPoolSize 设置为基本的无界值（如 Integer.MAX\_VALUE），则允许池适应任意数量的并发任务。在大多数情况下，核心和最大池大小仅基于构造来设置，不过也可以使用 setCorePoolSize(int) 和 setMaximumPoolSize(int)进行动态更改。

B、按需构造

默认情况下，即使核心线程最初只是在新任务到达时才创建和启动的，也可以使用方法 prestartCoreThread() 或 prestartAllCoreThreads() 对其进行动态重写。如果构造带有非空队列的池，则可能希望预先启动线程。

C、创建新线程

使用 ThreadFactory 创建新线程。如果没有另外说明，则在同一个 ThreadGroup 中一律使用 [Executors.defaultThreadFactory()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Executors.html#defaultThreadFactory()) 创建线程，并且这些线程具有相同的 NORM\_PRIORITY 优先级和非守护进程状态。通过提供不同的 ThreadFactory，可以改变线程的名称、线程组、优先级、守护进程状态，等等。如果从 newThread 返回 null 时 ThreadFactory 未能创建线程，则执行程序将继续运行，但不能执行任何任务。

D、保持活动时间

如果池中当前有多于 corePoolSize 的线程，则这些**多出的线程**在空闲时间超过 keepAliveTime 时将会终止（参见getKeepAliveTime(java.util.concurrent.TimeUnit)）。这提供了当池处于非活动状态时减少资源消耗的方法。如果池后来变得更为活动，则可以创建新的线程。也可以使用方法 [setKeepAliveTime(long, java.util.concurrent.TimeUnit)](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\ThreadPoolExecutor.html#setKeepAliveTime(long, java.util.concurrent.TimeUnit)) 动态地更改此参数。使用 Long.MAX\_VALUE TimeUnit.NANOSECONDS 的值在关闭前有效地从以前的终止状态禁用空闲线程。默认情况下，保持活动策略只在有多于 corePoolSizeThreads 的线程时应用。但是只要 keepAliveTime 值非 0，allowCoreThreadTimeOut(boolean) 方法也可将此超时策略应用于核心线程。

E、排队

所有BlockingQueue 都可用于传输和保持提交的任务。可以使用此队列与池大小进行交互：

如果运行的线程少于corePoolSize，则 Executor 始终首选添加新的线程，而不进行排队。

如果运行的线程等于或多于corePoolSize，则Executor始终首选将请求加入队列，而不添加新的线程。

如果无法将请求加入队列，则创建新的线程，除非创建此线程超出 maximumPoolSize，在这种情况下，任务将被拒绝。

排队有三种通用策略：

E.1 直接提交。工作队列的默认选项是 SynchronousQueue，它将任务直接提交给线程而不保持它们。在此，如果不存在可用于立即运行任务的线程，则试图把任务加入队列将失败，因此会构造一个新的线程。此策略可以避免在处理可能具有内部依赖性的请求集时出现锁。直接提交通常要求**无界 maximumPoolSizes** 以避免拒绝新提交的任务。当命令以超过队列所能处理的平均数连续到达时，此策略允许无界线程具有增长的可能性。

E.2 无界队列。使用无界队列（例如，不具有预定义容量的 LinkedBlockingQueue）将导致在所有 corePoolSize 线程都忙时新任务在队列中等待。这样，创建的线程就不会超过 corePoolSize。（因此，maximumPoolSize 的值也就无效了。）当每个任务完全独立于其他任务，即任务执行互不影响时，适合于使用无界队列；例如，在 Web 页服务器中。这种排队可用于处理瞬态突发请求，当命令以超过队列所能处理的平均数连续到达时，此策略允许无界线程具有增长的可能性。

E.3 有界队列。当使用有限的 maximumPoolSizes 时，有界队列（如 ArrayBlockingQueue）有助于防止资源耗尽，**但是可能较难调整和控制**。队列大小和最大池大小可能需要相互折衷：使用大型队列和小型池可以最大限度地降低 CPU 使用率、操作系统资源和上下文切换开销，但是可能导致人工降低吞吐量。如果任务频繁阻塞（例如，如果它们是 I/O 边界），则系统可能为超过您许可的更多线程安排时间。使用小型队列通常要求较大的池大小，CPU 使用率较高，但是可能遇到不可接受的调度开销，这样也会降低吞吐量。

F、被拒绝的任务

当Executor已经关闭，并且 Executor 将有限边界用于最大线程和工作队列容量，且已经饱和时，在方法 execute(java.lang.Runnable) 中提交的新任务将被拒绝。在以上两种情况下，execute 方法都将调用其**RejectedExecutionHandler** 的[RejectedExecutionHandler.rejectedExecution(java.lang.Runnable, java.util.concurrent.ThreadPoolExecutor)](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\RejectedExecutionHandler.html#rejectedExecution(java.lang.Runnable, java.util.concurrent.ThreadPoolExecutor)) 方法。下面提供了四种预定义的处理程序策略：

在默认的 ThreadPoolExecutor.AbortPolicy 中，处理程序遭到拒绝将抛出运行时 RejectedExecutionException。

在 ThreadPoolExecutor.CallerRunsPolicy 中，线程调用运行该任务的 execute 本身。此策略提供简单的反馈控制机制，能够减缓新任务的提交速度。

在 ThreadPoolExecutor.DiscardPolicy 中，不能执行的任务将被删除。

在 ThreadPoolExecutor.DiscardOldestPolicy 中，如果执行程序尚未关闭，则位于工作队列头部的任务将被删除，然后重试执行程序（如果再次失败，则重复此过程）。

定义和使用其他种类的 [RejectedExecutionHandler](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\RejectedExecutionHandler.html) 类也是可能的，但这样做需要非常小心，尤其是当策略仅用于特定容量或排队策略时。

G、钩子 (hook) 方法

此类提供 protected 可重写的 beforeExecute(java.lang.Thread, java.lang.Runnable) 和 afterExecute(java.lang.Runnable, java.lang.Throwable) 方法，这两种方法分别在执行每个任务之前和之后调用。它们可用于操纵执行环境；例如，重新初始化 ThreadLocal、搜集统计信息或添加日志条目。此外，还可以重写方法 terminated() 来执行 Executor 完全终止后需要完成的所有特殊处理。

如果钩子 (hook) 或回调方法抛出异常，则内部辅助线程将依次失败并突然终止。

H、队列维护

方法**getQueue()**允许出于监控和调试目的而访问工作队列。强烈反对出于其他任何目的而使用此方法。remove(java.lang.Runnable) 和 [purge()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\ThreadPoolExecutor.html#purge()) 这两种方法可用于在取消大量已排队任务时帮助进行存储回收。

I、终止

程序 AND 不再引用的池没有剩余线程会自动 shutdown。如果希望确保回收取消引用的池（即使用户忘记调用 [shutdown()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\ThreadPoolExecutor.html#shutdown())），则必须安排未使用的线程最终终止：设置适当保持活动时间，使用 0 核心线程的下边界和/或设置 [allowCoreThreadTimeOut(boolean)](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\ThreadPoolExecutor.html#allowCoreThreadTimeOut(boolean))。

### ThreadPoolExecutor(int,int,long,TimeUnit,BlockingQueue<Runnable>,ThreadFactory,RejectedExecutionHandler)

第一个参数[corePoolSize]：池中所保存的线程数，包括空闲线程。

第二个参数[maximumPoolSize]:：池中允许的最大线程数。

第三个参数[keepAliveTime]：**当线程数大于核心时**，此为终止前多余的空闲线程等待新任务的最长时间。

第四个参数[unit]：keepAliveTime 参数的时间单位。

第五个参数[workQueue]：执行前用于保持任务的队列。此队列仅保持由 execute 方法提交的 Runnable 任务。

第六个参数[threadFactory]：执行程序创建新线程时使用的工厂。

第七个参数[handler]：由于超出线程范围和队列容量而使执行被阻塞时所使用的**处理程序**。

1、如果corePoolSize < 0或maxinumPoolSize <= 0或maximumPoolSize < corePoolSize 或 keepAliveTime < 0，将会抛出IllegalArgumentException异常。

2、如果workQueue == null 或 threadFactory == null 或 handler == null，将会抛出NullPointerException异常。

ThreadPoolExecutor还提供了另外三个构造器，如下：

1、ThreadPoolExecutor(**int** corePoolSize, **int** maximumPoolSize, **long** keepAliveTime, TimeUnit unit,BlockingQueue<Runnable> workQueue)

2、ThreadPoolExecutor(**int** corePoolSize,**int** maximumPoolSize,**long** keepAliveTime,TimeUnit unit,BlockingQueue<Runnable> workQueue,ThreadFactory threadFactory)

3、ThreadPoolExecutor(**int** corePoolSize,**int** maximumPoolSize,**long** keepAliveTime,TimeUnit unit,BlockingQueue<Runnable> workQueue,RejectedExecutionHandler handler)

在这三个构造器的实现上，其最终还是调用当前构造器，只是对某些字段采用了默认的值，如下：

1、ThreadFactory：Executors.defaultThreadFactory() 🡪 Executors.DefaultThreadFactory

2、RejectedExecutionHandler：new AbortPolicy() 🡪ThreadPoolExecutor.AbortPolicy

### execute(Runnable)

在进行此方法源码解读前，需要明白ctl字段的含义，如下：

ctl是主池(main pool)控制状态，它是一个原子类型(AtomicInteger),包括一下两个概念：

a、工作线程数量(workerCount)：表明主池中有效线程的数量。

为了将workerCount包装成一个int，我们限制工作线程最大数量为2^29-1(about 500 million)而不是(2^31)-1(2 billion)，如果在未来这个值不够，我们可以将这个变量改变为AtomicLong。

这个值可能是暂时性的价值不同于实际的活动线程的数量，

b、运行状态(runState)：表明”执行程序”是否运行，关闭等。提供了主要的生命周期控制。

RUNNING: Accept new tasks and process queued tasks

SHUTDOWN: Don't accept new tasks, but process queued tasks

STOP: Don't accept new tasks, don't process queued tasks, and interrupt in-progress tasks

TIDYING: All tasks have terminated, workerCount is zero, the thread transitioning to state TIDYING will run the terminated() hook method

TERMINATED: terminated() has completed

状态转移：

RUNNING -> SHUTDOWN ： On invocation of shutdown(), perhaps implicitly in finalize()

(RUNNING or SHUTDOWN) -> STOP ： On invocation of shutdownNow()

SHUTDOWN -> TIDYING ： When both queue and pool are empty

STOP -> TIDYING ： When pool is empty

TIDYING -> TERMINATED ： When the terminated() hook method has completed

Threads waiting in awaitTermination() will return when the state reaches TERMINATED.

在将来某个时间执行给定任务。可以在新线程中或者在现有池线程中执行该任务。 如果无法将任务提交执行，或者因为此执行程序已关闭，或者因为已达到其容量，则该任务由当前 RejectedExecutionHandler 处理。

**public** **void** execute(Runnable command) {

**if** (command == **null**)

**throw** **new** NullPointerException();

**int** c = ctl.get();

**if** (*workerCountOf*(c) < corePoolSize) {

**if** (addWorker(command, **true**))

**return**;

c = ctl.get();

}

**if** (*isRunning*(c) && workQueue.offer(command)) {

**int** recheck = ctl.get();

**if** (! *isRunning*(recheck) && remove(command))

reject(command);

**else** **if** (*workerCountOf*(recheck) == 0)

addWorker(**null**, **false**);

}

**else** **if** (!addWorker(command, **false**))

reject(command);

}

1、判断预执行的任务是否为空，如果为空则抛出NullPointerException，不进行下一步了。

2、通过workerCountOf方法获取正在工作线程的数量，如果正在工作线程的数量小于核心线程，则任务交给[addWorker(Runnable firstTask, boolean core)](#_addWorker(Runnable_firstTask,_boole)[参数值为(command,true)]方法处理。如果addWorker方法返回true，则返回；否则获取ctl值，进行下一步。

3、根据isRunning方法判断当前执行程序的状态是否为RUNNING，如果处于RUNNING状态则将当前任务加入工作队列中workQueue队列中。

3.1 获取当前执行程序的ctl字段值，根据isRunning方法判断当前执行程序的状态是否为RUNNING，如果不处于RUNNING状态，则调用remove将当前任务从workQueue队列中移除，并尝试中断当前执行程序。

3.2 如果3.1返回false并且执行程序的状态为SHUTDOWN，则调用[addWorker(Runnable firstTask, boolean core)](#_addWorker(Runnable_firstTask,_boole)[参数值为(null,false)]方法处理。

private static boolean isRunning(int c) {

return c < *SHUTDOWN*;

}

CAPACITY:536870911

RUNNING:-536870912

SHUTDOWN:0

STOP:536870912

TIDYING:1073741824

TERMINATED:1610612736

4、如果不满足步骤3的条件判断，则进行这一步。如果调用[addWorker](#_addWorker(Runnable_firstTask,_boole)[参数值为(command,false)]方法返回false，则调用[reject(Runnable command)](#_reject(Runnable_command))方法。

#### addWorker(Runnable firstTask, boolean core)

**private** **boolean** addWorker(Runnable firstTask, **boolean** core) {

retry:

**for** (;;) {

**int** c = ctl.get();

**int** rs = *runStateOf*(c);

// Check if queue empty only if necessary.

**if** (rs >= *SHUTDOWN* && ! (rs == *SHUTDOWN* && firstTask == **null** && ! workQueue.isEmpty()))

**return** **false**;

**for** (;;) {

**int** wc = *workerCountOf*(c);

**if** (wc >= *CAPACITY* || wc >= (core ? corePoolSize : maximumPoolSize))

**return** **false**;

**if** (compareAndIncrementWorkerCount(c))

**break** retry;

c = ctl.get(); // Re-read ctl

**if** (*runStateOf*(c) != rs)

**continue** retry;

// else CAS failed due to workerCount change; retry inner loop

}

}

**boolean** workerStarted = **false**;

**boolean** workerAdded = **false**;

Worker w = **null**;

**try** {

**final** ReentrantLock mainLock = **this**.mainLock;

w = **new** Worker(firstTask); // 将任务交给ThreadPoolExecutor的工作任务,详细见[Worker](#_Worker)

**final** Thread t = w.thread;

**if** (t != **null**) {

mainLock.lock();

**try** {

// Recheck while holding lock.

// Back out on ThreadFactory failure or if

// shut down before lock acquired.

**int** c = ctl.get();

**int** rs = *runStateOf*(c);

**if** (rs < *SHUTDOWN* || (rs == *SHUTDOWN* && firstTask == **null**)) {

**if** (t.isAlive()) // precheck that t is startable

**throw** **new** IllegalThreadStateException();

workers.add(w); // 加入工作任务列表

**int** s = workers.size();

**if** (s > largestPoolSize)

largestPoolSize = s;

workerAdded = **true**;

}

} **finally** {

mainLock.unlock();

}

**if** (workerAdded) {

// 开始执行工作线程，也就是执行[Worker](#_Worker)中的run方法，

// 因为Worker是一个Runnable，并且在创建工作线程t的时候已经将Worker赋给了t。

// 在Worker的run方法中调用了[runWorker(Worker)](#_runWorker(Worker))方法。

t.start();

workerStarted = **true**;

}

}

} **finally** {

**if** (! workerStarted)

addWorkerFailed(w);

}

**return** workerStarted;

}

#### runWorker(Worker)

**final** **void** runWorker(Worker w) {

Thread wt = Thread.*currentThread*();

Runnable task = w.firstTask;

w.firstTask = **null**;

w.unlock(); // 允许中断

**boolean** completedAbruptly = **true**;

**try** {

// 如果预执行的任务为空，则去任务队列workQueue中取。

**while** (task != **null** || (task = getTask()) != **null**) {

w.lock();

// If pool is stopping, ensure thread is interrupted;

// if not, ensure thread is not interrupted. This

// requires a recheck in second case to deal with

// shutdownNow race while clearing interrupt

**if** ((*runStateAtLeast*(ctl.get(), *STOP*) || (Thread.*interrupted*() && *runStateAtLeast*(ctl.get(), *STOP*))) && !wt.isInterrupted())

wt.interrupt();

**try** {

beforeExecute(wt, task);

Throwable thrown = **null**;

**try** {

task.run(); // 执行任务

} **catch** (RuntimeException x) {

thrown = x; **throw** x;

} **catch** (Error x) {

thrown = x; **throw** x;

} **catch** (Throwable x) {

thrown = x; **throw** **new** Error(x);

} **finally** {

afterExecute(task, thrown);

}

} **finally** {

task = **null**;

w.completedTasks++;

w.unlock();

}

}

completedAbruptly = **false**;

} **finally** {

// 1、将执行完的任务移出工作任务workers，并对完成completedTaskCount累加操作。

// 2、调用tryTerminate去判断当前执行程序的状态，并进行相关处理，详细见tryTerminate方法

// 3、判断当前执行程序的状态是否为RUNNING或SHUTDOWN，则判断当前执行任务的数量是否大于corePoolSize,如果大于则返回；否则从任务列表中获取一个线程加入执行任务，并执行。

// addWorker 🡪 runWorker 🡪 addWorker 直到所有任务都执行完成或执行程序终止。

processWorkerExit(w, completedAbruptly);

}

}

#### reject(Runnable command)

**final** **void** reject(Runnable command) {

handler.rejectedExecution(command, **this**);

}

将RejectedExecutionHandler的rejectedExecution方法完成后续处理，详细见[RejectedExecutionHandler](#_RejectedExecutionHandler)。

#### remove(Runnable task)

**public** **boolean** remove(Runnable task) {

**boolean** removed = workQueue.remove(task);

tryTerminate(); // In case SHUTDOWN and now empty

**return** removed;

}

将任务从workQueue工作队列中移除，并调用[tryTerminate()](#_tryTerminate())尝试中断当前执行程序。

#### tryTerminate()

**final** **void** tryTerminate() {

**for** (;;) {

**int** c = ctl.get();

**if** (*isRunning*(c) || *runStateAtLeast*(c, *TIDYING*) || (*runStateOf*(c) == *SHUTDOWN* && ! workQueue.isEmpty()))

**return**;

**if** (*workerCountOf*(c) != 0) { // Eligible to terminate

interruptIdleWorkers(*ONLY\_ONE*);

**return**;

}

**final** ReentrantLock mainLock = **this**.mainLock;

mainLock.lock();

**try** {

**if** (ctl.compareAndSet(c, *ctlOf*(*TIDYING*, 0))) {

**try** {

terminated();

} **finally** {

ctl.set(*ctlOf*(*TERMINATED*, 0));

termination.signalAll();

}

**return**;

}

} **finally** {

mainLock.unlock();

}

// else retry on failed CAS

}

}

1、如果当前执行线程的状态为RUNNING或者TIDYING或者SHUTDOWN[任务队列workerQueue不为空]则返回。当状态为STOP、SHUTDOWN(不存在任务队列workerQueue)和TERMINATED进入步骤2。

2、如果存在工作线程，则中断工作线程队列workers中的第一个未中断的线程，并返回。

3、将状态设置为TIDYING，调用钩子方法terminated(),执行完terminated()方法后，将状态设置为TERMINATED，唤醒mainLock上所有阻塞的线程。

mainLock在[awaitTermination](#_awaitTermination(long_timeout,_Time)方法中也被使用到了。

### beforeExecute(Thread t, Runnable r)

在执行给定线程中的给定Runnable之前调用的方法。此方法由将执行任务r的线程t调用，并且可用于重新初始化ThreadLocals或者执行日志记录。

此实现不执行任何操作，但可在子类中定制。注：为了正确嵌套多个重写操作，此方法结束时，子类通常应该调用 super.beforeExecute。
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### afterExecute(Runnable r, Throwable t)

基于完成执行给定Runnable所调用的方法。此方法由执行任务的线程调用。如果非null，则Throwable是导致执行突然终止的未捕获 RuntimeException或Error。

注：当操作显式地或者通过submit之类的方法包含在任务内时（如 FutureTask），这些任务对象捕获和维护计算异常，因此它们不会导致突然终止，内部异常不会传递给此方法。

此实现不执行任何操作，但可在子类中定制。注：为了正确嵌套多个重写操作，此方法开始时，子类通常应该调用 super.afterExecute。

详细可以查看ThreadPoolExecutor的runWorker方法
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### awaitTermination(long timeout, TimeUnit unit)

**public** **boolean** awaitTermination(**long** timeout, TimeUnit unit) **throws** InterruptedException {

**long** nanos = unit.toNanos(timeout);

**final** ReentrantLock mainLock = **this**.mainLock;

mainLock.lock();

**try** {

**for** (;;) {

**if** (*runStateAtLeast*(ctl.get(), *TERMINATED*))

**return** **true**;

**if** (nanos <= 0)

**return** **false**;

//造成当前线程在接到信号、被中断或到达指定等待时间之前一直处于等待状态。

nanos = termination.awaitNanos(nanos);

}

} **finally** {

mainLock.unlock();

}

}

1、从for(;;)中的两个条件判断可以看出，如果等待时间期满则返回false，如果执行程序终止则返回true。

2、这个方法用到了mainLock锁，这将导致请求关闭、发生超时或当前线程中断都会被阻塞。

3、termination是mainLock上的一个Condition，用来进行时间等待控制。

### remove(Runnable)

**public** **boolean** remove(Runnable task) {

**boolean** removed = workQueue.remove(task);

tryTerminate(); // In case SHUTDOWN and now empty

**return** removed;

}

从执行程序的内部队列中移除此任务（如果存在），从而如果尚未开始，则其不再运行。

此方法可用作取消方案的一部分。它可能无法移除在放置到内部队列之前已经转换为其他形式的任务。例如，使用 submit 输入的任务可能被转换为维护 Future 状态的形式。但是，在此情况下，[purge()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\ThreadPoolExecutor.html#purge()) 方法可用于移除那些已被取消的 Future。

### purge()

**public** **void** purge() {

**final** BlockingQueue<Runnable> q = workQueue;

**try** {

Iterator<Runnable> it = q.iterator();

**while** (it.hasNext()) {

Runnable r = it.next();

**if** (r **instanceof** Future<?> && ((Future<?>)r).isCancelled())

it.remove();

}

} **catch** (ConcurrentModificationException fallThrough) {

**for** (Object r : q.toArray())

**if** (r **instanceof** Future<?> && ((Future<?>)r).isCancelled())

q.remove(r);

}

tryTerminate(); // In case SHUTDOWN and now empty

}

尝试从工作队列移除所有**已取消的**[**Future**](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Future.html) 任务。此方法可用作存储回收操作，它对功能没有任何影响。取消的任务不会再次执行，但是它们可能在工作队列中累积，直到 worker 线程主动将其移除。调用此方法将试图立即移除它们。但是，如果出现其他线程的干预，那么此方法移除任务将失败。

### shutdown()

按过去执行已提交任务的顺序发起一个有序的关闭，但是不接受新任务。如果已经关闭，则调用没有其他作用。

**public** **void** shutdown() {

**final** ReentrantLock mainLock = **this**.mainLock;

mainLock.lock();

**try** {

checkShutdownAccess();

advanceRunState(*SHUTDOWN*);

interruptIdleWorkers();

onShutdown(); // hook for ScheduledThreadPoolExecutor

} **finally** {

mainLock.unlock();

}

tryTerminate();

}

1、checkShutdownAccess方法的目的是为了让调用者具有shutdown线程的权限。

2、advanceRunState方法的目的是将执行程序的状态(ctl)设置为SHUTDOWN。

3、interruptIdleWorkers的目的是为了中断所有工作线程(works),在此方法中使用到了mainLock锁。

4、调用钩子onShutdown()，在ScheduledThreadPoolExecutor中对此方法中有实现。

5、调用tryTerminate()方法试图中断当前执行程序。详细见[tryTerminate()](#_tryTerminate())。

### shutdownNow()

尝试停止所有的活动执行任务、暂停等待任务的处理，并返回等待执行的任务列表。在从此方法返回的任务队列中排空（移除）这些任务。

并不保证能够停止正在处理的活动执行任务，但是会尽力尝试。 此实现通过 [Thread.interrupt()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt()) 取消任务，所以无法响应中断的任何任务可能永远无法终止。

### Worker

Work主要维护线程运行任务的中断控制状态，连同其他次要的记录。它继承了AQS，这样在任务执行时可以能够获得和释放相关的锁。

private final class Worker extends AbstractQueuedSynchronizer implements Runnable {

private static final long *serialVersionUID* = 6138294804551838833L;

/\*\* Thread this worker is running in. Null if factory fails. \*/

final Thread thread;

/\*\* Initial task to run. Possibly null. \*/

Runnable firstTask;

/\*\* Per-thread task counter \*/

volatile long completedTasks;

Worker(Runnable firstTask) {

setState(-1); // inhibit interrupts until runWorker

this.firstTask = firstTask;

this.thread = getThreadFactory().newThread(this);// 将Worker交给工作线程

}

/\*\* Delegates main run loop to outer runWorker \*/

public void run() {

runWorker(this);

}

protected boolean isHeldExclusively() {// 判断锁是否被占用

return getState() != 0;

}

protected boolean tryAcquire(int unused) {

if (compareAndSetState(0, 1)) {

setExclusiveOwnerThread(Thread.*currentThread*()); // 当前线程获得锁

return true;

}

return false;

}

protected boolean tryRelease(int unused) { // 释放锁

setExclusiveOwnerThread(null);

setState(0);

return true;

}

public void lock() { acquire(1); }

public boolean tryLock() { return tryAcquire(1); }

public void unlock() { release(1); }

public boolean isLocked() { return isHeldExclusively(); }

void interruptIfStarted() { // 中断执行线程

Thread t;

if (getState() >= 0 && (t = thread) != null && !t.isInterrupted()) {

try {

t.interrupt();

} catch (SecurityException ignore) {

}

}

}

}

## ScheduledExecutorService

一个 ExecutorService，可安排在给定的延迟后运行或定期执行的命令。

schedule 方法使用各种延迟创建任务，并返回一个可用于取消或检查执行的任务对象。scheduleAtFixedRate 和 scheduleWithFixedDelay 方法创建并执行某些在取消前一直定期运行的任务。

用 Executor.execute(java.lang.Runnable) 和 ExecutorService 的 submit 方法所提交的命令，通过所请求的 0 延迟进行安排。schedule 方法中允许出现 0 和负数延迟（但不是周期），并将这些视为一种立即执行的请求。

所有的 schedule 方法都接受相对延迟和周期作为参数，而不是绝对的时间或日期。将以 [Date](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\Date.html) 所表示的绝对时间转换成要求的形式很容易。例如，要安排在某个以后的 Date 运行，可以使用：schedule(task, date.getTime() - System.currentTimeMillis(), TimeUnit.MILLISECONDS)。但是要注意，由于网络时间同步协议、时钟漂移或其他因素的存在，因此相对延迟的期满日期不必与启用任务的当前 Date 相符。 [Executors](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Executors.html) 类为此包中所提供的 ScheduledExecutorService实现提供了便捷的工厂方法。

## ScheduledThreadPoolExecutor

ThreadPoolExecutor，它可另行安排在给定的延迟后运行命令，或者定期执行命令。需要多个辅助线程时，或者要求 ThreadPoolExecutor 具有额外的灵活性或功能时，此类要优于 [Timer](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\Timer.html)。

一旦启用已延迟的任务就执行它，**但是有关何时启用，启用后何时执行则没有任何实时保证**。按照提交的先进先出 (FIFO) 顺序来启用那些被安排在同一执行时间的任务。

虽然此类继承自 [ThreadPoolExecutor](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\ThreadPoolExecutor.html)，但是几个继承的调整方法对此类并无作用。特别是，因为它作为一个**使用 corePoolSize 线程**和**一个无界队列的固定大小的池**，所以调整 maximumPoolSize 没有什么效果。

扩展注意事项：此类重写 AbstractExecutorService 的 submit 方法，以生成内部对象控制每个任务的延迟和调度。若要保留功能性，子类中任何进一步重写的这些方法都必须调用超类版本，超类版本有效地禁用附加任务的定制。但是，此类提供替代受保护的扩展方法 decorateTask（为 Runnable 和Callable 各提供一种版本），可定制用于通过 execute、submit、schedule、scheduleAtFixedRate 和 scheduleWithFixedDelay 进入的执行命令的具体任务类型。默认情况下，ScheduledThreadPoolExecutor 使用一个扩展 [FutureTask](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\FutureTask.html) 的任务类型。但是，可以使用下列形式的子类修改或替换该类型。

public class CustomScheduledExecutor extends ScheduledThreadPoolExecutor {

static class CustomTask<V> implements RunnableScheduledFuture<V> { ... }

protected <V> RunnableScheduledFuture<V> decorateTask(Runnable r, RunnableScheduledFuture<V> task) {

return new CustomTask<V>(r, task);

}

protected <V> RunnableScheduledFuture<V> decorateTask(Callable<V> c, RunnableScheduledFuture<V> task) {

return new CustomTask<V>(c, task);

}

// ... add constructors, etc.

}

### ScheduledThreadPoolExecutor(int corePoolSize)

使用给定核心池大小创建一个新ScheduledThreadPoolExecutor。

**public** ScheduledThreadPoolExecutor(**int** corePoolSize) {

**super**(corePoolSize, Integer.*MAX\_VALUE*, 0, TimeUnit.*NANOSECONDS*, **new** DelayedWorkQueue());

}

DelayedWorkQueue是ScheduledThreadPoolExecutor中的一个私有匿名类，它是一个无界队列，所以最大线程数设置将在这里失效。

**private** **static** **class** DelayedWorkQueue **extends** AbstractCollection<Runnable>

**implements** BlockingQueue<Runnable> {

// …

}

### ScheduledThreadPoolExecutor(int ,ThreadFactory )

**public** ScheduledThreadPoolExecutor(**int** corePoolSize, ThreadFactory threadFactory) {

**super**(corePoolSize, Integer.*MAX\_VALUE*, 0, TimeUnit.*NANOSECONDS*, **new** DelayedWorkQueue(), threadFactory);

}

### ScheduledThreadPoolExecutor(int, RejectedExecutionHandler)

**public** ScheduledThreadPoolExecutor(**int** corePoolSize, RejectedExecutionHandler handler) {

**super**(corePoolSize, Integer.*MAX\_VALUE*, 0, TimeUnit.*NANOSECONDS*, **new** DelayedWorkQueue(), handler);

}

### ScheduledThreadPoolExecutor(int,ThreadFactory,RejectedExecutionHandler)

**public** ScheduledThreadPoolExecutor(**int** corePoolSize, ThreadFactory threadFactory, RejectedExecutionHandler handler) {

**super**(corePoolSize, Integer.*MAX\_VALUE*, 0, TimeUnit.*NANOSECONDS*, **new** DelayedWorkQueue(), threadFactory, handler);

}

### execute(Runnable command)

使用所要求的零延迟执行命令。这在效果上等同于调用schedule(command, 0, anyUnit)。注意，对由 **shutdownNow**所返回的队列和列表的检查将访问零延迟的**ScheduledFuture**，而不是command本身。

**public** **void** execute(Runnable command) {

schedule(command, 0, TimeUnit.*NANOSECONDS*);

}

方法将转调[schedule(Runnable command, long delay, TimeUnit unit)](#_schedule(Runnable_command,_long)完成任务调度。

### submit(Callable)

提交一个返回值的任务用于执行，返回一个表示任务的未决结果的Future。该Future 的 get 方法在成功完成时将会返回该任务的结果。

如果想立即阻塞任务的等待，则可以使用 result = exec.submit(aCallable).**get()**; 形式的构造。

注：Executors 类包括了一组方法，可以转换某些其他常见的类似于闭包的对象，例如，将 PrivilegedAction 转换为 [Callable](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Callable.html) 形式，这样就可以提交它们了。

**public** <T> Future<T> submit(Callable<T> task) {

**return** schedule(task, 0, TimeUnit.*NANOSECONDS*);

}

可以看出此方法提交的任务将被立即执行，详细见[schedule(Callable<V> callable, long delay, TimeUnit unit)](#_schedule(Callable<V>_callable,_long)

### submit(Runnable,T)

提交一个 Runnable 任务用于执行，并返回一个表示该任务的Future。该Future 的 get 方法在成功完成时将会返回给定的结果。

**public** <T> Future<T> submit(Runnable task, T result) {

**return** schedule(Executors.*callable*(task, result), 0, TimeUnit.*NANOSECONDS*);

}

可以看出，这里调用Executors.callable(Runnable,T)接口将Runnable封装成Callable[RunnableAdapter]对象，然后转调[schedule(Callable<V> callable, long delay, TimeUnit unit)](#_schedule(Callable<V>_callable,_long)方法。

### submit(Runnable)

提交一个Runnable任务用于执行，并返回一个表示该任务的Future。该 Future 的 get 方法在成功完成时将会返回 null。

**public** Future<?> submit(Runnable task) {

**return** schedule(task, 0, TimeUnit.*NANOSECONDS*);

}

将调用[schedule(Runnable command, long delay, TimeUnit unit)](#_schedule(Runnable_command,_long)处理任务的调度

### schedule(Callable<V> callable, long delay, TimeUnit unit)

创建并执行在给定延迟后启用的ScheduledFuture。

**public** <V> ScheduledFuture<V> schedule(Callable<V> callable, **long** delay, TimeUnit unit) {

**if** (callable == **null** || unit == **null**)

**throw** **new** NullPointerException();

**if** (delay < 0) delay = 0;

**long** triggerTime = now() + unit.toNanos(delay); // 触发时间

RunnableScheduledFuture<V> t = decorateTask(callable, **new** ScheduledFutureTask<V>(callable, triggerTime));

delayedExecute(t);

**return** t;

}

1、对Callable和TimeUnit进行非空校验

2、对delay[从现在开始延迟执行的时间]进行校验，如果小于0则将值设置为0.并计算任务的触发时间。

3、装饰任务[Callable]，将任务封装成[ScheduledFutureTask](#_ScheduledFutureTask)，ScheduledFutureTask继承了FutureTask并实现了RunnableScheduledFuture接口。schedule方法中实例化RunnableScheduledFuture时，period等于0，此值表示任务是否周期执行。

4、decorateTask是ScheduledThreadPoolExecutor提供的一个受保护方法，此方法主要是” 修改或替换用于执行 callable 的任务。此方法可重写用于管理内部任务的具体类。默认实现返回给定任务。”，可以在ScheduledThreadPoolExecutor子类中重写此方法逻辑。

5、调用[delayedExecute(RunnableScheduledFuture<?> task)](#_delayedExecute(RunnableScheduledFut)方法执行任务。

### schedule(Runnable command, long delay, TimeUnit unit)

创建并执行在给定延迟后启用的一次性操作。

**public** ScheduledFuture<?> schedule(Runnable command, **long** delay, TimeUnit unit) {

**if** (command == **null** || unit == **null**)

**throw** **new** NullPointerException();

**if** (delay < 0) delay = 0;

**long** triggerTime = now() + unit.toNanos(delay);

RunnableScheduledFuture<?> t = decorateTask(command, **new** ScheduledFutureTask<Void>(command, **null**, triggerTime));

delayedExecute(t);

**return** t;

}

与[schedule(Callable<V> callable, long delay, TimeUnit unit)](#_schedule(Callable<V>_callable,_long)类似。

### scheduleAtFixedRate(Runnable command, long initialDelay, long period, TimeUnit unit)

initialDelay：首次执行的延迟时间

period ： 连续执行之间的周期

创建并执行一个在给定初始延迟后首次启用的定期操作，后续操作具有给定的周期；也就是将在 initialDelay 后开始执行，然后在initialDelay+period 后执行，接着在 initialDelay + 2 \* period 后执行，依此类推。如果任务的任何一个执行遇到异常，则后续执行都会被取消。否则，只能通过执行程序的取消或终止方法来终止该任务。**如果此任务的任何一个执行要花费比其周期更长的时间，则将推迟后续执行，但不会同时执行**。

**public** ScheduledFuture<?> scheduleAtFixedRate(Runnable command, **long** initialDelay, **long** period, TimeUnit unit) {

**if** (command == **null** || unit == **null**)

**throw** **new** NullPointerException();

**if** (period <= 0)

**throw** **new** IllegalArgumentException();

**if** (initialDelay < 0) initialDelay = 0;

**long** triggerTime = now() + unit.toNanos(initialDelay);

ScheduledFutureTask<Void> sft = **new** ScheduledFutureTask<Void>(command,**null**,triggerTime, unit.toNanos(period));

RunnableScheduledFuture<Void> t = decorateTask(command, sft);

sft.outerTask = t;

delayedExecute(t);

**return** t;

}

### scheduleWithFixedDelay(Runnable command, long initialDelay, long delay, TimeUnit unit)

initialDelay ：首次执行的延迟时间

delay ：一次执行终止和下一次执行开始之间的延迟

创建并执行一个在给定初始延迟后首次启用的定期操作，随后，在**每一次执行终止**和**下一次执行开始之间**都存在给定的延迟。**如果任务的任一执行遇到异常，就会取消后续执行**。否则，只能通过执行程序的取消或终止方法来终止该任务。

**public** ScheduledFuture<?> scheduleWithFixedDelay(Runnable command, **long** initialDelay, **long** delay, TimeUnit unit) {

**if** (command == **null** || unit == **null**)

**throw** **new** NullPointerException();

**if** (delay <= 0)

**throw** **new** IllegalArgumentException();

**if** (initialDelay < 0) initialDelay = 0;

**long** triggerTime = now() + unit.toNanos(initialDelay);

ScheduledFutureTask<Void> sft = **new** ScheduledFutureTask<Void>(command,**null**,triggerTime, unit.toNanos(-delay));

RunnableScheduledFuture<Void> t = decorateTask(command, sft);

sft.outerTask = t;

delayedExecute(t);

**return** t;

}

### delayedExecute(RunnableScheduledFuture<?> task)

**private** **void** delayedExecute(RunnableScheduledFuture<?> task) {

**if** (isShutdown())

reject(task);

**else** {

**super**.getQueue().add(task);

**if** (isShutdown() && !canRunInCurrentRunState(task.isPeriodic()) && remove(task))

task.cancel(**false**);

**else**

prestartCoreThread();

}

}

1、如果当前执行程序已经关闭(SHUTDOWN、STOP、TIDYING和TERMINATED状态)，则调用reject()方法，在前面提到过reject方法内部其实就是调用了[RejectedExecutionHandler](#_RejectedExecutionHandler)的rejectedExecution()方法。具体那个实现类，就要看初始化ScheduledThreadPoolExecutor的设值了，当然在初始化之后调用ThreadPoolExecutor的setRejectedExecutionHandler动态设值。

2、如果执行程序状态为READY或RUNNING，则将任务加入任务队列workQueue中。

3、判断任务是否要取消，同时满足一下三个条件则取消任务。

3.1 调用isShutDown()方法，判断当前执行程序是否关闭。如果关闭则判断3.2逻辑，否则返回。

3.2 调用canRunInCurrentRunState判断任务关闭之后是否可以继续执行任务，task.isPeriodic()的值根据ScheduledFutureTask中period参数决定。如果canRunInCurrentRunState为true则返回，否则继续3.3逻辑。

**boolean** canRunInCurrentRunState(**boolean** periodic) {

**return** isRunningOrShutdown(periodic ? continueExistingPeriodicTasksAfterShutdown : executeExistingDelayedTasksAfterShutdown);

}

**final** **boolean** isRunningOrShutdown(**boolean** shutdownOK) {

**int** rs = *runStateOf*(ctl.get());

**return** rs == *RUNNING* || (rs == *SHUTDOWN* && shutdownOK);

}

continueExistingPeriodicTasksAfterShutdown：设置有关在此执行程序已 shutdown 的情况下是否继续执行现有**定期任务**的策略。在这种情况下，仅在执行 shutdownNow 时，或者在执行程序已关闭、将策略设置为 false 后才终止这些任务。此值默认为 false。可以通过**setContinueExistingPeriodicTasksAfterShutdownPolicy(boolean)**动态设置。

**public** **void** setContinueExistingPeriodicTasksAfterShutdownPolicy(**boolean** value) {

continueExistingPeriodicTasksAfterShutdown = value;

**if** (!value && isShutdown())

onShutdown();

}

executeExistingDelayedTasksAfterShutdown: 设置有关在此执行程序已 shutdown 的情况下是否继续执行现有**延迟任务**的策略。在这种情况下，仅在执行 shutdownNow 时，或者在执行程序已关闭、将策略设置为 false 后才终止这些任务。此值默认为 true。可以通过**setExecuteExistingDelayedTasksAfterShutdownPolicy(boolean)**动态设置。

**public** **void** setExecuteExistingDelayedTasksAfterShutdownPolicy(**boolean** value) {

executeExistingDelayedTasksAfterShutdown = value;

**if** (!value && isShutdown())

onShutdown(); // 当执行程序关闭后，取消和清空任务队列中所有的任务。

}

3.3 从任务队列wokeQueue中移除任务。

如果满足上述3个条件，则调用FutureTask的cancel(boolean)取消任务，但是传入cancel方法的值为false，代表执行程序不会去中断执行任务。

4、如果3中的三个条件”与运算”返回false，则进入本步骤。调用prestartCoreThread方法执行任务。

**public** **boolean** prestartCoreThread() {

**return** *workerCountOf*(ctl.get()) < corePoolSize && addWorker(**null**, **true**);

}

如果工作线程数少于核心线程数corePoolSize，则调用[addWorker(Runnable firstTask, boolean core)](#_addWorker(Runnable_firstTask,_boole)。从前面可以知道工作任务Woker会触发FutureTask的run()方法的执行，所以这里我们重点需要关注的是ScheduledFutureTask的[run()](#_run())方法逻辑。

需要注意的是，调用addWorker时，传入的Runnable是空，在启动工作任务Worker时，会触发runWorker方法的调用，在runWorker方法中存在一段逻辑，如下：

**final** **void** runWorker(Worker w) {

Thread wt = Thread.*currentThread*();

Runnable task = w.firstTask; // task为空

// ..

// task为空，则从workQueue获取，因为这里的workQueue是DelayedWorkQueue类型，并且DelayedWorkQueue

// 中操作的元素全部都是ScheduledFutureTask类型，所以，延迟时间的判断由ScheduledFutureTask的[getDelay(TimeUnit)](#_getDelay(TimeUnit))决定。

**while** (task != **null** || (task = getTask()) != **null**) { }

}

### ScheduledFutureTask

**private** **class** ScheduledFutureTask<V> **extends** FutureTask<V> **implements** RunnableScheduledFuture<V> {

/\*\* Sequence number to break ties FIFO \*/

**private** **final** **long** sequenceNumber;

/\*\* The time the task is enabled to execute in nanoTime units \*/

**private** **long** time;

/\*\*

\* Period in nanoseconds for repeating tasks. A positive value indicates fixed-rate execution.

\* A negative value indicates fixed-delay execution. A value of 0 indicates a non-repeating task.

\*/

**private** **final** **long** period;

/\*\* The actual task to be re-enqueued by reExecutePeriodic \*/

RunnableScheduledFuture<V> outerTask = **this**;

/\*\*

\* Creates a one-shot action with given nanoTime-based trigger time.

\*/

ScheduledFutureTask(Runnable r, V result, **long** ns) {

**super**(r, result);

**this**.time = ns;

**this**.period = 0;

**this**.sequenceNumber = *sequencer*.getAndIncrement();

}

/\*\*

\* Creates a periodic action with given nano time and period.

\*/

ScheduledFutureTask(Runnable r, V result, **long** ns, **long** period) {

**super**(r, result);

**this**.time = ns;

**this**.period = period;

**this**.sequenceNumber = *sequencer*.getAndIncrement();

}

/\*\*

\* Creates a one-shot action with given nanoTime-based trigger.

\*/

ScheduledFutureTask(Callable<V> callable, **long** ns) {

**super**(callable);

**this**.time = ns;

**this**.period = 0;

**this**.sequenceNumber = *sequencer*.getAndIncrement();

}

**// …**

}

1、因为ScheduledFutureTask继承了FutureTask，所以在ScheduledFutureTask的所有构造器中可以看出，它们都调用了父类的构造器，详细见[FutureTask](#_FutureTask)。也就是说，不管是Runnable还是Callable都会给封装成FutureTask中的Sync对象。

2、因为Callable只能被计算一次，ScheduledFutureTask没有定义可以周期执行的Callable，但是定义了可以周期执行的Runnable。

ScheduledFutureTask(Runnable r, V result, **long** ns, **long** period) {

**super**(r, result);

**this**.time = ns;

**this**.period = period;

**this**.sequenceNumber = *sequencer*.getAndIncrement();

}

#### run()

public void run() {

boolean periodic = isPeriodic();

if (!canRunInCurrentRunState(periodic))

cancel(false);

else if (!periodic)

ScheduledFutureTask.super.run();

else if (ScheduledFutureTask.super.runAndReset()) {

setNextRunTime();

reExecutePeriodic(outerTask);

}

}

这个方法三段逻辑

1、判断当前任务是否可以执行，如果不可执行则取消任务。

2、如果当前调度任务为非周期执行，则调用ScheduledFutureTask的父类[FutureTask](#_FutureTask)的[run()](#_run()_1)方法执行任务。

3、然后执行目标任务，并重置任务状态、设置下次执行时间，并将任务从新加入workQueue队列中。

**private** **void** setNextRunTime() { // 设置下一次执行的时间

**long** p = period;

**if** (p > 0)

time += p; // [scheduleAtFixedRate(Runnable command, long initialDelay, long period, TimeUnit unit)](#_scheduleAtFixedRate(Runnable_comman)

**else**

time = now() - p; //[scheduleWithFixedDelay(Runnable command, long initialDelay, long delay, TimeUnit unit)](#_scheduleWithFixedDelay(Runnable_com)

}

#### getDelay(TimeUnit)

**public** **long** getDelay(TimeUnit unit) {

**long** d = unit.convert(time - now(), TimeUnit.*NANOSECONDS*);

**return** d;

}

#### compareTo(Delayed)

**public** **int** compareTo(Delayed other) {

**if** (other == **this**) // compare zero ONLY if same object

**return** 0;

**if** (other **instanceof** ScheduledFutureTask) {

ScheduledFutureTask<?> x = (ScheduledFutureTask<?>)other;

**long** diff = time - x.time;

**if** (diff < 0)

**return** -1;

**else** **if** (diff > 0)

**return** 1;

**else** **if** (sequenceNumber < x.sequenceNumber)

**return** -1;

**else**

**return** 1;

}

**long** d = (getDelay(TimeUnit.*NANOSECONDS*) - other.getDelay(TimeUnit.*NANOSECONDS*));

**return** (d == 0) ? 0 : ((d < 0) ? -1 : 1);

}

# RejectedExecutionHandler
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RejectedExecutionHandler类图

无法由 [ThreadPoolExecutor](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\ThreadPoolExecutor.html) 执行的任务的处理程序。

ThreadPoolExecutor.AbortPolicy：用于被拒绝任务的处理程序，它将抛出 RejectedExecutionException.

ThreadPoolExecutor.CallerRunsPolicy：用于被拒绝任务的处理程序，它直接在 execute 方法的调用线程中运行被拒绝的任务；如果执行程序已关闭，则会丢弃该任务。

**public** **void** rejectedExecution(Runnable r, ThreadPoolExecutor e) {

**if** (!e.isShutdown()) {// 如果执行程序未关闭，则直接执行任务。

r.run();

}

}

ThreadPoolExecutor.DiscardOldestPolicy：用于被拒绝任务的处理程序，它放弃最旧的未处理请求，然后重试 execute；如果执行程序已关闭，则会丢弃该任务。

**public** **void** rejectedExecution(Runnable r, ThreadPoolExecutor e) {

**if** (!e.isShutdown()) {

e.getQueue().poll();// 放弃执行程序任务队列中等待最久的任务

e.execute(r);// 尝试执行任务。

}

}

ThreadPoolExecutor.DiscardPolicy：用于被拒绝任务的处理程序，默认情况下它将丢弃被拒绝的任务

**public** **void** rejectedExecution(Runnable r, ThreadPoolExecutor e) {

}

# BlockingQueue
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BlockingQueue类图

支持两个附加操作的 Queue，这两个操作是：获取元素时等待队列变为非空，以及存储元素时等待空间变得可用。

BlockingQueue 方法以四种形式出现，对于不能立即满足但可能在将来某一时刻可以满足的操作，这四种形式的处理方式不同：

第一种是抛出一个异常。

第二种是返回一个特殊值（null 或 false，具体取决于操作）。

第三种是在操作可以成功前，无限期地阻塞当前线程。

第四种是在放弃前只在给定的最大时间限制内阻塞。下表中总结了这些方法：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | 抛出异常 | 特殊值 | 阻塞 | 超时 |
|  |  |  |  |  |
| 插入 | add(e) | offer(e) | put(e) | offer(e, time, unit) |
| 移除 | remove() | poll() | take() | poll(time, unit) |
| 检查 | element() | peek() | 不可用 | 不可用 |

**BlockingQueue** 不接受 **null** 元素。试图 add、put 或 offer 一个 null 元素时，某些实现会抛出 NullPointerException。null 被用作指示 poll 操作失败的警戒值。

BlockingQueue 可以是限定容量的。它在任意给定时间都可以有一个 remainingCapacity，超出此容量，便无法无阻塞地 put 附加元素。没有任何内部容量约束的 BlockingQueue 总是报告 Integer.MAX\_VALUE 的剩余容量。

BlockingQueue 实现主要用于生产者-使用者队列，但它另外还支持 [Collection](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\Collection.html) 接口。因此，举例来说，使用 remove(x) 从队列中移除任意一个元素是有可能的。然而，这种操作通常不会有效执行，只能有计划地偶尔使用，比如在取消排队信息时。

**BlockingQueue 实现**是**线程安全**的。**所有排队方法**都可以使用**内部锁**或**其他形式的并发控制**来自动达到它们的目的。然而，大量的 Collection 操作（addAll、containsAll、retainAll 和 removeAll）没有必要自动执行，除非在实现中特别说明。因此，举例来说，在只添加了 c 中的一些元素后，addAll(c) 有可能失败（抛出一个异常）。

BlockingQueue 实质上不支持使用任何一种“close”或“shutdown”操作来指示不再添加任何项。这种功能的需求和使用有依赖于实现的倾向。例如，一种常用的策略是：对于生产者，插入特殊的 end-of-stream 或 poison 对象，并根据使用者获取这些对象的时间来对它们进行解释。

内存一致性效果：当存在其他并发 collection 时，将对象放入 BlockingQueue 之前的线程中的操作 [happen-before](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\package-summary.html#MemoryVisibility) 随后通过另一线程从BlockingQueue 中访问或移除该元素的操作。

## ArrayBlockingQueue

一个由数组支持的**有界**[**阻塞队列**](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\BlockingQueue.html)。此队列按FIFO（先进先出）原则对元素进行排序。队列的头部是在队列中存在时间最长的元素。队列的尾部是在队列中存在时间最短的元素。新元素插入到队列的尾部，队列获取操作则是从队列头部开始获得元素。

这是一个典型的“有界缓存区”，固定大小的数组在其中保持生产者插入的元素和使用者提取的元素。一旦创建了这样的缓存区，就不能再增加其容量。试图向已满队列中放入元素会导致操作受阻塞；试图从空队列中提取元素将导致类似阻塞。

此类支持对等待的生产者线程和使用者线程**进行排序的可选公平策略**。默认情况下，不保证是这种排序。然而，通过将公平性 (fairness) 设置为true 而构造的队列允许按照FIFO顺序访问线程。公平性通常会降低吞吐量，但也减少了可变性和避免了“不平衡性”。

此类及其迭代器实现了Collection 和 Iterator 接口的所有可选方法。

/\*\* The queued items \*/

**private** **final** E[] items;

/\*\* items index for next take, poll or remove \*/

**private** **int** takeIndex;

/\*\* items index for next put, offer, or add. \*/

**private** **int** putIndex;

/\*\* Number of items in the queue \*/

**private** **int** count;

/\* Concurrency control uses the classic two-condition algorithm found in any textbook. \*/

/\*\* Main lock guarding all access \*/

**private** **final** ReentrantLock lock;

/\*\* Condition for waiting takes \*/

**private** **final** Condition notEmpty;

/\*\* Condition for waiting puts \*/

**private** **final** Condition notFull;

### ArrayBlockingQueue(int capacity)

**public** ArrayBlockingQueue(**int** capacity) {

**this**(capacity, **false**);

}

创建一个带有给定的（固定）容量和默认访问策略的 ArrayBlockingQueue。

这个默认策略就是创建一个非公平策略的可重入的互斥锁ReentrantLock.

详细见[ArrayBlockingQueue(int capacity, boolean fair)](#_ArrayBlockingQueue(int_capacity,_bo)。

### ArrayBlockingQueue(int capacity, boolean fair)

**public** ArrayBlockingQueue(**int** capacity, **boolean** fair) {

**if** (capacity <= 0)

**throw** **new** IllegalArgumentException();

**this**.items = (E[]) **new** Object[capacity];

lock = **new** ReentrantLock(fair);

notEmpty = lock.newCondition();

notFull = lock.newCondition();

}

创建一个具有给定的（固定）容量和指定访问策略的ArrayBlockingQueue。

fair ：如果为 true，则按照 **FIFO顺序访问**插入或移除时受阻塞线程的队列；如果为 false，则**访问顺序**是不确定的。

### ArrayBlockingQueue(int, boolean, Collection<? extends E>)

**public** ArrayBlockingQueue(**int** capacity, **boolean** fair, Collection<? **extends** E> c) {

**this**(capacity, fair);

**if** (capacity < c.size())

**throw** **new** IllegalArgumentException();

**for** (Iterator<? **extends** E> it = c.iterator(); it.hasNext();)

add(it.next());

}

创建一个具有给定的（固定）容量和指定访问策略的 ArrayBlockingQueue，它最初包含给定 collection 的元素，并以 collection 迭代器的遍历顺序添加元素。

### add(E)

将指定的元素插入到此队列的尾部（如果立即可行且不会超过该队列的容量），在成功时返回 true，如果此队列已满，则抛出IllegalStateException。

public boolean add(E e) {

return super.add(e);

}

调用父类AbstractQueue的add(E)方法，如下：

public boolean add(E e) {

if (offer(e))

return true;

else

throw new IllegalStateException("Queue full");

}

AbstractQueue的add方法会调用offer(E)方法将元素添加到队列中，offer(E)在不同的子类中有不同的实现，ArrayBlockingQueue的实现见[offer(E)](#_offer(E))。如果添加元素失败[可能队列已满]，则抛出IllegalStateException异常。

### offer(E)

将指定的元素插入到此队列的尾部（如果立即可行且不会超过该队列的容量），在成功时返回 true，如果此队列已满，则返回 false。此方法通常要优于 [add(E)](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\ArrayBlockingQueue.html#add(E)) 方法，后者可能无法插入元素，而只是抛出一个异常。

**public** **boolean** offer(E e) {

**if** (e == **null**) **throw** **new** NullPointerException();

**final** ReentrantLock lock = **this**.lock;

lock.lock();

**try** {

**if** (count == items.length) // 队列已满

**return** **false**;

**else** { // 将元素插入队列末端

insert(e);

**return** **true**;

}

} **finally** {

lock.unlock();

}

}

**private** **void** insert(E x) { // 务必在保持锁的线程中操作

items[putIndex] = x;

putIndex = inc(putIndex); // 将待插入元素的下标加1,如果加1后达到最大数(item.length)，则为0

++count;// 总数加1

notEmpty.signal(); // 唤醒非空Condition

}

**final** **int** inc(**int** i) {

**return** (++i == items.length)? 0 : i;

}

插入的过程是不可中断的，详细见ReentrantLock的lock方法。

### put(E)

将指定的元素插入此队列的尾部，如果该队列已满，则等待可用的空间。

**public** **void** put(E e) **throws** InterruptedException {

**if** (e == **null**) **throw** **new** NullPointerException();

**final** E[] items = **this**.items;

**final** ReentrantLock lock = **this**.lock;

lock.lockInterruptibly(); // 获得锁的过程是可中断的。

**try** {

**try** {

**while** (count == items.length)

notFull.await(); // 等待队列不为空

} **catch** (InterruptedException ie) {

notFull.signal(); // 唤醒等待队列不为空的Condition

**throw** ie;

}

insert(e);// 插入元素

} **finally** {

lock.unlock();

}

}

### offer(E e, long timeout, TimeUnit unit)

**public** **boolean** offer(E e, **long** timeout, TimeUnit unit) **throws** InterruptedException {

**if** (e == **null**) **throw** **new** NullPointerException();

**long** nanos = unit.toNanos(timeout);

**final** ReentrantLock lock = **this**.lock;

lock.lockInterruptibly(); // 获取锁的过程可中断

**try** {

**for** (;;) {

**if** (count != items.length) {

insert(e);

**return** **true**;

}

**if** (nanos <= 0) // 超时，返回false

**return** **false**;

**try** {

nanos = notFull.awaitNanos(nanos); // 等待队列有空位

} **catch** (InterruptedException ie) {

notFull.signal(); // propagate to non-interrupted thread

**throw** ie;

}

}

} **finally** {

lock.unlock();

}

}

### poll()

获取并移除此队列的头，如果此队列为空，则返回 null。

**public** E poll() {

**final** ReentrantLock lock = **this**.lock;

lock.lock(); // 不可中断

**try** {

**if** (count == 0)

**return** **null**;

E x = extract();

**return** x;

} **finally** {

lock.unlock();

}

}

**private** E extract() {

**final** E[] items = **this**.items;

E x = items[takeIndex];

items[takeIndex] = **null**;

takeIndex = inc(takeIndex);

--count;

notFull.signal();

**return** x;

}

## SynchronousQueue

一种**阻塞队列**，其中每个插入操作必须等待另一个线程的对应移除操作，反之亦然。同步队列没有任何内部容量，甚至连一个队列的容量都没有。不能在同步队列上进行 peek，因为仅在试图要移除元素时，该元素才存在；除非另一个线程试图移除某个元素，否则也不能（使用任何方法）插入元素；也不能迭代队列，因为其中没有元素可用于迭代。队列的头是尝试添加到队列中的首个已排队插入线程的元素；如果没有这样的已排队线程，则没有可用于移除的元素并且 poll() 将会返回 null。对于其他 Collection 方法（例如 contains），SynchronousQueue 作为一个空 collection。此队列不允许 null 元素。

同步队列类似于CSP和Ada中使用的 rendezvous 信道。它**非常适合于传递性设计**，在这种设计中，在一个线程中运行的对象要将某些信息、事件或任务传递给在另一个线程中运行的对象，它就必须与该对象同步。

对于正在等待的生产者和使用者线程而言，此类支持可选的公平排序策略。默认情况下不保证这种排序。但是，使用公平设置为 true 所构造的队列可保证线程以FIFO的顺序进行访问。

此类及其迭代器实现 [Collection](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\Collection.html) 和 [Iterator](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\Iterator.html) 接口的所有可选方法。

### SynchronousQueue(boolean fair)

**public** SynchronousQueue(**boolean** fair) {

transferer = (fair)? **new** TransferQueue() : **new** TransferStack();

}

 创建一个具有指定公平策略的 SynchronousQueue.

TransferQueue、TransferStack和Transferer都是SynchronousQueue中的静态内部类，TransferQueue、TransferStack都继承了Transferer抽象类，Transferer中定义了transfer方法由实现类实现。

### Transferer

static abstract class Transferer {

// 执行一个put或take操作

abstract Object transfer(Object e, boolean timed, long nanos);

}

### TransferQueue

TransferQueue中定义了一个静态内部类QNode,用于承载队列中的节点功能

static final class QNode {

volatile QNode next; // 节点的下一个节点

volatile Object item;// 节点中的元素

volatile Thread waiter; // 控制阻塞/唤醒

final boolean isData;

QNode(Object item, boolean isData) {

this.item = item;

this.isData = isData;

}

static final AtomicReferenceFieldUpdater<QNode, QNode> *nextUpdater* = AtomicReferenceFieldUpdater.*newUpdater* (QNode.class, QNode.class, "next"); // QNode类的next原子字段更新器

boolean casNext(QNode cmp, QNode val) { // 原子更新next字段

return (next == cmp && *nextUpdater*.compareAndSet(this, cmp, val));

}

static final AtomicReferenceFieldUpdater<QNode, Object> *itemUpdater* = AtomicReferenceFieldUpdater.*newUpdater* (QNode.class, Object.class, "item");// QNode类的item原子字段更新器

boolean casItem(Object cmp, Object val) {// 原子更新item字段

return (item == cmp && *itemUpdater*.compareAndSet(this, cmp, val));

}

void tryCancel(Object cmp) {

*itemUpdater*.compareAndSet(this, cmp, this);

}

boolean isCancelled() {

return item == this;

}

boolean isOffList() {

return next == this;

}

}

在TransferQueue定义了队列的头节点head、尾节点tail等

/\*\* Head of queue \*/

**transient** **volatile** QNode head;

/\*\* Tail of queue \*/

**transient** **volatile** QNode tail;

/\*\* Reference to a cancelled node that might not yet have been unlinked from queue because it was the last inserted node when \* it cancelled. \*/

**transient** **volatile** QNode cleanMe;

TransferQueue() {

QNode h = **new** QNode(**null**, **false**); // 初始化一个傀儡(dummy)节点.

head = h;

tail = h;

}

#### transfer()

Object transfer(Object e, **boolean** timed, **long** nanos) {

QNode s = **null**; // constructed/reused as needed

**boolean** isData = (e != **null**);

**for** (;;) {

QNode t = tail;

QNode h = head;

**if** (t == **null** || h == **null**)// 判断TransferQueue是否初始化完毕

**continue**; // 如果没有初始化完毕，则自旋。

**if** (h == t || t.isData == isData) { // 队列为空

QNode tn = t.next;

**if** (t != tail) // inconsistent read

**continue**;

**if** (tn != **null**) { // lagging tail

advanceTail(t, tn);

**continue**;

}

**if** (timed && nanos <= 0) // can't wait

**return** **null**;

**if** (s == **null**)

s = **new** QNode(e, isData);

**if** (!t.casNext(**null**, s)) // failed to link in

**continue**;

advanceTail(t, s); // swing tail and wait

Object x = awaitFulfill(s, e, timed, nanos);

**if** (x == s) { // wait was cancelled

clean(t, s);

**return** **null**;

}

**if** (!s.isOffList()) { // not already unlinked

advanceHead(t, s); // unlink if head

**if** (x != **null**) // and forget fields

s.item = s;

s.waiter = **null**;

}

**return** (x != **null**)? x : e;

} **else** { // complementary-mode

QNode m = h.next; // node to fulfill

**if** (t != tail || m == **null** || h != head)

**continue**; // inconsistent read

Object x = m.item;

**if** (isData == (x != **null**) || // m already fulfilled

x == m || // m cancelled

!m.casItem(x, e)) { // lost CAS

advanceHead(h, m); // dequeue and retry

**continue**;

}

advanceHead(h, m); // successfully fulfilled

LockSupport.*unpark*(m.waiter);

**return** (x != **null**)? x : e;

}

}

}

## LinkedBlockingQueue

一个基于已链接节点的、范围任意的BlockingQueue。此队列按 FIFO（先进先出）排序元素。队列的头部是在队列中时间最长的元素。队列的尾部是在队列中时间最短的元素。新元素插入到队列的尾部，并且队列获取操作会获得位于队列头部的元素。链接队列的吞吐量通常要高于基于数组的队列，但是在大多数并发应用程序中，其可预知的性能要低。

可选的容量范围构造方法参数作为防止队列过度扩展的一种方法。如果未指定容量，则它等于 Integer.MAX\_VALUE。除非插入节点会使队列超出容量，否则每次插入后会动态地创建链接节点。

此类及其迭代器实现 [Collection](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\Collection.html) 和 [Iterator](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\Iterator.html) 接口的所有可选 方法。

### LinkedBlockingQueue(int capacity)

**public** LinkedBlockingQueue(**int** capacity) {

**if** (capacity <= 0) **throw** **new** IllegalArgumentException();

**this**.capacity = capacity;

last = head = **new** Node<E>(**null**);

}

**static** **class** Node<E> {

/\*\* The item, volatile to ensure barrier separating write and read \*/

**volatile** E item;

Node<E> next;

Node(E x) { item = x; }

}

### offer(E e)

**public** **boolean** offer(E e) { // 此方法不会因为队列已满而造成阻塞

**if** (e == **null**) **throw** **new** NullPointerException();

**final** AtomicInteger count = **this**.count; // 链表中元素的个数

**if** (count.get() == capacity) // 如果链表已满，返回false

**return** **false**;

**int** c = -1;

**final** ReentrantLock putLock = **this**.putLock;

putLock.lock(); // 不可中断的锁

**try** {

**if** (count.get() < capacity) {

insert(e);

c = count.getAndIncrement();

**if** (c + 1 < capacity)

notFull.signal(); // 如果还可以插入元素则唤醒putLock 锁的notFull条件

}

} **finally** {

putLock.unlock();

}

**if** (c == 0) // 队列中已经元素了，唤醒takeLock上的notEmpty Condition阻塞

signalNotEmpty();

**return** c >= 0;

}

**private** **void** insert(E x) {

last = **last.next** = **new** Node<E>(x);

}

先建立最后一个节点与新节点的关系。然后将新节点替换最后一个节点。

### take()

**public** E take() **throws** InterruptedException { //在元素变得可用之前一直等待

E x;

**int** c = -1;

**final** AtomicInteger count = **this**.count;

**final** ReentrantLock takeLock = **this**.takeLock;

takeLock.lockInterruptibly();

**try** {

**try** {

**while** (count.get() == 0) // 队列为空，等待队列不为空

notEmpty.await();

} **catch** (InterruptedException ie) {

notEmpty.signal(); // propagate to a non-interrupted thread

**throw** ie;

}

x = extract(); // 从队列中获取元素

c = count.getAndDecrement(); // 数量减1

**if** (c > 1)

notEmpty.signal();

} **finally** {

takeLock.unlock();

}

**if** (c == capacity)

signalNotFull();// 唤醒putLock上的notFull Condition

**return** x;

}

**private** E extract() {

Node<E> first = head.next; // 取出头节点的下一个节点

head = first;// 将头节点的下一个节点赋值为新头节点

E x = first.item;// 取头节点的元素

first.item = **null**;// Help GC

**return** x;

}

### drainTo(Collection<? super E> c)

**public** **int** drainTo(Collection<? **super** E> c) {

**if** (c == **null**)

**throw** **new** NullPointerException();

**if** (c == **this**)

**throw** **new** IllegalArgumentException();

Node<E> first;

fullyLock(); // 锁住takeLock和putLock锁

**try** {

first = head.next; // 获取第一个节点

head.next = **null**; // 将头节点与first节点及后面的节点脱离

**assert** head.item == **null**; // 断言，如果为true则继续运行，否则抛出AssertionError错误

last = head;// 将last指针指向head节点

**if** (count.getAndSet(0) == capacity) // 将节点数量计数值设置为0

notFull.signalAll();

} **finally** {

fullyUnlock();

}

**int** n = 0;

**for** (Node<E> p = first; p != **null**; p = p.next) { // 迭代所有元素

c.add(p.item);

p.item = **null**;// help GC

++n;

}

**return** n;

}

### drainTo(Collection<? super E> c, int maxElements)

**public** **int** drainTo(Collection<? **super** E> c, **int** maxElements) {

**if** (c == **null**)

**throw** **new** NullPointerException();

**if** (c == **this**)

**throw** **new** IllegalArgumentException();

fullyLock();

**try** {

**int** n = 0;

Node<E> p = head.next;

**while** (p != **null** && n < maxElements) {

c.add(p.item);

p.item = **null**;

p = p.next;

++n;

}

**if** (n != 0) {

head.next = p;

**assert** head.item == **null**;

**if** (p == **null**)

last = head;

**if** (count.getAndAdd(-n) == capacity)

notFull.signalAll();

}

**return** n;

} **finally** {

fullyUnlock();

}

}

## PriorityBlockingQueue

一个**无界阻塞队列**，它使用与类 PriorityQueue 相同的顺序规则，并且提供了阻塞获取操作。虽然此队列逻辑上是无界的，但是资源被耗尽时试图执行 add 操作也将失败（导致 OutOfMemoryError）。此类不允许使用 null 元素。依赖自然顺序的优先级队列也不允许插入不可比较的对象（这样做会导致抛出 ClassCastException）。

此类及其迭代器可以实现 [Collection](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\Collection.html) 和 [Iterator](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\Iterator.html) 接口的所有可选 方法。[iterator()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\PriorityBlockingQueue.html#iterator()) 方法中提供的迭代器并不保证以特定的顺序遍历 PriorityBlockingQueue 的元素。如果需要有序地进行遍历，则应考虑使用 **Arrays.sort(pq.toArray())**。此外，可以使用方法 drainTo 按优先级顺序移除 全部或部分元素，并将它们放在另一个 collection 中。

在此类上进行的操作不保证具有**同等优先级**的元素的顺序。如果需要实施某一排序，那么可以定义自定义类或者比较器，比较器可使用修改键断开主优先级值之间的联系。

### PriorityBlockingQueue()

用默认的初始容量 (**11**) 创建一个 PriorityBlockingQueue，并根据元素的**自然顺序**对其元素进行排序。

**public** PriorityBlockingQueue() {

q = **new** PriorityQueue<E>();

}

其实在PriorityQueue中创建的是一个Object[]的数组。

**public** PriorityQueue(**int** initialCapacity, Comparator<? **super** E> comparator) {

**if** (initialCapacity < 1)

**throw** **new** IllegalArgumentException();

**this**.queue = **new** Object[initialCapacity];

**this**.comparator = comparator;

}

### PriorityBlockingQueue(int initialCapacity)

使用指定的初始容量创建一个 PriorityBlockingQueue，并根据元素的**自然顺序**对其元素进行**排序**。

**public** PriorityBlockingQueue(**int** initialCapacity) {

q = **new** PriorityQueue<E>(initialCapacity, **null**);

}

### PriorityBlockingQueue(int,Comparator<? super [E](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\PriorityBlockingQueue.html)> )

使用指定的初始容量创建一个 PriorityBlockingQueue，并根据**指定的比较器**对其元素进行排序。

### PriorityBlockingQueue(Collection<? extends E> c)

创建一个包含指定 collection 元素的 PriorityBlockingQueue。如果指定collection是一个 [SortedSet](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\SortedSet.html) 或 [PriorityQueue](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\PriorityQueue.html)，则此优先级队列将按照相同顺序进行排序。否则，此优先级队列将根据此元素的[自然顺序](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Comparable.html)进行排序。

**public** PriorityBlockingQueue(Collection<? **extends** E> c) {

q = **new** PriorityQueue<E>(c);

}

**public** PriorityQueue(Collection<? **extends** E> c) {

initFromCollection(c); 初始化队列

**if** (c **instanceof** SortedSet)

comparator = (Comparator<? **super** E>) ((SortedSet<? **extends** E>)c).comparator();

**else** **if** (c **instanceof** PriorityQueue)

comparator = (Comparator<? **super** E>) ((PriorityQueue<? **extends** E>)c).comparator();

**else** { // 自然排序

comparator = **null**;

heapify(); // 此段方法值得考究

}

}

**private** **void** heapify() {

**for** (**int** i = (size >>> 1) - 1; i >= 0; i--)

siftDown(i, (E) queue[i]);

}

**private** **void** siftDown(**int** k, E x) {

**if** (comparator != **null**)

siftDownUsingComparator(k, x);

**else**

siftDownComparable(k, x);

}

**private** **void** siftDownComparable(**int** k, E x) {

Comparable<? **super** E> key = (Comparable<? **super** E>)x; // 使用元素本身的进行排序

**int** half = size >>> 1; // loop while a non-leaf

**while** (k < half) {

**int** child = (k << 1) + 1; // assume left child is least

Object c = queue[child];

**int** right = child + 1;

**if** (right < size && ((Comparable<? **super** E>) c).compareTo((E) queue[right]) > 0)

c = queue[child = right];

**if** (key.compareTo((E) c) <= 0)

**break**;

queue[k] = c;

k = child;

}

queue[k] = key;

}

**private** **void** siftDownUsingComparator(**int** k, E x) { // 使用初始化时的Collection容器进行排序

**int** half = size >>> 1;

**while** (k < half) {

**int** child = (k << 1) + 1;

Object c = queue[child];

**int** right = child + 1;

**if** (right < size && comparator.compare((E) c, (E) queue[right]) > 0)

c = queue[child = right];

**if** (comparator.compare(x, (E) c) <= 0)

**break**;

queue[k] = c;

k = child;

}

queue[k] = x;

}

### offer(E)

将指定元素插入此优先级队列。

**public** **boolean** offer(E e) {

**final** ReentrantLock lock = **this**.lock;

lock.lock();

**try** {

**boolean** ok = q.offer(e);

**assert** ok;// 断言

notEmpty.signal();

**return** **true**;

} **finally** {

lock.unlock();

}

}

从方法中可以看出，内部offer的操作交给了其父类PriorityQueue实现：

**public** **boolean** offer(E e) {

**if** (e == **null**)

**throw** **new** NullPointerException();

modCount++;

**int** i = size;

**if** (i >= queue.length) // 如果当前队列已满，则扩容

grow(i + 1);

size = i + 1;

**if** (i == 0)

queue[0] = e;

**else**

siftUp(i, e);// 排序

**return** **true**;

}

**private** **void** siftUp(**int** k, E x) {

**if** (comparator != **null**)

siftUpUsingComparator(k, x);

**else**

siftUpComparable(k, x);

}

# BlockingDeque

# ConcurrentMap

提供其他原子 putIfAbsent、remove、replace 方法的 Map。

内存一致性效果：当存在其他并发collection时，将对象放入 ConcurrentMap 之前的线程中的操作 [happen-before](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\package-summary.html#MemoryVisibility) 随后通过另一线程从ConcurrentMap 中访问或移除该元素的操作。
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ConcurrentMap类图

## ConcurrentNavigableMap

支持 NavigableMap 操作，且以递归方式支持其可导航子映射的 ConcurrentMap。

## ConcurrentHashMap

支持获取的完全并发和更新的所期望可调整并发的哈希表。此类遵守与 Hashtable 相同的功能规范，并且包括对应于 Hashtable 的每个方法的方法版本。不过，**尽管所有操作都是线程安全的**，但**获取操作不必锁定**，并且不支持以某种防止所有访问的方式锁定整个表。此类可以通过程序完全与Hashtable进行互操作，**这取决于其线程安全**，而与其同步细节无关。

获取操作（包括get）通常不会受阻塞，因此，可能与更新操作交迭（包括put和remove）。获取会影响最近完成的更新操作的结果。对于一些聚合操作，比如putAll和clear，并发获取可能只影响某些条目的插入和移除。类似地，在创建迭代器/枚举时或自此之后，Iterators和Enumerations 返回在某一时间点上影响哈希表状态的元素。它们不会抛出ConcurrentModificationException。不过，迭代器被设计成每次仅由一个线程使用。

这允许通过可选的**concurrencyLevel** 构造方法参数（默认值为 16）来引导更新操作之间的并发，该**参数用作内部调整大小的一个提示**。表是在内部进行分区的，试图允许指示无争用并发更新的数量。因为哈希表中的位置基本上是随意的，所以实际的并发将各不相同。理想情况下，应该选择一个尽可能多地容纳并发修改该表的线程的值。使用一个比所需要的值高很多的值可能会浪费空间和时间，而使用一个显然低很多的值可能导致线程争用。对数量级估计过高或估计过低通常都会带来非常显著的影响。当仅有一个线程将执行修改操作，而其他所有线程都只是执行读取操作时，才认为某个值是合适的。此外，重新调整此类或其他任何种类哈希表的大小都是一个相对较慢的操作，因此，在可能的时候，提供构造方法中期望表大小的估计值是一个好主意。

此类及其视图和迭代器实现了[Map](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\Map.html)和[Iterator](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\Iterator.html)接口的所有可选方法。

# Callable

返回结果并且可能抛出异常的任务。实现者定义了一个不带任何参数的叫做 call 的方法。

Callable 接口类似于 [Runnable](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Runnable.html)，两者都是为那些其实例可能被另一个线程执行的类设计的。但是**Runnable 不会返回结果**，并且**无法抛出经过检查的异常**。

[Executors](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Executors.html) 类包含一些从其他普通形式转换成 Callable 类的实用方法。

# Future
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Future类图

Future 表示**异步计算的结果**。它**提供了检查计算是否完成的方法**，以等待计算的完成，并获取计算的结果。计算完成后只能使用 get 方法来获取结果，如有必要，计算完成前可以**阻塞此方法**。取消则由 cancel 方法来执行。还提供了其他方法，以确定任务是正常完成还是被取消了。一旦计算完成，就不能再取消计算。如果为了可取消性而使用 Future 但又不提供可用的结果，则可以声明 Future<?> 形式类型、并返回 null 作为底层任务的结果。

Futrue下面定义了五个方法，如下：

cancel()：试图取消对此任务的执行。

get()： 如有必要，等待计算完成，然后获取其结果。

get(long,TimeUnit)： 如有必要，最多等待为使计算完成所给定的时间之后，获取其结果（如果结果可用）。

isCancelled()：如果在任务正常完成前将其取消，则返回 true。

isDone()：如果任务已完成，则返回 true。

这五个方法的详细时间见FutureTask。

## FutureTask

可取消的异步计算。利用开始和取消计算的方法、查询计算是否完成的方法和获取计算结果的方法，此类提供了对 Future 的基本实现。仅在计算完成时才能获取结果；如果计算尚未完成，则阻塞 get 方法。一旦计算完成，就不能再重新开始或取消计算。

可使用 FutureTask 包装 [**Callable**](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Callable.html) 或 [**Runnable**](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Runnable.html) 对象。因为 FutureTask 实现了 Runnable，所以可将 FutureTask 提交给 [Executor](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Executor.html) 执行。

除了作为一个独立的类外，此类还提供了protected 功能，这在创建自定义任务类时可能很有用。

FutureTask提供了两个构造函数，分别是：

方式一：

**public** FutureTask(Callable<V> callable) {

**if** (callable == **null**)

**throw** **new** NullPointerException();

sync = **new** Sync(callable);

}

方式二：

**public** FutureTask(Runnable runnable, V result) {

sync = **new** Sync(Executors.*callable*(runnable, result));

}

当采用方式二使用Runnable，FutureTask会调用Executors.callable(Runnable,V)将Runnable封装成Callable。

但是最终还是创建了[Sync](#_Sync)对象。

### run()

除非已将此 Future 取消，否则将其设置为其计算的结果。

public void run() {

sync.innerRun();

}

从逻辑上可以看出，run方法将方法的处理交给了Sync的[innerRun](#_innerRun())()

### cancel(boolean)

**public** **boolean** cancel(**boolean** mayInterruptIfRunning) {

**return** sync.innerCancel(mayInterruptIfRunning);

}

试图取消对此任务的执行。如果任务已完成、或已取消，或者由于某些其他原因而无法取消，则此尝试将失败。当调用 cancel 时，如果调用成功，而此任务尚未启动，则此任务将永不运行。如果任务已经启动，则 mayInterruptIfRunning 参数确定**是否应该以试图停止任务的方式来中断执行此任务的线程**。

此方法返回后，对 [Future.isDone()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Future.html#isDone()) 的后续调用将始终返回 true。如果此方法返回 true，则对 [Future.isCancelled()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Future.html#isCancelled()) 的后续调用将始终返回true。

详细见[innerCancel(boolean mayInterruptIfRunning)](#_innerCancel(boolean_mayInterruptIfR)

### get()

**public** V get() **throws** InterruptedException, ExecutionException {

**return** sync.innerGet();

}

如有必要，等待计算完成，然后获取其结果。详细见[innerGet()](#_innerGet())。支持中断。

### get(long timeout, TimeUnit unit)

**public** V get(**long** timeout, TimeUnit unit) **throws** InterruptedException, ExecutionException, TimeoutException {

**return** sync.innerGet(unit.toNanos(timeout));

}

如有必要，最多等待为使计算完成所给定的时间之后，获取其结果（如果结果可用）。

详细见[innerGet(long nanosTimeout)](#_innerGet(long_nanosTimeout))。

### isCancelled()

 如果在任务正常完成前将其取消，则返回 true。

### isDone()

如果任务已完成，则返回 true。 可能由于正常终止、异常或取消而完成，在所有这些情况中，此方法都将返回 true。

### runAndReset()

**protected** **boolean** runAndReset() {

**return** sync.innerRunAndReset();

}

### Sync

Sync实现了AbstractQueuedSynchronizer抽象类，用于FutureTask的同步控制，使用了AQS同步状态来代表FutureTask的运行状态。

Sync下定义了一下几种状态

/\*\* State value representing that task is ready to run \*/

**private** **static** **final** **int** *READY* = 0;

/\*\* State value representing that task is running \*/

**private** **static** **final** **int** *RUNNING* = 1;

/\*\* State value representing that task ran \*/

**private** **static** **final** **int** *RAN* = 2;

/\*\* State value representing that task was cancelled \*/

**private** **static** **final** **int** *CANCELLED* = 4;

#### innerRun()

**void** innerRun() {

**if** (!compareAndSetState(*READY*, *RUNNING*)) // 将Sync的状态设置为RUNNING

**return**;

runner = Thread.*currentThread*();

**if** (getState() == *RUNNING*) { // 如果当前状态为RUNNING

V result;

**try** {

result = callable.call(); // 获取结果

} **catch** (Throwable ex) {

setException(ex);

**return**;

}

set(result); // 详细见[innerSet(V v)](#_innerSet(V_v))

} **else** {

// 释放共享模式，详细见AbstractQueuedSynchronizer的doReleaseShared方法

releaseShared(0);

}

}

#### innerSet(V v)

**void** innerSet(V v) {

**for** (;;) {

**int** s = getState();

**if** (s == *RAN*) // 运行完毕

**return**;

**if** (s == *CANCELLED*) { // 取消

releaseShared(0);

**return**;

}

**if** (compareAndSetState(s, *RAN*)) {

result = v;

releaseShared(0);

done(); // 钩子，在ExecutorCompletionService中的内部类QueueingFuture中有实现。

**return**;

}

}

}

#### innerCancel(boolean mayInterruptIfRunning)

**boolean** innerCancel(**boolean** mayInterruptIfRunning) {

**for** (;;) {

**int** s = getState();

**if** (ranOrCancelled(s))

**return** **false**;

**if** (compareAndSetState(s, *CANCELLED*))

**break**;

}

**if** (mayInterruptIfRunning) {

Thread r = runner;

**if** (r != **null**)

r.interrupt();

}

releaseShared(0);

done();

**return** **true**;

}

1、调用ranOrCancelled方法判断当前任务的状态是运行完毕还是已经取消，如果运行完毕或已经取消，返回false。

**private** **boolean** ranOrCancelled(**int** state) {

**return** (state & (*RAN* | *CANCELLED*)) != 0;// RAN = 2,CANCELLED = 4

}

2、将任务的状态设置为CANCELLED[4]

3、如果传入的参数mayInterruptIfRunning为true，这中断当前执行线程。

4、释放共享模式，调用done()方法。

#### innerGet()

V innerGet() **throws** InterruptedException, ExecutionException {

acquireSharedInterruptibly(0); //

**if** (getState() == *CANCELLED*)

**throw** **new** CancellationException();

**if** (exception != **null**)

**throw** **new** ExecutionException(exception);

**return** result;

}

1、调用acquireSharedInterruptibly方法可能会阻塞当前想获得结果的线程，并将当前线程加入到共享模式中等到共享锁的释放。

**public** **final** **void** acquireSharedInterruptibly(**int** arg) **throws** InterruptedException {

**if** (Thread.*interrupted*())

**throw** **new** InterruptedException();

// 调用FutureTask的tryAcquireShared方法，判断任务的状态

// 小于0表示状态为READY或RUNNING

**if** (tryAcquireShared(arg) < 0)

doAcquireSharedInterruptibly(arg); // 将当前线程加入共享模式等待队列，在innerRun中涉及了共享模式锁释放

}

2、当共享锁释放后，判断当前执行任务的状态，如果状态为CANCELLED(取消)，则抛出异常；如果任务执行过程中抛出了异常，则将异常包装成ExecutionException异常抛出；如果无异常情况，则返回计算结果
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FutureTask.Sync.innerGet()

#### innerGet(long nanosTimeout)

V innerGet(**long** nanosTimeout) **throws** InterruptedException, ExecutionException, TimeoutException {

**if** (!tryAcquireSharedNanos(0, nanosTimeout))

**throw** **new** TimeoutException();

**if** (getState() == *CANCELLED*)

**throw** **new** CancellationException();

**if** (exception != **null**)

**throw** **new** ExecutionException(exception);

**return** result;

}

在等待超时仍未获得结果时，将抛出TimeoutException异常。

**public** **final** **boolean** tryAcquireSharedNanos(**int** arg, **long** nanosTimeout) **throws** InterruptedException {

**if** (Thread.*interrupted*())

**throw** **new** InterruptedException();

**return** tryAcquireShared(arg) >= 0 || doAcquireSharedNanos(arg, nanosTimeout);// 任务状态为READY或RUNNING

}

#### innerRunAndReset()

**boolean** innerRunAndReset() {

**if** (!compareAndSetState(*READY*, *RUNNING*))

**return** **false**;

**try** {

runner = Thread.*currentThread*();

**if** (getState() == *RUNNING*)

callable.call(); // don't set result

runner = **null**;

**return** compareAndSetState(*RUNNING*, *READY*);

} **catch** (Throwable ex) {

setException(ex);

**return** **false**;

}

}

# CompletionService

将生产新的异步任务与使用已完成任务的结果**分离开来**的服务。生产者 submit 执行的任务。使用者 take 已完成的任务，并按照完成这些任务的顺序处理它们的结果。例如，CompletionService 可以用来管理异步 IO ，执行读操作的任务作为程序或系统的一部分提交，然后，当完成读操作时，会在程序的不同部分执行其他操作，执行操作的顺序可能与所请求的顺序不同。

通常，CompletionService 依赖于一个单独的 [Executor](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Executor.html) 来实际执行任务，在这种情况下，CompletionService 只管理一个内部完成队列。[ExecutorCompletionService](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\ExecutorCompletionService.html) 类提供了此方法的一个实现。

内存一致性效果：线程中向 CompletionService 提交任务之前的操作 [happen-before](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\package-summary.html#MemoryVisibility) 该任务执行的操作，后者依次 happen-before 紧跟在从对应take() 成功返回的操作。
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ComletionService类图

# ExecutorCompletionService

使用提供的 [**Executor**](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Executor.html) 来执行任务的 [CompletionService](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\CompletionService.html)。此类将安排那些完成时提交的任务，把它们放置在可使用 take 访问的队列上。该类非常轻便，适合于在执行几组任务时临时使用。

## ExecutorCompletionService(Executor)

**public** ExecutorCompletionService(Executor executor) {

**if** (executor == **null**)

**throw** **new** NullPointerException();

**this**.executor = executor;

**this**.aes = (executor **instanceof** AbstractExecutorService) ? (AbstractExecutorService) executor : **null**;

**this**.completionQueue = **new** LinkedBlockingQueue<Future<V>>();

}

使用为执行基本任务而提供的执行程序创建一个 ExecutorCompletionService，并将 [LinkedBlockingQueue](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\LinkedBlockingQueue.html) 作为完成队列。

## ExecutorCompletionService(Executor,BlockingQueue<Future<V>>)

**public** ExecutorCompletionService(Executor executor, BlockingQueue<Future<V>> completionQueue) {

**if** (executor == **null** || completionQueue == **null**)

**throw** **new** NullPointerException();

**this**.executor = executor;

**this**.aes = (executor **instanceof** AbstractExecutorService) ? (AbstractExecutorService) executor : **null**;

**this**.completionQueue = completionQueue;

}

## submit(…)

ExecutorCompletionService提供了两种submit的实现，如下：

方式一

**public** Future<V> submit(Callable<V> task) {

**if** (task == **null**) **throw** **new** NullPointerException();

RunnableFuture<V> f = newTaskFor(task);

executor.execute(**new** QueueingFuture(f));

**return** f;

}

方式二

**public** Future<V> submit(Runnable task, V result) {

**if** (task == **null**) **throw** **new** NullPointerException();

RunnableFuture<V> f = newTaskFor(task, result);

executor.execute(**new** QueueingFuture(f));

**return** f;

}

提交要执行的Runnable任务，并返回一个表示任务完成的Future。

不管是哪种方式，最后都会将Callable/Runnable封装成RunnableFuture，然后再将RunnableFuture封装成QueueingFuture，QueueingFuture是ExecutorCompletionService中的一个私有内部类,其继承了FutureTask。

**private** **class** QueueingFuture **extends** FutureTask<Void> {

QueueingFuture(RunnableFuture<V> task) {

**super**(task, **null**);

**this**.task = task;

}

**protected** **void** done() { completionQueue.add(task); }

**private** **final** Future<V> task;

}

其中done()方法将在FutureTask中的run()方法被调用，将任务执行的结果保存到完成队列completionQueue中。

ExecutorCompletionService中的poll()、pool(long,TimeUnit)和take()实现其实就是调用了BlockingQueue对象方法的实现，详细见BlockingQueue部分的讲解。

# Executors

# CountDownLatch

一个同步辅助类，在完成一组正在其他线程中执行的操作之前，它允许一个或多个线程一直等待。

用**给定的计数初始化CountDownLatch**。由于调用了countDown()方法，**所以在当前计数到达零之前，await方法会一直受阻塞**。**之后**，会释放所有等待的线程，await的所有后续调用都将立即返回。这种现象只出现一次——**计数无法被重置**。如果需要重置计数，请考虑使用**CyclicBarrier**。

CountDownLatch是一个通用同步工具，它有很多用途。将计数1初始化的CountDownLatch用作一个简单的开/关锁存器，或入口：在通过调用countDown()的线程打开入口前，所有调用 await 的线程都一直在入口处等待。用N初始化的CountDownLatch可以使一个线程在N个线程完成某项操作之前一直等待，或者使其在某项操作完成N次之前一直等待。

CountDownLatch的一个有用特性是，它不要求调用countDown方法的线程等到计数到达零时才继续，而在所有线程都能通过之前，它只是阻止任何线程继续通过一个 await。

示例用法： 下面给出了两个类，其中一组worker线程使用了两个倒计数锁存器：

第一个类是一个启动信号，在driver为继续执行worker做好准备之前，它会阻止所有的worker继续执行。

第二个类是一个完成信号，它允许driver在完成所有worker之前一直等待。

class Driver { // ...

void main() throws InterruptedException {

CountDownLatch startSignal = new CountDownLatch(1);

CountDownLatch doneSignal = new CountDownLatch(N);

for (int i = 0; i < N; ++i) // create and start threads

new Thread(new Worker(startSignal, doneSignal)).start();

doSomethingElse();// 做一些准备工作

startSignal.countDown();// 解除每个任务run()方法中await(),任务线程开始真正的执行任务

doSomethingElse();// 做主线程(调用线程自己的事情)

doneSignal.await();// 等待所有任务线程执行完各自的任务，在各任务执行完，会countDown计数值

}

}

class Worker implements Runnable {

private final CountDownLatch startSignal;

private final CountDownLatch doneSignal;

Worker(CountDownLatch startSignal, CountDownLatch doneSignal) {

this.startSignal = startSignal;

this.doneSignal = doneSignal;

}

public void run() {

try {

startSignal.await();// 等待所有其他任务线程准备工作完成，主线程countDown计数值

doWork();

doneSignal.countDown();// 发出一个信号量，表名此任务已经完成。

} catch (InterruptedException ex) {} // return;

}

void doWork() { ... }

}

## CountDownLatch

**public** CountDownLatch(**int** count) {

**if** (count < 0) **throw** **new** IllegalArgumentException("count < 0");

**this**.sync = **new** Sync(count);

}

**private** **static** **final** **class** Sync **extends** AbstractQueuedSynchronizer {

**private** **static** **final** **long** *serialVersionUID* = 4982264981922014374L;

Sync(**int** count) {

setState(count);

}

**int** getCount() {

**return** getState();

}

**protected** **int** tryAcquireShared(**int** acquires) {

**return** getState() == 0? 1 : -1;

}

**protected** **boolean** tryReleaseShared(**int** releases) {

**for** (;;) {

**int** c = getState();

**if** (c == 0)

**return** **false**;

**int** nextc = c-1;

**if** (compareAndSetState(c, nextc))

**return** nextc == 0;

}

}

}

从CountDownLatch中可以看出，其实其内部核心还是AbstractQueuedSynchronizer，内部采用共享锁模式。

构造器直接调用AbstractQueuedSynchronizer的setState(int)方法设置共享锁的同步状态。

## await()

**public** **void** await() **throws** InterruptedException {

sync.acquireSharedInterruptibly(1);

}

使当前线程在锁存器倒计数至零之前一直等待，除非线程被中断。

如果当前计数为零，则此方法立即返回。

如果当前计数大于零，则出于线程调度目的，将禁用当前线程，且在发生以下两种情况之一前，该线程将一直处于休眠状态：

a、由于调用 countDown() 方法，计数到达零；或者

b、其他某个线程中断当前线程。

如果当前线程：

a、在进入此方法时已经设置了该线程的中断状态；

b、在等待时被中断，

则抛出 InterruptedException，并且清除当前线程的已中断状态。

我们还是继续看看AbstractQueuedSynchronizer中acquireSharedInterruptibly(int)方法的实现。

**public** **final** **void** acquireSharedInterruptibly(**int** arg) **throws** InterruptedException {

**if** (Thread.*interrupted*()) // 当前线程已经被中断

**throw** **new** InterruptedException();

// 回调CountDownLatch内部类Sync的tryAcquireShared(int)方法

**if** (tryAcquireShared(arg) < 0) // 小于0表示锁未释放

doAcquireSharedInterruptibly(arg);// 阻塞当前线程，直至共享锁释放

}

**CountDownLatch.Sync.tryAcquireShared(int)方法实现**

**protected** **int** tryAcquireShared(**int** acquires) {

**return** getState() == 0? 1 : -1;// 同步状态为0(锁已释放)返回1，否则返回-1

}

**AbstractQueuedSynchronizer.doAcquireSharedInterruptibly(int)方法实现。**

**private** **void** doAcquireSharedInterruptibly(**int** arg) **throws** InterruptedException {

**final** Node node = addWaiter(Node.*SHARED*);

**boolean** failed = **true**;

**try** {

**for** (;;) {

**final** Node p = node.predecessor();

**if** (p == head) {

**int** r = tryAcquireShared(arg); // 同步状态为0(锁已释放)返回1，否则返回-1

**if** (r >= 0) {

setHeadAndPropagate(node, r); // 释放锁

p.next = **null**; // help GC

failed = **false**;

**return**;

}

}

// 挂起当前线程，支持中断

**if** (*shouldParkAfterFailedAcquire*(p, node) && parkAndCheckInterrupt())

**throw** **new** InterruptedException();

}

} **finally** {

**if** (failed)

cancelAcquire(node);

}

}

## await(long timeout,TimeUnit unit)

使当前线程在**锁存器倒计数至零之前一直等待**，除非线程被中断或超出了指定的等待时间。

如果当前计数为零，则此方法立刻返回true值。

如果当前计数大于零，则出于线程调度目的，将禁用当前线程，且在发生以下三种情况之一前，该线程将一直处于休眠状态：

a、由于调用 countDown() 方法，计数到达零；

b、其他某个线程中断当前线程；

c、已超出指定的等待时间。

如果计数到达零，则该方法返回**true**值。

如果当前线程：

a、在进入此方法时已经设置了该线程的中断状态；

b、在等待时被中断，

则抛出InterruptedException，并且清除当前线程的已中断状态。

如果超出了指定的等待时间，则返回值为 false。如果该时间小于等于零，则此方法根本不会等待。

**public** **boolean** await(**long** timeout, TimeUnit unit) **throws** InterruptedException {

**return** sync.tryAcquireSharedNanos(1, unit.toNanos(timeout));

}

await(…)方法的内部实现还是由AbstractQueuedSynchronizer.tryAcquireSharedNanos(int,long)方法实现。

**public** **final** **boolean** tryAcquireSharedNanos(**int** arg, **long** nanosTimeout) **throws** InterruptedException {

**if** (Thread.*interrupted*()) // 线程已被中断，抛出异常，并恢复中断状态

**throw** **new** InterruptedException();

// 调用CountDownLatch.Sync.tryAcquireShared()方法，判断锁是否释放，如果释放立即返回true，

// 否则调用AbstractQueuedSynchronizer.doAcquireSharedNanos(int,long)获取锁。

**return** tryAcquireShared(arg) >= 0 || doAcquireSharedNanos(arg, nanosTimeout);

}

AbstractQueuedSynchronizer.doAcquireSharedNanos(int,long)实现

**private** **boolean** doAcquireSharedNanos(**int** arg, **long** nanosTimeout) **throws** InterruptedException {

**long** lastTime = System.*nanoTime*();

**final** Node node = addWaiter(Node.*SHARED*);

**boolean** failed = **true**;

**try** {

**for** (;;) {

**final** Node p = node.predecessor();

**if** (p == head) {

**int** r = tryAcquireShared(arg);

**if** (r >= 0) {

setHeadAndPropagate(node, r);

p.next = **null**; // help GC

failed = **false**;

**return** **true**;

}

}

**if** (nanosTimeout <= 0) // 超时

**return** **false**;

**if** (*shouldParkAfterFailedAcquire*(p, node) && nanosTimeout > *spinForTimeoutThreshold*)

LockSupport.*parkNanos*(**this**, nanosTimeout); // 指定时间内挂起线程

**long** now = System.*nanoTime*();

nanosTimeout -= now - lastTime;

lastTime = now;

**if** (Thread.*interrupted*()) // 支持中断

**throw** **new** InterruptedException();

}

} **finally** {

**if** (failed)

cancelAcquire(node);

}

}

## countDown()

递减锁存器的计数，如果计数到达零，则释放所有等待的线程。

如果当前计数大于零，则将计数减少。如果新的计数为零，出于线程调度目的，将重新启用所有的等待线程。

如果当前计数等于零，则不发生任何操作。

**public** **void** countDown() {

sync.releaseShared(1);

}

内部调用CountDownLatch.Sync.releaseShared(int)完成锁存器计数值的递减工作。

**public** **final** **boolean** releaseShared(**int** arg) {

// 如果锁存器的值为0，则返回false，表示不发生任何操作。

// 如果锁存器的值不为0，则将锁存器的值减一，返回锁存器值是否等于0

**if** (tryReleaseShared(arg)) { // 如果锁存器的值为0

// 调用AbstractQueuedSynchronizer.doReleaseShared()重启所有等待线程。

doReleaseShared();

**return** **true**;

}

**return** **false**;

}

AbstractQueuedSynchronizer.doReleaseShared()实现。

**private** **void** doReleaseShared() {

**for** (;;) {

Node h = head;

**if** (h != **null** && h != tail) {

**int** ws = h.waitStatus;

**if** (ws == Node.*SIGNAL*) {// 表示当前节点的猴急节点线程需要被唤醒

**if** (!*compareAndSetWaitStatus*(h, Node.*SIGNAL*, 0))

**continue**;

unparkSuccessor(h); // 唤醒挂起的线程

} **else** **if** (ws == 0 && !*compareAndSetWaitStatus*(h, 0, Node.*PROPAGATE*))

**continue**;

}

**if** (h == head)

**break**;

}

}

# CyclicBarrier

一个同步辅助类，它允许一组线程互相等待，直到到达某个**公共屏障点 (common barrier point)**。在涉及**一组固定大小的线程**的程序中，这些线程必须不时地互相等待，此时 CyclicBarrier 很有用。因为该 barrier 在释放等待线程后可以重用，所以称它为循环的 barrier。

CyclicBarrier支持一个可选的Runnable命令，在一组线程中的最后一个线程到达之后（但在释放所有线程之前），该命令只在每个屏障点运行一次。若在继续所有参与线程之前更新共享状态，此屏障操作很有用。

如果屏障操作在执行时不依赖于正挂起的线程，则线程组中的任何线程在获得释放时都能执行该操作。为方便此操作，每次调用 [await()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\CyclicBarrier.html#await()) 都将返回能到达屏障处的线程的索引。然后，您可以选择哪个线程应该执行屏障操作，例如：

if (barrier.await() == 0) {

// log the completion of this iteration

}

对于失败的同步尝试，CyclicBarrier使用了一种**要么全部 要么全不 (all-or-none)** 的破坏模式：如果因为中断、失败或者超时等原因，导致线程过早地离开了屏障点，那么在该屏障点等待的其他所有线程也将通过 BrokenBarrierException（如果它们几乎同时被中断，则用 [InterruptedException](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\InterruptedException.html)）以反常的方式离开。

内存一致性效果：线程中调用await()之前的操作 [happen-before](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\package-summary.html#MemoryVisibility)那些是屏障操作的一部份的操作，后者依次 happen-before 紧跟在从另一个线程中对应 await() 成功返回的操作。

## CyclicBarrier(int parties, Runnable barrierAction)

**public** CyclicBarrier(**int** parties, Runnable barrierAction) {

**if** (parties <= 0) **throw** **new** IllegalArgumentException();

**this**.parties = parties;

**this**.count = parties;

**this**.barrierCommand = barrierAction;

}

创建一个新的CyclicBarrier，它将在给定数量的参与者（线程）处于等待状态时启动，并在启动barrier 时执行给定的**屏障操作**，**该操作由最后一个进入barrier的线程执行**。

参数：

parties - 在启动 barrier 前必须调用 [await()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\CyclicBarrier.html#await()) 的线程数

barrierAction - 在启动 barrier 时执行的命令；如果不执行任何操作，则该参数为 null

## await()

在所有参与者都已经在此barrier上调用await方法之前，将一直等待。

如果当前线程不是将到达的最后一个线程，出于调度目的，将禁用它，且在发生以下情况之一前，该线程将一直处于休眠状态：

a、最后一个线程到达；

b、其他某个线程[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())当前线程；

c、其他某个线程[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())另一个等待线程；

d、其他某个线程在等待 barrier 时超时；

e、其他某个线程在此 barrier 上调用 [reset()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\CyclicBarrier.html#reset())。

如果当前线程：

a、在进入此方法时已经设置了该线程的中断状态；

b、在等待时被[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())

则抛出 [InterruptedException](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\InterruptedException.html)，并且清除当前线程的已中断状态。

如果在线程处于等待状态时barrier被[reset()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\CyclicBarrier.html#reset())，或者在调用await时barrier[被损坏](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\CyclicBarrier.html#isBroken())，抑或任意一个线程正处于等待状态，则抛出BrokenBarrierException异常。

如果任何线程在等待时被[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())，则其他所有等待线程都将抛出[BrokenBarrierException](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\BrokenBarrierException.html) 异常，并将barrier置于损坏状态。

如果当前线程是**最后一个将要到达的线程**，并且构造方法中提供了一个非空的**屏障操作**[Runnable]，则在允许其他线程继续运行之前，当前线程将**运行该操作[屏障操作]**。如果在执行屏障操作过程中发生异常，则该异常将传播到当前线程中，并将 barrier 置于损坏状态。

返回：

到达的当前线程的索引，其中，索引getParties()-1指示将到达的第一个线程，零指示最后一个到达的线程。

抛出：

InterruptedException - 如果当前线程在等待时被中断

BrokenBarrierException - 如果另一个 线程在当前线程等待时被中断或超时，或者重置了barrier，或者在调用 await 时 barrier 被损坏，抑或由于异常而导致屏障操作（如果存在）失败。

**public** **int** await() **throws** InterruptedException, BrokenBarrierException {

**try** {

**return** dowait(**false**, 0L);

} **catch** (TimeoutException toe) {

**throw** **new** Error(toe); // cannot happen;

}

}

等待逻辑由[dowait(boolean timed, long nanos)](#_dowait(boolean_timed,_long)，由于不支持等待，这里会catch掉TimeoutException异常，并将其转换为系统级别的错误。

## dowait(boolean timed, long nanos)

**private** **int** dowait(**boolean** timed, **long** nanos) **throws** InterruptedException, BrokenBarrierException, TimeoutException {

**final** ReentrantLock lock = **this**.lock; // 使用可重入的互斥锁

lock.lock();

**try** {

**final** Generation g = generation;

**if** (g.broken) // generation标注此屏障是否处于受损状态

**throw** **new** BrokenBarrierException();

**if** (Thread.*interrupted*()) {// 线程中断

// 打破屏障。重置计数器，唤醒等待线程，将generation.broken设置为true。

breakBarrier();

**throw** **new** InterruptedException();

}

**int** index = --count;

**if** (index == 0) { // 最后一个任务到达，跨越屏障点

**boolean** ranAction = **false**;

**try** {

**final** Runnable command = barrierCommand;

**if** (command != **null**)

command.run(); // 最后一个到达现场执行**屏障操作**

ranAction = **true**;

nextGeneration(); // 进入下一次同步

**return** 0;

} **finally** {

**if** (!ranAction)

breakBarrier();

}

}

// loop until tripped, broken, interrupted, or timed out

**for** (;;) {

**try** {

**if** (!timed)

trip.await(); // 一直等待其他任务

**else** **if** (nanos > 0L)

nanos = trip.awaitNanos(nanos); // 等待指定时间

} **catch** (InterruptedException ie) {

**if** (g == generation && ! g.broken) {

breakBarrier();

**throw** ie;

} **else** {

Thread.*currentThread*().interrupt();

}

}

**if** (g.broken)

**throw** **new** BrokenBarrierException();

**if** (g != generation)

**return** index;

**if** (timed && nanos <= 0L) {

breakBarrier();

**throw** **new** TimeoutException();

}

}

} **finally** {

lock.unlock();

}

}

## await(long timeout, TimeUnit unit)

在所有[参与者](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\CyclicBarrier.html#getParties())都已经在此屏障上调用await方法之前将一直等待,或者超出了指定的等待时间。

如果当前线程不是将到达的最后一个线程，出于调度目的，将禁用它，且在发生以下情况之一前，该线程将一直处于休眠状态：

a、最后一个线程到达；

b、超出指定的超时时间；

c、其他某个线程[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())当前线程；

d、其他某个线程[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())另一个等待线程；

e、其他某个线程在等待 barrier 时超时；

f、其他某个线程在此 barrier 上调用 [reset()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\CyclicBarrier.html#reset())。

如果当前线程：

a、在进入此方法时已经设置了该线程的中断状态；

b、在等待时被[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())

则抛出InterruptedException，并且清除当前线程的已中断状态。

如果超出指定的等待时间，则抛出TimeoutException 异常。如果该时间小于等于零，则此方法根本不会等待。

如果在线程处于等待状态时 barrier 被 [reset()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\CyclicBarrier.html#reset())，或者在调用 await 时 barrier [被损坏](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\CyclicBarrier.html#isBroken())，亦或任意一个线程正处于等待状态，则抛出BrokenBarrierException 异常。

如果任何线程在等待时被[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())，则其他所有等待线程都将抛出BrokenBarrierException，并将屏障置于损坏状态。

如果当前线程是最后一个将要到达的线程，并且构造方法中提供了一个非空的屏障操作，则在允许其他线程继续运行之前，当前线程将运行该操作。如果在执行屏障操作过程中发生异常，则该异常将传播到当前线程中，并将barrier置于损坏状态。

参数：

timeout - 等待 barrier 的时间

unit - 超时参数的时间单位

返回：

到达的当前线程的索引，其中，索引getParties()-1 指示第一个将要到达的线程，零指示最后一个到达的线程.

# Semaphore

一个计数信号量。从概念上讲，**信号量**维护了一个**许可集**。**如有必要**，在许可可用前会阻塞每一个acquire()，然后再获取该许可。每个release()添加一个许可，从而可能释放一个正在阻塞的获取者。但是，不使用实际的许可对象，**Semaphore**只对可用许可的号码进行计数，并采取相应的行动。

## Semaphore(int permits)

创建具有给定的许可数和非公平的公平设置的Semaphore。

参数：

permits - 初始的可用许可数目。此值可能为负数，在这种情况下，必须在授予任何获取前进行释放。

**public** Semaphore(**int** permits) {

sync = **new** NonfairSync(permits);

}

NonfairSync是一个非公平的同步，继承了Semaphore.Sync内部类，Semaphore.Sync实现了AbstractQueuedSynchronizer抽象类

final static class NonfairSync extends Sync {

private static final long *serialVersionUID* = -2694183684443567898L;

NonfairSync(int permits) {

super(permits);

}

protected int tryAcquireShared(int acquires) {

return nonfairTryAcquireShared(acquires);

}

}

**abstract** **static** **class** Sync **extends** AbstractQueuedSynchronizer {

**private** **static** **final** **long** *serialVersionUID* = 1192457210091910933L;

Sync(**int** permits) {

setState(permits);

}

**final** **int** getPermits() {

**return** getState();

}

**final** **int** nonfairTryAcquireShared(**int** acquires) {

**for** (;;) {

**int** available = getState();

**int** remaining = available - acquires;

**if** (remaining < 0 || compareAndSetState(available, remaining))

**return** remaining;

}

}

**protected** **final** **boolean** tryReleaseShared(**int** releases) {

**for** (;;) {

**int** p = getState();

**if** (compareAndSetState(p, p + releases))

**return** **true**;

}

}

**final** **void** reducePermits(**int** reductions) {

**for** (;;) {

**int** current = getState();

**int** next = current - reductions;

**if** (compareAndSetState(current, next))

**return**;

}

}

**final** **int** drainPermits() {

**for** (;;) {

**int** current = getState();

**if** (current == 0 || compareAndSetState(current, 0))

**return** current;

}

}

}

## Semaphore(int permits, boolean fair)

创建具有给定的许可数和给定的公平设置的 Semaphore。

参数：

permits - 初始的可用许可数目。此值可能为负数，在这种情况下，必须在授予任何获取前进行释放。

fair - 如果此信号量保证在争用时按先进先出的顺序授予许可，则为 true；否则为 false。

**public** Semaphore(**int** permits, **boolean** fair) {

sync = (fair)? **new** FairSync(permits) : **new** NonfairSync(permits);

}

FairSync实现了Semaphore.Sync内部类进行同步控制。

final static class FairSync extends Sync {

private static final long *serialVersionUID* = 2014338818796000944L;

FairSync(int permits) {

super(permits);

}

protected int tryAcquireShared(int acquires) {

for (;;) {

if (getFirstQueuedThread() != Thread.*currentThread*() && hasQueuedThreads())

return -1;

int available = getState();

int remaining = available - acquires;

if (remaining < 0 || compareAndSetState(available, remaining))

return remaining;

}

}

}

## acquire()

从此信号量获取一个许可，在提供一个许可前一直将线程阻塞，否则线程被[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())。

获取一个许可（如果提供了一个）并立即返回，将可用的许可数减 1。

如果没有可用的许可，则在发生以下两种情况之一前，禁止将当前线程用于线程安排目的并使其处于休眠状态：

a、某些其他线程调用此信号量的 [release()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Semaphore.html#release()) 方法，并且当前线程是下一个要被分配许可的线程；

b、其他某些线程[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())当前线程。

如果当前线程：

a、被此方法将其已中断状态设置为on；

b、在等待许可时被[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())。

则抛出InterruptedException，并且清除当前线程的已中断状态。

抛出：

InterruptedException - 如果当前线程被中断

**public** **void** acquire() **throws** InterruptedException {

sync.acquireSharedInterruptibly(1);

}

从信号量中获取一个许可，这其中还是由AbstractQueuedSynchronizer.acquireSharedInterruptibly()实现。

**public** **final** **void** acquireSharedInterruptibly(**int** arg) **throws** InterruptedException {

**if** (Thread.*interrupted*())

**throw** **new** InterruptedException();

**if** (tryAcquireShared(arg) < 0)

doAcquireSharedInterruptibly(arg);

}

1、如果当前线程已经被中断，则抛出InterruptedException异常。

2、通过tryAcquireShared(int)获取许可。如果没有获取到许可，则调用doAcquireSharedInterruptibly(int)将当前获取请求加入等待队列，并阻塞当前线程，支持可中断。

![](data:image/png;base64,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)

从上图可以看出，Semaphore在公平机制(FairSync)和非公平机制(NonfairSync)中对tryAcquireShared(int)有着不同的实现，如下：

**公平机制FairSync.tryAcquireShared(int)实现**：

**protected** **int** tryAcquireShared(**int** acquires) {

**for** (;;) {

**if** (getFirstQueuedThread() != Thread.*currentThread*() && hasQueuedThreads())

**return** -1;

**int** available = getState();

**int** remaining = available - acquires;

**if** (remaining < 0 || compareAndSetState(available, remaining))

**return** remaining;

}

}

1、如果当前线程不是AQS CLH队列的头部节点线程，且CLH中还有其他等待队列，则返回-1，也就是在acquireSharedInterruptibly(int)方法中，会触发当前线程被加入CLH等待队列中，且会挂起当前线程。

2、通过getState()方法获取信号量中所有的可用许可。如果需要获得许可数大于可用许可，则返回负数，也就相当于会触发acquireSharedInterruptibly(int)方法；否则通过CVS操作设置可用许可，并返回。

**非公平机制NonfairSync.tryAcquireShared(int)实现**：

**protected** **int** tryAcquireShared(**int** acquires) {

**return** nonfairTryAcquireShared(acquires);

}

**final** **int** nonfairTryAcquireShared(**int** acquires) {

**for** (;;) {

**int** available = getState();

**int** remaining = available - acquires;

**if** (remaining < 0 || compareAndSetState(available, remaining))

**return** remaining;

}

}

相对于公平机制，非公平机制并没有去判断AQS CLH队列中是否存在等待节点，而是直接获取许可。

## acquire(int permits)

从此信号量获取给定数目的许可，在提供这些许可前一直将线程阻塞，或者线程已被[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())。

获取给定数目的许可（如果提供了）并立即返回，将可用的许可数减去给定的量。

如果没有足够的可用许可，则在发生以下两种情况之一前，禁止将当前线程用于线程安排目的并使其处于休眠状态：

a、其他某些线程调用此信号量的某个[释放](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Semaphore.html#release())方法，当前线程是下一个被分配允许的线程并且可用许可的数目满足此请求；

b、其他某些线程[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())当前线程。

如果当前线程：

a、被此方法将其已中断状态设置为on；

b、在等待许可时被[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())。

则抛出InterruptedException，并且清除当前线程的已中断状态。任何原本应该分配给此线程的许可将被分配给其他试图获取许可的线程，就好像已通过调用[release()](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Semaphore.html#release())而使许可可用一样。

参数：

permits - 要获取的许可数

抛出：

InterruptedException - 如果当前线程已被中断

IllegalArgumentException - 如果 permits 为负

**public** **void** acquire(**int** permits) **throws** InterruptedException {

**if** (permits < 0) **throw** **new** IllegalArgumentException();

sync.acquireSharedInterruptibly(permits);

}

如果permits参数小于0，则抛出IllegalArgumentException异常。

后面的方法处理逻辑与[acquire()](#_acquire())一致。

## acquireUninterruptibly()

从此信号量中获取许可，在有可用的许可前将其阻塞。

获取一个许可（如果提供了一个）并立即返回，将可用的允许数减 1。

如果没有可用的许可，则在其他某些线程调用此信号量的release()方法，并且当前线程是下一个要被分配许可的线程前，禁止当前线程用于线程安排目的并使其处于休眠状态。

如果当前线程在等待许可时被[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())，那么它将继续等待，但是与没有发生中断，其将接收允许的时间相比，为该线程分配许可的时间可能改变。当线程确实从此方法返回后，将设置其中断状态。

**public** **void** acquireUninterruptibly() {

sync.acquireShared(1);

}

AQS对acquireShared(int)的实现。

**public** **final** **void** acquireShared(**int** arg) {

**if** (tryAcquireShared(arg) < 0)

doAcquireShared(arg);

}

tryAcquireShared(int)与[acquire()](#_acquire())中的一致，包括公平和非公平两种机制的不同实现。这里我们看一下doAcquireShared(int)方法。

**private** **void** doAcquireShared(**int** arg) {

**final** Node node = addWaiter(Node.*SHARED*);

**boolean** failed = **true**;

**try** {

**boolean** interrupted = **false**;

**for** (;;) {

**final** Node p = node.predecessor();

**if** (p == head) {

**int** r = tryAcquireShared(arg);

**if** (r >= 0) {

setHeadAndPropagate(node, r);

p.next = **null**; // help GC

**if** (interrupted) // 如果节点线程已中断。

*selfInterrupt*(); // 重新设置中断状态。

failed = **false**;

**return**;

}

}

// shouldParkAfterFailedAcquire()检查并更新等待的状态。

// parkAndCheckInterrupt() 挂起线程，清空中断状态位，并返回中断状态。

**if** (*shouldParkAfterFailedAcquire*(p, node) && parkAndCheckInterrupt())

interrupted = **true**;

}

} **finally** {

**if** (failed)

cancelAcquire(node);

}

}

## acquireUninterruptibly(int permits)

从此信号量获取给定数目的许可，在提供这些许可前一直将线程阻塞。

获取给定数目的许可（如果提供了）并立即返回，将可用的许可数减去给定的量。

如果没有足够的可用许可，则在其他某些线程调用此信号量的某个[释放](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\util\concurrent\Semaphore.html#release())方法，当前线程是下一个要被分配许可的线程，并且可用的许可数目满足此请求前，禁止当前线程用于线程安排目的并使其处于休眠状态。

如果当前的线程在等待许可时被[中断](file:///E:\MCFLY_Library\API%E5%85%A8%E9%9B%86\html\zh_CN\api\java\lang\Thread.html#interrupt())，则它会继续等待并且它在队列中的位置不受影响。当线程确实从此方法返回后，将其设置为中断状态。

参数：

permits - 要获取的许可数

抛出：

IllegalArgumentException - 如果 permits 为负

**public** **void** acquireUninterruptibly(**int** permits) {

**if** (permits < 0) **throw** **new** IllegalArgumentException();

sync.acquireShared(permits);

}  
可以看出，此方法会先判断permits参数，其后续逻辑与[acquireUninterruptibly()](#_acquireUninterruptibly())保持一致。

## availablePermits()

返回此信号量中当前可用的许可数。

此方法通常用于调试和测试目的。

返回：

此信号量中的可用许可数

**public** **int** availablePermits() {

**return** sync.getPermits();

}

**final** **int** getPermits() {

**return** getState();

}

返回state的值。

## drainPermits()

获取并返回立即可用的所有许可。

返回：

获取的许可数

**public** **int** drainPermits() {

**return** sync.drainPermits();

}

具体实现有Semaphore.Sync.drainPermits()实现。

**final** **int** drainPermits() {

**for** (;;) {

**int** current = getState();

**if** (current == 0 || compareAndSetState(current, 0))

**return** current;

}

}

立即返回可用的所有许可，此方法返回后，此信号量中没有可用许可。

## getQueuedThreads()

返回一个collection，包含**可能等待获取的线程**。因为在构造此结果的同时实际的线程set可能动态地变化，所以返回的 collection 仅是尽力的估计值。所返回collection中的元素没有特定的顺序。此方法用于加快子类的构造速度，提供更多的监视设施。

返回：

线程collection

**protected** Collection<Thread> getQueuedThreads() {

**return** sync.getQueuedThreads();

}

**public** **final** Collection<Thread> getQueuedThreads() {

ArrayList<Thread> list = **new** ArrayList<Thread>();

**for** (Node p = tail; p != **null**; p = p.prev) {

Thread t = p.thread;

**if** (t != **null**)

list.add(t);

}

**return** list;

}

## getQueueLength()

返回正在等待获取的线程的估计数目。该值仅是估计的数字，因为在此方法遍历内部数据结构的同时，线程的数目可能动态地变化。此方法用于监视系统状态，不用于同步控制。

返回：

正在等待此锁的线程的估计数目

**public** **final** **int** getQueueLength() {

**return** sync.getQueueLength();

}

**public** **final** **int** getQueueLength() {

**int** n = 0;

**for** (Node p = tail; p != **null**; p = p.prev) {

**if** (p.thread != **null**)

++n;

}

**return** n;

}

## hasQueuedThreads()

查询是否有线程正在等待获取。注意，因为同时可能发生取消，所以返回true并不保证有其他线程等待获取许可。此方法主要用于监视系统状态。

返回：

如果可能有其他线程正在等待获取锁，则返回true

**public** **final** **boolean** hasQueuedThreads() {

**return** sync.hasQueuedThreads();

}

**public** **final** **boolean** hasQueuedThreads() {

**return** head != tail;

}

## isFair()

如果此信号量的公平设置为 true，则返回 true。

返回：

如果此信号量的公平设置为 true，则返回 true

public boolean isFair() {

return sync instanceof FairSync;

}

## reducePermits(int reduction)

根据指定的缩减量减小可用许可的数目。此方法在使用信号量来跟踪那些变为不可用资源的子类中很有用。此方法不同于acquire，在许可变为可用的过程中，它不会阻塞等待。

参数：

reduction - 要移除的许可数

抛出：

IllegalArgumentException - 如果 reduction 是负数

**protected** **void** reducePermits(**int** reduction) {

**if** (reduction < 0) **throw** **new** IllegalArgumentException();

sync.reducePermits(reduction);

}

**final** **void** reducePermits(**int** reductions) {

**for** (;;) {

**int** current = getState();

**int** next = current - reductions;

**if** (compareAndSetState(current, next))

**return**;

}

}