**How does Spring @Transactional Really Work?**

In this post we will do a deep dive into Spring transaction management. We will go over on how does @Transactional really works under the hood. Other upcoming posts will include:

* how to use features like propagation and isolation
* what are the main pitfalls and how to avoid them

**JPA and Transaction Management**

It's important to notice that JPA on itself does not provide any type of declarative transaction management. When using JPA outside of a dependency injection container, transactions need to be handled programatically by the developer:

[?](http://blog.jhades.org/how-does-spring-transactional-really-work/)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | UserTransaction utx = entityManager.getTransaction();    try {      utx.begin();        businessLogic();        utx.commit();  } catch(Exception ex) {      utx.rollback();      throw ex;  } |

This way of managing transactions makes the scope of the transaction very clear in the code, but it has several disavantages:

* it's repetitive and error prone
* any error can have a very high impact
* errors are hard to debug and reproduce
* this decreases the readability of the code base
* What if this method calls another transactional method?

**Using Spring @Transactional**

With Spring @Transactional, the above code gets reduced to simply this:

[?](http://blog.jhades.org/how-does-spring-transactional-really-work/)

|  |  |
| --- | --- |
| 1  2  3  4 | @Transactional  public void businessLogic() {      ... use entity manager inside a transaction ...  } |

This is much more convenient and readable, and is currently the recommended way to handle transactions in Spring.

By using @Transactional, many important aspects such as transaction propagation are handled automatically. In this case if another transactional method is called by businessLogic(), that method will have the option of joining the ongoing transaction.

One potential downside is that this powerful mechanism hides what is going on under the hood, making it hard to debug when things don't work.

**What does @Transactional mean?**

One of the key points about @Transactional is that there are two separate concepts to consider, each with it's own scope and life cycle:

* the persistence context
* the database transaction

The transactional annotation itself defines the scope of a single database transaction. The database transaction happens inside the scope of a*persistence context*.

The persistence context is in JPA the EntityManager, implemented internally using an Hibernate Session (when using Hibernate as the persistence provider).

The persistence context is just a synchronizer object that tracks the state of a limited set of Java objects and makes sure that changes on those objects are eventually persisted back into the database.

This is a very different notion than the one of a database transaction. One Entity Manager **can be used across several database transactions**, and it actually often is.

**When does an EntityManager span multiple database transactions?**

The most frequent case is when the application is using the Open Session In View pattern to deal with lazy initialization exceptions, see this previous blog post for it's [pros and cons](http://blog.jhades.org/open-session-in-view-pattern-pros-and-cons/).

In such case the queries that run in the view layer are in separate database transactions than the one used for the business logic, but they are made via the same entity manager.

Another case is when the persistence context is marked by the developer as PersistenceContextType.EXTENDED, which means that it can survive multiple requests.

**What defines the EntityManager vs Transaction relation?**

This is actually a choice of the application developer, but the most frequent way to use the JPA Entity Manager is with the   
"Entity Manager per application transaction" pattern. This is the most common way to inject an entity manager:

[?](http://blog.jhades.org/how-does-spring-transactional-really-work/)

|  |  |
| --- | --- |
| 1  2 | @PersistenceContext  private EntityManager em; |

Here we are by default in "Entity Manager per transaction" mode. In this mode, if we use this Entity Manager inside a @Transactional method, then the method will run in a single database transaction.

**How does @PersistenceContext work?**

One question that comes to mind is, how can @PersistenceContext inject an entity manager only once at container startup time, given that entity managers are so short lived, and that there are usually multiple per request.

The answer is that it can't: EntityManager is an interface, and what gets injected in the spring bean is not the entity manager itself but *a context aware proxy* that will delegate to a concrete entity manager at runtime.

Usually the concrete class used for the proxy is   
SharedEntityManagerInvocationHandler, this can be confirmed with the help a debugger.

**How does @Transactional work then?**

The persistence context proxy that implements EntityManager is not the only component needed for making declarative transaction management work. Actually three separate components are needed:

* The EntityManager Proxy itself
* The Transactional Aspect
* The Transaction Manager

Let's go over each one and see how they interact.

**The Transactional Aspect**

The Transactional Aspect is an 'around' aspect that gets called both before and after the annotated business method. The concrete class for implementing the aspect is TransactionInterceptor.

The Transactional Aspect has two main responsibilities:

* At the 'before' moment, the aspect provides a hook point for determining if the business method about to be called should run in the scope of an ongoing database transaction, or if a new separate transaction should be started.
* At the 'after' moment, the aspect needs to decide if the transaction should be committed, rolled back or left running.

At the 'before' moment the Transactional Aspect itself does not contain any decision logic, the decision to start a new transaction if needed is delegated to the Transaction Manager.

**The Transaction Manager**

The transaction manager needs to provide an answer to two questions:

* should a new Entity Manager be created?
* should a new database transaction be started?

This needs to be decided at the moment the Transactional Aspect 'before' logic is called. The transaction manager will decide based on:

* the fact that one transaction is already ongoing or not
* the propagation attribute of the transactional method (for example REQUIRES\_NEW always starts a new transaction)

If the transaction manager decides to create a new transaction, then it will:

* create a new entity manager
* bind the entity manager to the current thread
* grab a connection from the DB connection pool
* bind the connection to the current thread

The entity manager and the connection are both bound to the current thread using [ThreadLocal](http://docs.oracle.com/javase/6/docs/api/java/lang/ThreadLocal.html) variables.

They are stored in the thread while the transaction is running, and it's up to the Transaction Manager to clean them up when no longer needed.

Any parts of the program that need the current entity manager or connection can retrieve them from the thread. One program component that does exactly that is the EntityManager proxy.

**The EntityManager proxy**

The EntityManager proxy (that we have introduced before) is the last piece of the puzzle. When the business method calls for example   
entityManager.persist(), this call is not invoking the entity manager directly.

Instead the business method calls the proxy, which retrieves the current entity manager from the thread, where the Transaction Manager put it.

Knowing now what are the moving parts of the @Transactionalmechanism, let's go over the usual Spring configuration needed to make this work.

**Putting It All Together**

Let's go over how to setup the three components needed to make the transactional annotation work correctly. We start by defining the entity manager factory.

This will allow the injection of Entity Manager proxies via the persistence context annotation:

[?](http://blog.jhades.org/how-does-spring-transactional-really-work/)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | @Configuration  public class EntityManagerFactoriesConfiguration {      @Autowired      private DataSource dataSource;        @Bean(name = "entityManagerFactory")      public LocalContainerEntityManagerFactoryBean emf() {          LocalContainerEntityManagerFactoryBean emf = ...          emf.setDataSource(dataSource);          emf.setPackagesToScan(              new String[] {"your.package"});          emf.setJpaVendorAdapter(              new HibernateJpaVendorAdapter());          return emf;      }  } |

The next step is to configure the Transaction Manager and to apply the Transactional Aspect in @Transactional annotated classes:

[?](http://blog.jhades.org/how-does-spring-transactional-really-work/)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | @Configuration  @EnableTransactionManagement  public class TransactionManagersConfig {      @Autowired      EntityManagerFactory emf;      @Autowired      private DataSource dataSource;        @Bean(name = "transactionManager")      public PlatformTransactionManager transactionManager() {          JpaTransactionManager tm =              new JpaTransactionManager();              tm.setEntityManagerFactory(emf);              tm.setDataSource(dataSource);          return tm;      }  } |

The annotation @EnableTransactionManagement tells Spring that classes with the @Transactional annotation should be wrapped with the Transactional Aspect. With this the @Transactional is now ready to be used.

**Conclusion**

The Spring declarative transaction management mechanism is very powerful, but it can be misused or wrongly configured easily.

Understanding how it works internally is helpful when troubleshooting situations when the mechanism is not at all working or is working in an unexpected way.

The most important thing to bear in mind is that there are really two concepts to take into account: the database transaction and the persistence context, each with it's own not readily apparent life cycle.

A future post will go over the most frequent pitfalls of the transactional annotation and how to avoid them.

# Performance Tuning of Spring/Hibernate Applications

For most typical Spring/Hibernate enterprise applications, the application performance depends almost entirely on the performance of it's persistence layer.

This post will go over how to confirm that we are in presence of a 'database-bound' application, and then walk through 7 frequently used 'quick-win' tips that can help improve application performance.

#### How to confirm that an application is 'database-bound'

To confirm that an application is 'database-bound', start by doing a typical run in some development environment, using [VisualVM](http://visualvm.java.net/) for monitoring. VisualVM is a Java profiler shipped with the JDK and launchable via the command line by calling jvisualvm.

After launching Visual VM, try the following steps:

* double click on your running application
* Select Sampler
* click on Settings checkbox
* Choose Profile only packages, and type in the following packages:
  + your.application.packages.\*
  + org.hibernate.\*
  + org.springframework.\*
  + your.database.driver.package, for example oracle.\*
  + Click Sample CPU

The CPU profiling of a typical 'database-bound' application should look something like this:

![application profile](data:image/jpeg;base64,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)

We can see that the client Java process spends 56% of it's time waiting for the database to return results over the network.

This is a good sign that the queries on the database are what's keeping the application slow. The 32.7% in Hibernate reflection calls is normal and nothing much can be done about it.

#### First step for tuning - obtaining a baseline run

The first step to do tuning is to define a baseline run for the program. We need to identify a set of functionally valid input data that makes the program go through a typical execution similar to the production run.

The main difference is that the baseline run should run in a much shorter period of time, as a guideline an execution time of around 5 to 10 minutes is a good target.

#### What makes a good baseline?

A good baseline should have the following characteristics:

* it's functionally correct
* the input data is similar to production in it's variety
* it completes in a short amount of time
* optimizations in the baseline run can be extrapolated to a full run

*Getting a good baseline is solving half of the problem.*

#### What makes a bad baseline?

For example, in a batch run for processing call data records in a telecommunications system, taking the first 10 000 records could be the**wrong** approach.

The reason being, the first 10 000 might be mostly voice calls, but the unknown performance problem is in the processing of SMS traffic. Taking the first records of a large run would lead us to a bad baseline, from which wrong conclusions would be taken.

#### Collecting SQL logs and query timings

The SQL queries executed with their execution time can be collected using for example [log4jdbc](https://code.google.com/p/log4jdbc/). See this blog post for how to collect SQL queries using log4jdbc - [Spring/Hibernate improved SQL logging with log4jdbc](http://blog.jhades.org/logging-the-actualreal-sql-queries-of-a-springhibernate-application/).

The query execution time is measured from the Java client side, and it includes the network round-trip to the database. The SQL query logs look like this:

16 avr. 2014 11:13:48 | SQL\_QUERY */\* insert your.package.YourEntity \*/* **insert** **into** YOUR\_TABLE (...) **values** (...) {executed **in** 13 msec}

The prepared statements themselves are also a good source of information - they allow to easily identify frequent query types. They can be logged by following this blog post - [Why and where is Hibernate doing this SQL query?](http://blog.jhades.org/how-to-find-out-why-hibernate-is-doing-a-certain-sql-query/)

#### What metrics can be extracted from SQL logs

The SQL logs can give the answer these questions:

* What are slowest queries being executed?
* What are the most frequent queries?
* What is the amount of time spent generating primary keys?
* Is there some data that could benefit from caching ?

#### How to parse the SQL logs

Probably the only viable option for large log volumes is to use command line tools. This approach has the advantage of being very flexible.

At the expense of writing a small script or command, we can extract mostly any metric needed. Any command line tool will work as long as you are comfortable with it.

If you are used to the Unix command line, bash might be a good option. Bash can be used also in Windows workstations, using for example[Cygwin](http://www.cygwin.com/), or [Git](http://git-scm.com/downloads) that includes a bash command line.

#### Frequently applied Quick-Wins

The quick-wins bellow identify common performance problems in Spring/Hibernate applications, and their corresponding solutions.

#### Quick-win Tip 1 - Reduce primary key generation overhead

In processes that are 'insert-intensive', the choice of a primary key generation strategy can matter a lot. One common way to generate id's is to use database sequences, usually one per table to avoid contention between inserts on different tables.

The problem is that if 50 records are inserted, we want to avoid that 50 network round-trips are made to the database in order to obtain 50 id's, leaving the Java process hanging most of the time.

##### How does Hibernate usually handle this?

Hibernate provides new optimized ID generators that avoid this problem. Namely for sequences, a HiLo id generator is used by default. This is how the HiLo sequence generator it works:

* call a sequence once and get 1000 (the High value)
* calculate 50 id's like this:
  + 1000 \* 50 + 0 = 50000
  + 1000 \* 50 + 1 = 50001
  + ...
  + 1000 \* 50 + 49 = 50049, Low value (50) reached
  + call sequence for new High value 1001 ... etc ...

So from a single sequence call, 50 keys where generated, reducing the overhead caused my inumerous network round-trips.

These new optimized key generators are on by default in Hibernate 4, and can even be turned off if needed by setting hibernate.id.new\_generator\_mappings to false.

##### Why can primary key generation still be a problem?

The problem is, if you declared the key generation strategy as AUTO, the optimized generators are **still** off, and your application will end up with a huge amount of sequence calls.

In order to make sure the new optimized generators are on, make sure to use the SEQUENCE strategy instead of AUTO:

@Id

@GeneratedValue(strategy = GenerationType.SEQUENCE, generator = "your\_key\_generator")

**private** Long id;

With this simple change, an improvement in the range of 10%-20% can be measured in 'insert-intensive' applications, with basically no code changes.

#### Quick-win Tip 2 - Use JDBC batch inserts/updates

For batch programs, JDBC drivers usually provide an optimization for reducing network round-trips named 'JDBC batch inserts/updates'. When these are used, inserts/updates are queued at the driver level before being sent to the database.

When a threshold is reached, then the whole batch of queued statements is sent to the database in one go. This prevents the driver from sending the statements one by one, which would waist multiple network round-trips.

This is the entity manager factory configuration needed to active batch inserts/updates:

<prop key="hibernate.jdbc.batch\_size">100</prop>

<prop key="hibernate.order\_inserts">true</prop>

<prop key="hibernate.order\_updates">true</prop>

Setting only the JDBC batch size **won't** work. This is because the JDBC driver will batch the inserts only when receiving insert/updates for the exact same table.

If an insert to a new table is received, then the JDBC driver will first flush the batched statements on the previous table, before starting to batch statements on the new table.

A similar functionality is implicitly used if using Spring Batch. This optimization can easily buy you 30% to 40% to 'insert intensive' programs, without changing a single line of code.

#### Quick-win Tip 3 - Periodically flush and clear the Hibernate session

When adding/modifying data in the database, Hibernate keeps in the session a version of the entities already persisted, just in case they are modified again before the session is closed.

But many times we can safely discard entities once the corresponding inserts where done in the database. This releases memory in the Java client process, preventing performance problems caused by long running Hibernate sessions.

Such long-running sessions **should** be avoided as much as possible, but if by some reason they are needed, this is how to contain memory consumption:

entityManager.flush();

entityManager.clear();

The flush will trigger the inserts from new entities to be sent to the database. The clear releases the new entities from the session.

#### Quick-win Tip 4 - Reduce Hibernate dirty-checking overhead

Hibernate uses internally a mechanism to keep track of modified entities called dirty-checking. This mechanism is **not** based on the equals and hashcode methods of the entity classes.

Hibernate does it's most to keep the performance cost of dirty-checking to a minimum, and to dirty-check only when it needs to, but the mechanism does have a cost, which is more noticeable in tables with a large number of columns.

Before applying any optimization, the most important is to measure the cost of dirty-checking using VisualVM.

##### How to avoid dirty-checking?

In Spring business methods that we know are read-only, dirty-checking can be turned off like this:

@Transactional(readOnly=**true**)

**public** **void** **someBusinessMethod**() {

....

}

An alternative to avoid dirty-checking is to use the Hibernate Stateless Session, which is detailed in the [documentation](http://docs.jboss.org/hibernate/orm/4.0/devguide/en-US/html/ch04.html#d0e1932).

#### Quick-win Tip 5 - Search for 'bad' query plans

Check the queries in the slowest queries list to see if they have good query plans. The most usual 'bad' query plans are:

* Full table scans: they happen when the table is being fully scanned due to usually a missing index or outdated table statistics.
* Full cartesian joins: This means that the full cartesian product of several tables is being computed. Check for missing join conditions, or if this can be avoided by splitting a step into several.

#### Quick-win Tip 6 - check for wrong commit intervals

If you are doing batch processing, the commit interval can make a large difference in the performance results, as in 10 to 100 times faster.

Confirm that the commit interval is the one expected (usually around 100-1000 for Spring Batch jobs). It happens often that this parameter is not correctly configured.

#### Quick-win Tip 7 - Use the second-level and query caches

If some data is identified as being eligible for caching, then have a look at this blog post for how to setup the Hibernate caching: [Pitfalls of the Hibernate Second-Level / Query Caches](http://blog.jhades.org/setup-and-gotchas-of-the-hibernate-second-level-and-query-caches/)

#### Conclusions

To solve application performance problems, the most important action to take is to collect some metrics that allow to find what the current bottleneck is.

Without some metrics it is often not possible to guess in useful time what the correct problem cause is.

Also, many but not all of the typical performance pitfalls of a 'database-driven' application can be avoided in the first place by using the Spring Batch framework.

**Open Session In View Design Tradeoffs**

The Open Session in View (OSIV) pattern gives rise to different opinions in the Java development community. Let's go over OSIV and some of the pros and cons of this pattern.

**The problem**

The problem that OSIV solves is a mismatch between the Hibernate concept of session and it's lifecycle and the way that many server-side view technologies work.

In a typical Java frontend application the service layer starts by querying some of the data needed to build the view. The remaining data needed can be lazy-loaded later, with the condition that the Hibernate session remains open - and there lies the problem.

Between the moment that the service layer method finishes it's execution and the moment that the view is rendered, Hibernate has already committed the transaction and closed the session.

When the view tries to lazy load the extra data that it needs, if finds the Hibernate session closed, causing a LazyInitializationException.

**The OSIV solution**

OSIV tackles this problem by ensuring that the Hibernate session is kept open all the way up to the rendering of the view - hence the name of the pattern.

Because the session is kept open, no more LazyInitializationExceptions occur. The session or entity manager is kept open by means of a filter that is added to the request processing chain.

In the case of JPA the OpenEntityManagerInViewFilter will create an entity manager at the beginning of the request, and then bind it to the request thread.

The service layer will then be executed and the business transaction committed or rolled back, but the transaction manager will not remove the entity manager from the thread after the commit.

When the view rendering starts, the transaction manager will then check if there is already an entity manager binded to the thread, and if so use it instead of creating a new one.

After the request is processed, the filter will then unbind the entity manager from the thread.

The end result is that the same entity manager used to commit the business transaction was kept around in the request thread, allowing the view rendering code to lazy load the needed data.

**Going back to the original problem**

Let's step back a moment and go back to the initial problem: the LazyInitializationException. Is this exception really a problem? This exception can also be seen as a warning sign of a wrongly written query in the service layer.

When building a view and it's backing services, the developer knows upfront what data is needed, and can make sure that the needed data is loaded before the rendering starts.

Several relation types such as one-to-many use lazy-loading by default, but that default setting can be overridden if needed *at query time* using the following syntax:

**select** p **FROM** Person p **left** **join** **fetch** p.invoices

This means that the lazy loading can be turned off on a case by case basis depending on the data needed by the view.

**OSIV in projects I've worked**

In projects I have worked that used OSIV, we could see via query logging that the database was getting hit with a high number of SQL queries, sometimes to the point that developers had to turn off the Hibernate SQL logging.

The performance of these application was impacted, but it was kept manageable using second-level caches, and due to the fact that these where intranet-based applications with a limited number of users.

**Pros of OSIV**

The main advantage of OSIV is that it makes working with ORM and the database more transparent:

* Less queries need to be manually written
* Less awareness is required about the Hibernate session and how to solve LazyInitializationExceptions.

**Cons of OSIV**

OSIV seems to be easy to misuse and can accidentally introduce N+1 performance problems in the application. On projects I've worked OSIV did not work out well in the long-term.

The alternative of writing custom queries that eager fetch data depending on the use case is manageable and turned out well in other projects I've worked.

**Alternatives to OSIV**

Besides the application-level solution of writing custom queries to pre-fetch the needed data, there are other framework-level aproaches to OSIV.

The [Seam Framework](http://blog.jhades.org/open-session-in-view-pattern-pros-and-cons/www.seamframework.org/%E2%80%8E) was built by some of the same developers as Hibernate , and solves the problem by introducing the notion of[conversation](http://docs.jboss.org/seam/2.1.0.SP1/reference/en-US/html/conversations.html#d0e5740).

# Spring/Hibernate improved SQL logging with log4jdbc

Hibernate provides SQL logging out of the box, but such logging only shows prepared statements, and not the actual SQL queries sent to the database.

It also does not log the execution time of each query, which is useful for performance troubleshooting. This blog post will go over how to setup Hibernate query logging, and then compare it to the logging that can be obtained with [log4jdbc](https://code.google.com/p/log4jdbc-remix/).

#### The Hibernate query logging functionality

Hibernate does not log the real SQL queries sent to the database. This is because Hibernate interacts with the database via the JDBC driver, to which it sends prepared statements but not the actual queries.

So Hibernate can only log the prepared statements and the values of their binding parameters, but not the actual SQL queries themselves.

This is how a query looks like when logged by Hibernate:

**select** /\* **load** your.package.Employee \*/ this\_.code, ...

**from** employee this\_

**where** this\_.employee\_id=?

TRACE 12-04-2014@16:06:02 BasicBinder - binding parameter [1] **as** [**NUMBER**] - 1000

See this post [Why and where is Hibernate doing this SQL query?](http://blog.jhades.org/how-to-find-out-why-hibernate-is-doing-a-certain-sql-query) for how to setup this type of logging.

### Using log4jdbc

For a developer it's useful to be able to copy paste a query from the log and be able to execute the query directly in an SQL client, but the variable placeholders ? make that unfeasible.

Log4jdbc in an open source tool that allows to do just that, and more. Log4jdbc is a spy driver that will wrap itself around the real JDBC driver, logging queries as they go through it.

The version linked from this post provides Spring integration, unlike several other log4jdbc forks.

#### Setting up log4jdbc

First include the log4jdbc-remix library in your pom.xml. This library is a fork of the original log4jdbc:

<dependency>

<groupId>**org**.lazyluke</groupId>

<artifactId>**log4jdbc**-remix</artifactId

<version>**0**.2.7</version>

</dependency>

Next, find in the Spring configuration the definition of the data source. As an example, when using the JNDI lookup element this is how the data source looks like:

<jee:jndi-lookup id="dataSource"

jndi-name="java:comp/env/jdbc/some-db" />

After finding the data source definition, rename it to the following name:

<jee:jndi-lookup id="dataSourceSpied"

jndi-name="java:comp/env/jdbc/some-db" />

Then define a new log4jdbc data source that wraps the real data source, and give it the original name:

<bean id="dataSource" class="net.sf.log4jdbc.Log4jdbcProxyDataSource" >

<constructor-arg ref="dataSourceSpied" />

<property name="logFormatter">

<bean class="net.sf.log4jdbc.tools.Log4JdbcCustomFormatter" >

<property name="loggingType" value="SINGLE\_LINE" />

<property name="margin" value="19" />

<property name="sqlPrefix" value="SQL:::" />

</bean>

</property>

</bean >

With this configuration, the query logging should already be working. It's possible to customize the logging level of the several log4jdbc loggers available.

The original [log4jdbc](https://code.google.com/p/log4jdbc/) documentation provides more information on the available loggers:

* jdbc.sqlonly: Logs only SQL
* jdbc.sqltiming: Logs the SQL, post-execution, including timing execution statistics
* jdbc.audit: Logs ALL JDBC calls except for ResultSets
* jdbc.resultset: all calls to ResultSet objects are logged
* jdbc.connection: Logs connection open and close events

The jdbc.audit logger is especially useful to validate the scope of transactions, as it logs the begin/commit/rollback events of a database transaction.

This is the proposed log4j configuration that will print only the SQL queries together with their execution time:

<logger name="jdbc.sqltiming" additivity ="false">

<level value="info" />

</logger>

<logger name="jdbc.resultset" additivity ="false">

<level value="error" />

</logger>

<logger name="jdbc.audit" additivity ="false">

<level value="error" />

</logger>

<logger name="jdbc.sqlonly" additivity ="false">

<level value="error" />

</logger>

<logger name="jdbc.resultsettable" additivity ="false">

<level value="error" />

</logger>

<logger name="jdbc.connection" additivity ="false">

<level value="error" />

</logger>

<logger name="jdbc.resultsettable" additivity ="false">

<level value="error" />

</logger>

#### Conclusion

Using log4jdbc does imply some initial setup, but once it's in place it's really convenient to have. Having a true query log is also useful for performance troubleshooting, as will be described in an upcoming post.

**Hibernate Debugging - Finding the origin of a Query**

It's not always immediate why and in which part of the program is Hibernate generating a given SQL query, especially if we are dealing with code that we did not write ourselves.

This post will go over how to configure Hibernate query logging, and use that together with other tricks to find out why and where in the program a given query is being executed.

**What does the Hibernate query log look like**

Hibernate has built-in query logging that looks like this:

**select** /\* **load** your.package.Employee \*/ this\_.code, ...

**from** employee this\_

**where** this\_.employee\_id=?

TRACE 12-04-2014@16:06:02 BasicBinder - binding parameter [1] **as** [**NUMBER**] - 1000

**Why can't Hibernate log the actual query ?**

Notice that what is logged by Hibernate is the prepared statement sent by Hibernate to the JDBC driver plus it's parameters. The prepared statement has ? in the place of the query parameters, the parameter values themselves are logged just bellow the prepared statement.

This is not the same as the actual query sent to the database, as there is no way for Hibernate to log the actual query. The reason for this is that Hibernate only knows about the prepared statements and the parameters that it sends to the JDBC driver, and it's the driver that will build the actual queries and then send them to the database.

In order to produce a log with the real queries, a tool like [log4jdbc](https://code.google.com/p/log4jdbc-remix/) is needed, which will be the subject of another post.

**How to find out the origin of the query**

The logged query above contains a comment that allows to identify in most cases the origin of the query: if the query is due to a load by ID the comment is /\* load your.entity.Name \*/, if it's a named query then the comment will contain the name of the query.

If it's a one to many lazy initialization the comment will contain the name of the class and the property that triggered it, etc.

**Setting up the Hibernate query log**

In order to obtain a query log, the following flags need to be set in the configuration of the session factory:

<bean id= "entityManagerFactory" class="org.springframework.orm.jpa.LocalContainerEntityManagerFactoryBean" >

...

<property name="jpaProperties" >

<props>

<prop key="hibernate.show\_sql" >true</ prop>

<prop key="hibernate.format\_sql" >true</ prop>

<prop key="hibernate.use\_sql\_comments">true</prop>

</props>

</property>

The example above is for Spring configuration of an entity manager factory. This is the meaning of the flags:

* show\_sql enables query logging
* format\_sql pretty prints the SQL
* use\_sql\_comments adds an explanatory comment

In order to log the query parameters, the following log4j or equivalent information is needed:

<logger name="org.hibernate.type">

<level value="trace" />

</logger >

**If everything else fails**

In many cases the comment created by use\_sql\_comments is enough to identify the origin of the query. If this is not sufficient, then we can start by identifying the entity returned by the query based on the table names involved, and put a breakpoint in the constructor of the returned entity.

If the entity does not have a constructor, then we can create one and put the breakpoint in the call to super():

@Entity

**public** **class** **Employee** {

**public** **Employee**() {

**super**(); *// put the breakpoint here*

}

...

}

When the breakpoint is hit, go to the IDE debug view containing the stack call of the program and go through it from top to bottom. The place where the query was made in the program will be there in the call stack.

# Pitfalls of the Hibernate Second-Level / Query Caches

This post will go through how to setup the Hibernate Second-Level and Query caches, how they work and what are their most common pitfalls.

The Hibernate second level cache is an application level cache for storing entity data. The query cache is a separate cache that stores query results only.

The two caches really go together, as there are not many cases where we would like to use one without the other. When well used these caches provide improved performance in a transparent way, by reducing the number of SQL statements that hit the database.

#### How does the second level-cache work?

The second level cache stores the entity data, but **NOT** the entities themselves. The data is stored in a 'dehydrated' format which looks like a hash map where the key is the entity Id, and the value is a list of primitive values.

Here is an example on how the contents of the second-level cache look:

\*-----------------------------------------\*

| Person Data Cache |

|-----------------------------------------|

| 1 -> [ "John" , "Q" , "Public" , null ] |

| 2 -> [ "Joey" , "D" , "Public" , 1 ] |

| 3 -> [ "Sara" , "N" , "Public" , 1 ] |

\*-----------------------------------------\*

The second level cache gets populated when an object is loaded by Id from the database, using for example entityManager.find(), or when traversing lazy initialized relations.

#### How does the query cache work?

The query cache looks conceptually like an hash map where the key is composed by the query text and the parameter values, and the value is a list of entity Id's that match the query:

\*----------------------------------------------------------\*

| Query Cache |

|----------------------------------------------------------|

| ["from Person where firstName=?", ["Joey"] ] -> [1, 2] ] |

\*----------------------------------------------------------\*

Some queries don't return entities, instead they return only primitive values. In those cases the values themselves will be stored in the query cache. The query cache gets populated when a cacheable JPQL/HQL query gets executed.

#### What is the relation between the two caches?

If a query under execution has previously cached results, then no SQL statement is sent to the database. Instead the query results are retrieved from the query cache, and then the cached entity identifiers are used to access the second level cache.

If the second level cache contains data for a given Id, it re-hydrates the entity and returns it. If the second level cache does not contain the results for that particular Id, then an SQL query is issued to load the entity from the database.

#### How to setup the two caches in an application

The first step is to include the hibernate-ehcache jar in the classpath:

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-ehcache</artifactId>

<version>SOME-HIBERNATE-VERSION</version>

</dependency>

The following parameters need to be added to the configuration of your EntityManagerFactory or SessionFactory:

<prop key="hibernate.cache.use\_second\_level\_cache">true</prop>

<prop key="hibernate.cache.use\_query\_cache">true</prop>

<prop key="hibernate.cache.region.factory\_class">org.hibernate.cache.ehcache.EhCacheRegionFactory</prop>

<prop key="net.sf.ehcache.configurationResourceName">/your-cache-config.xml</prop>

Prefer using EhCacheRegionFactory instead of SingletonEhCacheRegionFactory. Using EhCacheRegionFactory means that Hibernate will create separate cache regions for Hibernate caching, instead of trying to reuse cache regions defined elsewhere in the application.

The next step is to configure the cache regions settings, in file your-cache-config.xml:

**<?xml version="1.0" ?>**

<ehcache xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

updateCheck="false"

xsi:noNamespaceSchemaLocation="ehcache.xsd" name="yourCacheManager">

<diskStore path="java.io.tmpdir"/>

<cache name="yourEntityCache"

maxEntriesLocalHeap="10000"

eternal="false"

overflowToDisk="false"

timeToLiveSeconds="86400" />

<cache name="org.hibernate.cache.internal.StandardQueryCache"

maxElementsInMemory="10000"

eternal="false

timeToLiveSeconds="86400"

overflowToDisk="false"

memoryStoreEvictionPolicy="LRU" />

<defaultCache

maxElementsInMemory="10000"

eternal="false"

timeToLiveSeconds="86400"

overflowToDisk="false"

memoryStoreEvictionPolicy="LRU" />

</ehcache>

If no cache settings are specified, default settings are taken, but this is probably best avoided. Make sure to give the cache a name by filling in the name attribute in the ehcache element.

Giving the cache a name prevents it from using the default name, which might already be used somewhere else on the application.

#### Using the second level cache

The second level cache is now ready to be used. In order to cache entities, annotate them with the @org.hibernate.annotations.Cacheannotation:

@Entity

@Cache(usage=CacheConcurrencyStrategy.READ\_ONLY,

region="yourEntityCache")

**public** **class** **SomeEntity** {

...

}

Associations can also be cached by the second level cache, but by default this is not done. In order to enable caching of an association, we need to apply @Cache to the association itself:

@Entity

**public** **class** **SomeEntity** {

@OneToMany

@Cache(usage=CacheConcurrencyStrategy.READ\_ONLY,

region="yourCollectionRegion")

**private** Set<OtherEntity> other;

}

#### Using the query cache

After configuring the query cache, by default no queries are cached yet. Queries need to be marked as cached explicitly, this is for example how a named query can be marked as cached:

@NamedQuery(name="account.queryName",

query="select acct from Account ...",

hints={

@QueryHint(name="org.hibernate.cacheable",

value="true")

}

})

And this is how to mark a criteria query as cached:

**List** cats = session.createCriteria(Cat.class)

.setCacheable(**true**)

.**list**();

The next section goes over some pitfalls that you might run into while trying to setup these two caches. These are behaviors that work as designed but still can be surprising.

#### Pitfall 1 - Query cache worsens performance causing a high volume of queries

There is an harmful side-effect of how the two caches work, that occurs if the cached query results are configured to expire more frequently than the cached entities returned by the query.

If a query has cached results, it returns a list of entity Id's, that is then resolved against the second level cache. If the entities with those Ids where not configured as cacheable or if they have expired, then a select will hit the database per entity Id.

For example if a cached query returned 1000 entity Ids, and non of those entities where cached in the second level cache, then 1000 selects by Id will be issued against the database.

The solution to this problem is to configure query results expiration to be aligned with the expiration of the entities returned by the query.

#### Pitfall 2 - Cache limitations when used in conjunction with @Inheritance

It is currently not possible to specify different caching policies for different subclasses of the same parent entity.

For example this will not work:

@Entity

@Inheritance

@Cache(CacheConcurrencyStrategy.READ\_ONLY)

**public** **class** **BaseEntity** {

...

}

@Entity

@Cache(CacheConcurrencyStrategy.READ\_WRITE)

**public** **class** **SomeReadWriteEntity** **extends** **BaseEntity** {

...

}

@Entity

@Cache(CacheConcurrencyStrategy.TRANSACTIONAL)

**public** **class** **SomeTransactionalEntity** **extends** **BaseEntity** {

...

}

In this case only the @Cache annotation of the parent class is considered, and all concrete entities have READ\_ONLY concurrency strategy.

#### Pitfall 3 - Cache settings get ignored when using a singleton based cache

It is advised to configure the cache region factory as a EhCacheRegionFactory, and specify an ehcache configuration via net.sf.ehcache.configurationResourceName.

There is an alternative to this region factory which is SingletonEhCacheRegionFactory. With this region factory the cache regions are stored in a singleton using the cache name as a lookup key.

The problem with the singleton region factory is that if another part of the application had already registered a cache with the default name in the singleton, this causes the ehcache configuration file passed via net.sf.ehcache.configurationResourceName to be ignored.

#### Conclusion

The second level and query caches are very useful if set up correctly, but there are some pitfalls to bear in mind in order to avoid unexpected behaviors. All in all it's a feature that works transparently and that if well used can increase significantly the performance of an application.

Please let us know in the comments bellow your own experience and pitfalls you have encountered. Thanks for reading.

#### Useful Links

This blog post is a well-known reference to the inner details of the Hibernate second level and query caches - [Truly Understanding the Second-Level and Query Caches](http://www.javalobby.org/java/forums/t48846.html)

Spring Transaction Attributes

**What are transaction attributes?**

Spring transactions allow setting up the propagation behavior, isolation, timeout and read only settings of a transaction. Before we delve into the details, here are some points that need to be kept in mind

* Isolation level and timeout settings get applied only after the transaction starts.
* Not all transaction managers specify all values and may throw exception with some non default values

**Propagation**

PROPAGATION\_REQUIRED   
This attribute tells that the code needs to be run in a transactional context. If a transaction already exists then the code will use it otherwise a new transaction is created. This is the default and mostly widely used transaction setting.

PROPAGATION\_SUPPORTS   
If a transaction exists then the code will use it, but the code does not require a new one. As an example, consider a ticket reservation system. A query to get total seats available can be executed non-transactionally. However, if used within a transaction context it will deduct tickets already selected and reduce them from the total count, and hence may give a better picture. This attribute should be used with care especially when PROPAGATION\_REQUIRED or PROPAGATION\_REQUIRES\_NEW is used within a PROPAGATION\_SUPPORTS context.

PROPAGATION\_MANDATORY   
Participates in an existing transaction, however if no transaction context is present then it throws a TransactionRequiredException

PROPAGATION\_REQUIRES\_NEW   
Creates a new transaction and if an existing transaction is present then it is suspended. In other words a new transaction is always started. When the new transaction is complete then the original transaction resumes. This transaction type is useful when a sub activity needs to be completed irrespective of the containing transaction. The best example of this is logging. Even if a transaction roll backs you still want to preserve the log statements. Transaction suspension may not work out of the box with all transaction managers, so make sure that the transaction manager supports transaction suspension

PROPAGATION\_NOT\_SUPPORTED   
This attribute says that transaction is not supported. In other words the activity needs to be performed non-transactionally. If an existing transaction is present then it is suspended till the activity finishes.

PROPAGATION\_NEVER   
This attributes says that the code cannot be invoked within a transaction. However, unlike PROPAGATION\_NOT\_SUPPORTED, if an existing transaction is present then an exception will be thrown

PROPAGATION\_NESTED   
The code is executed within a nested transaction if existing transaction is present, if no transaction is present then a new transaction is created. Nested transaction is supported out of the box on only certain transaction managers.

**Isolation**

Isolation is a property of a transaction that determines what effect a transaction has on other concurrent transactions. To completely isolate the transaction the database may apply locks to rows or tables. Before we go through the transaction levels, let us look at some problems that occur when transaction 1 reads data that is being modified by transaction 2.

* *Dirty Reads*- Dirty reads occur when transaction 2 reads data that has been modified by transaction 1 but not committed. The problem occurs when transaction 1 rollbacks the transaction, in which case the data read by transaction 2 will be invalid.
* *Non Repeatable Reads*- Nonrepeatable reads happen when a transaction fires the same query multiple times but receives different data each time for the same query. This may happen when another transaction has modified the rows while this query is in progress.
* *Phantom Reads* - Phantom reads occur when the collection of rows returned is different when a same query is executed multiple times in a transaction. Phantom reads occur when transaction 2 adds rows to a table between the multiple queries of transaction 1.

The following isolation levels are supported by spring

ISOLATION\_DEFAULT   
Use the isolation level of the underlying database.

ISOLATION\_READ\_UNCOMMITTED   
This is the lowest level of isolation and says that a transaction is allowed to read rows that have been added but not committed by another transaction. This level allows dirty reads, phantom reads and non repeatable reads.

ISOLATION\_READ\_COMMITTED   
This level allows multiple transactions on the same data but does not allow uncommited transaction of one transaction to be read by another. This level, therefore, prevents dirty reads but allows phantom reads and nonrepeatable reads. This is the default isolation setting for most database and is supported by most databases.

ISOLATION\_REPEATABLE\_READ   
This level ensures that the data set read during a transaction remains constant even if another transaction modifies and commits changes to the data. Therefore if transaction 1 reads 4 rows of data and transaction 2 modifies and commits the fourth row and then transaction 1 reads the four rows again then it does not see the modifications made by transaction 2. (It does not see the changes made in the fourth row by the second transaction). This level prevents dirty reads and non repeatable reads but allows phantom reads.

ISOLATION\_SERIALIZABLE   
This is the highest isolation level. It prevents dirty reads, non repeatable reads and phantom reads. This level prevents the situation when transaction 1 performs a query with a certain where clause and retrieves say four rows, transaction 2 inserts a row that forms part of the same where clause and then transaction 1 reruns the query with the same where clause but still sees only four rows (does not see the row added by the second transaction)

**Read Only**

The read only attribute specifies that the transaction is only going to read data from a database. The advantage is that the database may apply certain optimization to the transaction when it is declared to be read only. Since read only attribute comes in action as soon as the transaction starts, it may be applied to only those propagation settings that start a transaction. i.e. PROPAGATION\_REQUIRED,PROPAGATION\_REQUIRES\_NEW and PROPAGATION\_NESTED.

**Timeout**

Timeout specifies the maximum time allowed for a transaction to run. This may be required since transactions that run for a very long time may unnecessarily hold locks for a long time. When a transaction reaches the timeout period, it is rolled back. Timeout needs to be specified only on propagation settings that start a new transaction

**Rollback Rules**

It is also possible to specify that transactions roll back on certain exceptions and do not rollback on other exceptions by specifying the rollback rules.
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In this tutorial you will learn about the transaction isolation level provided by the Spring framework.

## Introduction

Transaction isolation level is a concept that is not exclusive to the Spring framework. It is applied to transactions in general and is directly related with the ACID transaction properties. Isolation level defines how the changes made to some data repository by one transaction affect other simultaneous concurrent transactions, and also how and when that changed data becomes available to other transactions. When we define a transaction using the Spring framework we are also able to configure in which isolation level that same transaction will be executed.

## Usage example

Using the **@Transactional** annotation we can define the isolation level of a Spring managed bean transactional method. This means that the transaction in which this method is executed will run with that isolation level:

Isolation level in a transactional method

@Autowired

private TestDAO testDAO;

@Transactional(isolation=Isolation.READ\_COMMITTED)

public void someTransactionalMethod(User user) {

// Interact with testDAO

}

We are defining this method to be executed in a transaction which isolation level is **READ\_COMMITTED**. We will see each isolation level in detail in the next sections.

## READ\_UNCOMMITTED

**READ\_UNCOMMITTED** isolation level states that a transaction **may** read data that is still **uncommitted** by other transactions. This constraint is very relaxed in what matters to transactional concurrency but it may lead to some issues like **dirty reads**. Let's see the following image:

Dirty read
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In this example **Transaction A** writes a record. Meanwhile **Transaction B** reads that same record before **Transaction A** commits. Later **Transaction A** decides to rollback and now we have changes in **Transaction B** that are inconsistent. This is a **dirty read**. **Transaction B** was running in **READ\_UNCOMMITTED** isolation level so it was able to read **Transaction A** changes before a commit occurred.

**Note:** READ\_UNCOMMITTED is also vulnerable to **non-repeatable reads** and **phantom reads**. We will also see these cases in detail in the next sections.

## READ\_COMMITTED

**READ\_COMMITTED** isolation level states that a transaction can't read data that is **not** yet committed by other transactions. This means that the **dirty read** is no longer an issue, but even this way other issues may occur. Let's see the following image:

Non-repeatable read
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In this example **Transaction A** reads some record. Then **Transaction B** writes that same record and commits. Later **Transaction A** reads that same record again and may get different values because **Transaction B** made changes to that record and committed. This is a **non-repeatable read**.

**Note:** READ\_COMMITTED is also vulnerable to **phantom reads**. We will also see this case in detail in the next section.

## REPEATABLE\_READ

**REPEATABLE\_READ** isolation level states that if a transaction reads one record from the database multiple times the result of all those reading operations must always be the same. This eliminates both the **dirty read** and the **non-repeatable read** issues, but even this way other issues may occur. Let's see the following image:

Phantom read
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In this example **Transaction A** reads a **range** of records. Meanwhile **Transaction B** inserts a new record in the same range that **Transaction A** initially fetched and commits. Later **Transaction A** reads the same range again and will also get the record that **Transaction B** just inserted. This is a **phantom read**: a transaction fetched a range of records multiple times from the database and obtained different result sets (containing phantom records).

## SERIALIZABLE

**SERIALIZABLE** isolation level is the most restrictive of all isolation levels. Transactions are executed with locking at all levels (**read**, **range** and **write** locking) so they appear as if they were executed in a serialized way. This leads to a scenario where **none** of the issues mentioned above may occur, but in the other way we don't allow transaction concurrency and consequently introduce a performance penalty.

## DEFAULT

**DEFAULT** isolation level, as the name states, uses the default isolation level of the datastore we are actually connecting from our application.

## Summary

To summarize, the existing relationship between isolation level and read phenomena may be expressed in the following table:

|  |  |  |  |
| --- | --- | --- | --- |
|  | **dirty reads** | **non-repeatable reads** | **phantom reads** |
| **READ\_UNCOMMITTED** | yes | yes | yes |
| **READ\_COMMITTED** | no | yes | yes |
| **REPEATABLE\_READ** | no | no | yes |
| **SERIALIZABLE** | no | no | no |

## JPA

If you are using Spring with JPA you may come across the following exception when you use an isolation level that is different the default:

InvalidIsolationLevelException: Standard JPA does not support custom isolation levels - use a special JpaDialect for your JPA implementation  
at org.springframework.orm.jpa.DefaultJpaDialect.beginTransaction(DefaultJpaDialect.java:67)  
at org.springframework.orm.jpa.JpaTransactionManager.doBegin(JpaTransactionManager.java:378)  
at org.springframework.transaction.support.AbstractPlatformTransactionManager.getTransaction(AbstractPlatformTransactionManager.java:372)  
at org.springframework.transaction.interceptor.TransactionAspectSupport.createTransactionIfNecessary(TransactionAspectSupport.java:417)  
at org.springframework.transaction.interceptor.TransactionAspectSupport.invokeWithinTransaction(TransactionAspectSupport.java:255)  
at org.springframework.transaction.interceptor.TransactionInterceptor.invoke(TransactionInterceptor.java:94)  
at org.springframework.aop.framework.ReflectiveMethodInvocation.proceed(ReflectiveMethodInvocation.java:172)  
at org.springframework.aop.framework.JdkDynamicAopProxy.invoke(JdkDynamicAopProxy.java:204)

To solve this problem you must implement a custom JPA dialect which is explained in detail in the following article: [**Spring - Change transaction isolation level example**](http://www.byteslounge.com/tutorials/spring-change-transaction-isolation-level-example).
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In this tutorial you will learn about the transaction propagation behaviors provided by the Spring framework.

## Introduction

While dealing with Spring managed transactions the developer is able to specify how the transactions should behave in terms of propagation. In other words the developer has the ability to decide how the business methods should be encapsulated in both logical or physical transactions. Methods from distinct Spring beans may be executed in the same transaction scope or actually being spanned across multiple nested transactions. This may lead to details like how does the inner transaction outcome result affects the outer transactions. We will see the different propagation behaviors provided by Spring in the next sections.

This tutorial will only focus in transaction propagation behavior. For other details about Spring transactions you may refer to other tutorials on this website or the official Spring documentation at SpringSource website.

The full source code used in this tutorial is available for download at the bottom of this page. We will only show the relevant parts for a good understanding of the distinct transaction propagation behaviors in Spring.   
  
The full source code uses Hibernate to implement the persistence layer ([Spring with Hibernate persistence and transactions example](http://www.byteslounge.com/tutorials/spring-with-hibernate-persistence-and-transactions-example)).

## REQUIRED behavior

Spring **REQUIRED** behavior means that the same transaction will be used if there is an already opened transaction in the current bean method execution context. If there is no existing transaction the Spring container will create a new one. If multiple methods configured as **REQUIRED** behavior are called in a nested way they will be assigned **distinct logical transactions** but they will all share the **same physical transaction**. In short this means that if an inner method causes a transaction to rollback, the outer method will fail to commit and will also rollback the transaction. Let's see an example:

Outer bean

@Autowired

private TestDAO testDAO;

@Autowired

private InnerBean innerBean;

@Override

@Transactional(propagation=Propagation.REQUIRED)

public void testRequired(User user) {

testDAO.insertUser(user);

try{

innerBean.testRequired();

} catch(RuntimeException e){

// handle exception

}

}

Inner bean

@Override

@Transactional(propagation=Propagation.REQUIRED)

public void testRequired() {

throw new RuntimeException("Rollback this transaction!");

}

Note that the inner method throws a **RuntimeException** and is annotated with **REQUIRED** behavior. This means that it will use the **same** transaction as the outer bean, so the outer transaction will fail to commit and will also rollback.

**Note:** The only exceptions that set a transaction to rollback state by default are the unchecked exceptions (like **RuntimeException**). If you want checked exceptions to also set transactions to rollback you must configure them to do so, but this will not be covered in this tutorial.   
  
**Note 2:** When using declarative transactions, ie by using only annotations, and calling methods from the same bean directly (self-invocation), the **@Transactional** annotation will be ignored by the container. If you want to enable transaction management in self-invocations you must configure the transactions using **aspectj**, but this will not be covered in this tutorial.

## REQUIRES\_NEW behavior

**REQUIRES\_NEW** behavior means that a new physical transaction will always be created by the container. In other words the inner transaction may commit or rollback independently of the outer transaction, i.e. the outer transaction will not be affected by the inner transaction result: they will run in **distinct physical transactions**.

Outer bean

@Autowired

private TestDAO testDAO;

@Autowired

private InnerBean innerBean;

@Override

@Transactional(propagation=Propagation.REQUIRED)

public void testRequiresNew(User user) {

testDAO.insertUser(user);

try{

innerBean.testRequiresNew();

} catch(RuntimeException e){

// handle exception

}

}

Inner bean

@Override

@Transactional(propagation=Propagation.REQUIRES\_NEW)

public void testRequiresNew() {

throw new RuntimeException("Rollback this transaction!");

}

The inner method is annotated with **REQUIRES\_NEW** and throws a **RuntimeException** so it will set its transaction to rollback but will **not** affect the outer transaction. The outer transaction is paused when the inner transaction starts and then resumes after the inner transaction is concluded. They run independently of each other so the outer transaction may commit successfully.

## NESTED behavior

The **NESTED** behavior makes nested Spring transactions to use the same physical transaction but sets savepoints between nested invocations so inner transactions may also rollback independently of outer transactions. This may be familiar to JDBC aware developers as the savepoints are achieved with JDBC savepoints, so this behavior should only be used with Spring JDBC managed transactions ([**Spring JDBC transactions example**](http://www.byteslounge.com/tutorials/spring-jdbc-transactions-example)).

## MANDATORY behavior

The **MANDATORY** behavior states that an existing opened transaction must already exist. If not an exception will be thrown by the container.

## NEVER behavior

The **NEVER** behavior states that an existing opened transaction must **not** already exist. If a transaction exists an exception will be thrown by the container.

## NOT\_SUPPORTED behavior

The **NOT\_SUPPORTED** behavior will execute outside of the scope of any transaction. If an opened transaction already exists it will be paused.

## SUPPORTS behavior

The **SUPPORTS** behavior will execute in the scope of a transaction if an opened transaction already exists. If there isn't an already opened transaction the method will execute anyway but in a non-transactional way.

## Quick note about the full source code

The full source code available at the end of this page considers the following MySQL table:

MySQL table used in full source code

CREATE TABLE USER (

ID INT NOT NULL AUTO\_INCREMENT PRIMARY KEY,

USERNAME VARCHAR (32) NOT NULL,

NAME VARCHAR (64) NOT NULL,

UNIQUE (USERNAME)

);

## Download source code from this article

**Download link:** [**spring-transaction-propagation-tutorial.zip**](http://www.byteslounge.com/repository/spring-transaction-propagation-tutorial.zip)
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In this tutorial you will learn how to configure a JTA transaction manager outside an enterprise container - using the Spring framework and Atomikos, both deployed in Tomcat - in order to implement distributed multiple resource (or XA) transactions.

## Introduction

Distributed multiple resource transactions in Java are usually accomplished by resorting to the Java Transaction API (JTA). One usually delegates the task of distributed transaction coordination to an entity called the Transaction Manager.  
  
The transaction manager is then responsible for coordinating the distributed transaction by interacting with each resource's own Resource Manager. Fully fledged enterprise containers include a JTA implementation but what if we need JTA outside an enterprise container, ie. a servlet container like Tomcat?  
  
In this case we must use a 3rd party JTA implementation. In this tutorial we will use Atomikos, a quality JTA implementation which is also available as an open source distribution, along with the Spring framework in order to implement JTA transactions.

This tutorial considers the following environment:

1. Ubuntu 12.04
2. JDK 1.7.0.21
3. Spring 3.2.3
4. Atomikos 3.8.0
5. Tomcat 7.0.35

The following Maven dependencies are required:

Required Maven dependencies

<properties>

<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>

<spring.version>3.2.3.RELEASE</spring.version>

<hibernate.version>4.1.9.Final</hibernate.version>

<atomikos.version>3.8.0</atomikos.version>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-tx</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-orm</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-web</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-webmvc</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-entitymanager</artifactId>

<version>${hibernate.version}</version>

<exclusions>

<exclusion>

<groupId>cglib</groupId>

<artifactId>cglib</artifactId>

</exclusion>

<exclusion>

<groupId>dom4j</groupId>

<artifactId>dom4j</artifactId>

</exclusion>

</exclusions>

</dependency>

<dependency>

<groupId>javax.servlet</groupId>

<artifactId>javax.servlet-api</artifactId>

<version>3.0.1</version>

<scope>provided</scope>

</dependency>

<dependency>

<groupId>com.atomikos</groupId>

<artifactId>transactions-jta</artifactId>

<version>${atomikos.version}</version>

</dependency>

<dependency>

<groupId>com.atomikos</groupId>

<artifactId>transactions-jdbc</artifactId>

<version>${atomikos.version}</version>

</dependency>

<dependency>

<groupId>com.atomikos</groupId>

<artifactId>transactions-hibernate3</artifactId>

<version>${atomikos.version}</version>

<exclusions>

<exclusion>

<artifactId>hibernate</artifactId>

<groupId>org.hibernate</groupId>

</exclusion>

</exclusions>

</dependency>

<dependency>

<groupId>dom4j</groupId>

<artifactId>dom4j</artifactId>

<version>1.6.1</version>

</dependency>

<dependency>

<groupId>log4j</groupId>

<artifactId>log4j</artifactId>

<version>1.2.16</version>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<version>5.1.25</version>

</dependency>

</dependencies>

## Datasources

In this tutorial we will use two datasources each one of them referencing a distinct MySQL database. We could have also included a JMS message queue to participate in the distributed transaction as this is also a very common scenario, but for simplicity we will keep up with the two MySQL datasources:

The datasources used in this example

**Datasource 1**  
**Database:** DATABASE1  
**Username:** user1  
**Database:** passwd1  
  
**Datasource 2**  
**Database:** DATABASE2  
**Username:** user2  
**Database:** passwd2

We will use a couple of tables in this example. **Datasource 1** will contain **TABLE\_ONE** and **Datasource 2** will contain **TABLE\_TWO**:

Tables used in this example:

**Datasource 1**  
CREATE TABLE TABLE\_ONE (  
TABLE\_ONE\_ID INT NOT NULL AUTO\_INCREMENT PRIMARY KEY,  
VALUE VARCHAR(32) NOT NULL  
);   
  
**Datasource 2**  
CREATE TABLE TABLE\_TWO (  
TABLE\_TWO\_ID INT NOT NULL AUTO\_INCREMENT PRIMARY KEY,  
VALUE VARCHAR(32) NOT NULL  
);

## JPA entities

Now we define a couple of JPA entities to map the two tables mentioned in the previous section.

TableOne.java

package com.byteslounge.spring.tx.entity;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

@Table(name = "TABLE\_ONE")

public class TableOne {

@Id

@Column(name = "TABLE\_ONE\_ID", nullable = false)

@GeneratedValue(strategy = GenerationType.AUTO)

private int tableOneId;

@Column(name = "VALUE", nullable = false)

private String value;

public int getTableOneId() {

return tableOneId;

}

public void setTableOneId(int tableOneId) {

this.tableOneId = tableOneId;

}

public String getValue() {

return value;

}

public void setValue(String value) {

this.value = value;

}

}

TableTwo.java

package com.byteslounge.spring.tx.entity;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

@Table(name = "TABLE\_TWO")

public class TableTwo {

@Id

@Column(name = "TABLE\_TWO\_ID", nullable = false)

@GeneratedValue(strategy = GenerationType.AUTO)

private int tableTwoId;

@Column(name = "VALUE", nullable = false)

private String value;

public int getTableTwoId() {

return tableTwoId;

}

public void setTableTwoId(int tableTwoId) {

this.tableTwoId = tableTwoId;

}

public String getValue() {

return value;

}

public void setValue(String value) {

this.value = value;

}

}

## DAO definition

We will also use a couple of Spring services as DAO's where each one is used to interact with the respective datasource. Following next are the DAO's interfaces and implementations:

TableOneDao.java

package com.byteslounge.spring.tx.dao;

import com.byteslounge.spring.tx.entity.TableOne;

public interface TableOneDao {

void save(TableOne tableOne);

}

TableOneDaoImpl.java

package com.byteslounge.spring.tx.dao.impl;

import javax.persistence.EntityManager;

import javax.persistence.PersistenceContext;

import org.springframework.stereotype.Service;

import com.byteslounge.spring.tx.dao.TableOneDao;

import com.byteslounge.spring.tx.entity.TableOne;

@Service

public class TableOneDaoImpl implements TableOneDao {

private EntityManager entityManager;

@PersistenceContext(unitName="PersistenceUnit1")

public void setEntityManager(EntityManager entityManager) {

this.entityManager = entityManager;

}

@Override

public void save(TableOne tableOne) {

entityManager.persist(tableOne);

}

}

TableTwoDao.java

package com.byteslounge.spring.tx.dao;

import com.byteslounge.spring.tx.entity.TableTwo;

public interface TableTwoDao {

void save(TableTwo tableTwo) throws Exception;

}

TableTwoDaoImpl.java

package com.byteslounge.spring.tx.dao.impl;

import javax.persistence.EntityManager;

import javax.persistence.PersistenceContext;

import org.springframework.stereotype.Service;

import com.byteslounge.spring.tx.dao.TableTwoDao;

import com.byteslounge.spring.tx.entity.TableTwo;

@Service

public class TableTwoDaoImpl implements TableTwoDao {

private EntityManager entityManager;

@PersistenceContext(unitName="PersistenceUnit2")

public void setEntityManager(EntityManager entityManager) {

this.entityManager = entityManager;

}

@Override

public void save(TableTwo tableTwo) throws Exception {

entityManager.persist(tableTwo);

throw new Exception("Force transaction rollback");

}

}

There are a couple of things to note in this DAO's. The first one is that each DAO is associated with a distinct **PersistenceUnit** (we will see how to configure them later in this tutorial).  
  
The second one is that the **save** method of **TableTwoDaoImpl** is explicitly throwing an exception. This exception will be used to force the global transaction to rollback. We will also see this in detail in the following tutorial sections.

## The transaction service

Finally we need a service to implement our global container managed transaction. Following next is a possible service interface and implementation:

TransactionalService.java

package com.byteslounge.spring.tx.service;

import com.byteslounge.spring.tx.entity.TableOne;

import com.byteslounge.spring.tx.entity.TableTwo;

public interface TransactionalService {

void persist(TableOne tableOne, TableTwo tableTwo) throws Exception;

}

TransactionalServiceImpl.java

package com.byteslounge.spring.tx.service.impl;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import com.byteslounge.spring.tx.dao.TableOneDao;

import com.byteslounge.spring.tx.dao.TableTwoDao;

import com.byteslounge.spring.tx.entity.TableOne;

import com.byteslounge.spring.tx.entity.TableTwo;

import com.byteslounge.spring.tx.service.TransactionalService;

@Service

public class TransactionalServiceImpl

implements TransactionalService {

@Autowired

private TableOneDao tableOneDao;

@Autowired

private TableTwoDao tableTwoDao;

@Override

@Transactional(rollbackFor=Exception.class)

public void persist(TableOne tableOne, TableTwo tableTwo)

throws Exception {

tableOneDao.save(tableOne);

tableTwoDao.save(tableTwo);

}

}

Thing to note in this service implementation: Method **persist** is annotated with **@Transactional** so the method will be executed in a transactional fashion by the Spring container. This method will call the data persistence methods for both DAO's we defined earlier.  
  
**Transactional** annotation has the **rollbackFor** attribute defined with **Exception.class** value. This means that the transaction will rollback if an exception of type **Exception** occurs inside persist method execution.  
  
You can refine the exception types that cause a transaction rollback but for the simplicity of this example we will keep with **Exception**.

## Persistence Context configuration

Now the Persistence Context configuration (persistence.xml):

persistence.xml

<?xml version="1.0" encoding="UTF-8"?>

<persistence version="2.0"

xmlns="http://java.sun.com/xml/ns/persistence"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://java.sun.com/xml/ns/persistence

http://java.sun.com/xml/ns/persistence/persistence\_2\_0.xsd">

<persistence-unit name="PersistenceUnit1" transaction-type="JTA">

<class>com.byteslounge.spring.tx.entity.TableOne</class>

<properties>

<property name="hibernate.transaction.manager\_lookup\_class"

value="com.atomikos.icatch.jta.hibernate3.TransactionManagerLookup" />

<property name="hibernate.transaction.factory\_class"

value="org.hibernate.transaction.CMTTransactionFactory" />

</properties>

</persistence-unit>

<persistence-unit name="PersistenceUnit2" transaction-type="JTA">

<class>com.byteslounge.spring.tx.entity.TableTwo</class>

<properties>

<property name="hibernate.transaction.manager\_lookup\_class"

value="com.atomikos.icatch.jta.hibernate3.TransactionManagerLookup" />

<property name="hibernate.transaction.factory\_class"

value="org.hibernate.transaction.CMTTransactionFactory" />

</properties>

</persistence-unit>

</persistence>

Here we configure the Persistence Units we are injecting in the DAO's we defined earlier. Note that **transaction-type** attribute of each persistence unit is defined as **JTA**.  
  
We also define where Hibernate should look for a Transaction Manager. Since we are using Atomikos we will define it as the Hibernate TransactionManagerLookup provided by Atomikos (we are using Hibernate as JPA implementation).

## Spring configuration

Now we define the necessary Spring beans and also the Spring container configuration:

spring.xml

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:p="http://www.springframework.org/schema/p"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:tx="http://www.springframework.org/schema/tx"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.0.xsd

http://www.springframework.org/schema/tx

http://www.springframework.org/schema/tx/spring-tx.xsd">

<tx:annotation-driven />

<tx:jta-transaction-manager />

<context:component-scan

base-package="com.byteslounge.spring.tx.dao.impl" />

<context:component-scan

base-package="com.byteslounge.spring.tx.service.impl" />

<context:component-scan

base-package="com.byteslounge.spring.tx.servlet" />

<bean id="entityManagerFactory1"

class="org.springframework.orm.jpa.LocalContainerEntityManagerFactoryBean">

<property name="persistenceUnitName" value="PersistenceUnit1" />

<property name="dataSource" ref="dataSource1" />

<property name="jpaVendorAdapter">

<bean

class="org.springframework.orm.jpa.vendor.HibernateJpaVendorAdapter">

<property name="showSql" value="true" />

<property name="databasePlatform"

value="org.hibernate.dialect.MySQL5InnoDBDialect" />

</bean>

</property>

</bean>

<bean id="entityManagerFactory2"

class="org.springframework.orm.jpa.LocalContainerEntityManagerFactoryBean">

<property name="persistenceUnitName" value="PersistenceUnit2" />

<property name="dataSource" ref="dataSource2" />

<property name="jpaVendorAdapter">

<bean

class="org.springframework.orm.jpa.vendor.HibernateJpaVendorAdapter">

<property name="showSql" value="true" />

<property name="databasePlatform"

value="org.hibernate.dialect.MySQL5InnoDBDialect" />

</bean>

</property>

</bean>

<bean id="dataSource1"

class="com.atomikos.jdbc.AtomikosDataSourceBean"

init-method="init" destroy-method="close">

<property name="uniqueResourceName" value="DataSource1" />

<property name="xaDataSource" ref="dataBase1" />

<property name="poolSize" value="3" />

</bean>

<bean id="dataBase1"

class="com.mysql.jdbc.jdbc2.optional.MysqlXADataSource"

lazy-init="true">

<property name="pinGlobalTxToPhysicalConnection" value="true" />

<property name="user" value="user1" />

<property name="password" value="passwd1" />

<property name="url" value="jdbc:mysql://localhost:3306/DATABASE1" />

</bean>

<bean id="dataSource2"

class="com.atomikos.jdbc.AtomikosDataSourceBean"

init-method="init" destroy-method="close">

<property name="uniqueResourceName" value="DataSource2" />

<property name="xaDataSource" ref="dataBase2" />

<property name="poolSize" value="3" />

</bean>

<bean id="dataBase2"

class="com.mysql.jdbc.jdbc2.optional.MysqlXADataSource"

lazy-init="true">

<property name="pinGlobalTxToPhysicalConnection" value="true" />

<property name="user" value="user2" />

<property name="password" value="passwd2" />

<property name="url" value="jdbc:mysql://localhost:3306/DATABASE2" />

</bean>

<bean id="atomikosTransactionManager"

class="com.atomikos.icatch.jta.UserTransactionManager"

init-method="init" destroy-method="close">

<property name="forceShutdown" value="false" />

</bean>

<bean id="atomikosUserTransaction"

class="com.atomikos.icatch.jta.J2eeUserTransaction">

<property name="transactionTimeout" value="300" />

</bean>

<bean id="transactionManager"

class="org.springframework.transaction.jta.JtaTransactionManager"

depends-on="atomikosTransactionManager,atomikosUserTransaction">

<property name="transactionManager"

ref="atomikosTransactionManager" />

<property name="userTransaction"

ref="atomikosUserTransaction" />

<property name="allowCustomIsolationLevels" value="true" />

</bean>

</beans>

Things to note in Spring configuration:  
  
We are instructing Spring to use a JTA transaction manager (**jta-transaction-manager** configuration element).  
  
We define a couple of beans to represent the both database connections (beans **dataBase1** and **dataBase2**). The datasource connections are using **com.mysql.jdbc.jdbc2.optional.MysqlXADataSource** class.  
  
We are defining two Atomikos datasources (**dataSource1** and **dataSource2**) that will be coupled with the respective database connections we just defined.  
  
We are also defining a couple of Entity Manager factories each one associated with the respective Atomikos datasource and the Persistence Units we defined in the previous section.  
  
Finally we define the Atomikos JTA Transaction Manager and the Atomikos JTA User Transaction that will be both used by The Spring JTA Transaction Manager.  
  
If you need more information on the JTA Transaction Manager and JTA User Transaction roles in a JTA distributed transaction you should search the Internet for additional documentation as there is plenty available.

## Testing the example

Now we define a simple servlet to test the configuration:

Testing servlet

package com.byteslounge.spring.tx.servlet;

import java.io.IOException;

import javax.servlet.ServletException;

import javax.servlet.http.HttpServletRequest;

import javax.servlet.http.HttpServletResponse;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Component;

import org.springframework.web.HttpRequestHandler;

import com.byteslounge.spring.tx.entity.TableOne;

import com.byteslounge.spring.tx.entity.TableTwo;

import com.byteslounge.spring.tx.service.TransactionalService;

@Component("testServlet")

public class TestServlet implements HttpRequestHandler {

@Autowired

private TransactionalService transactionalService;

@Override

public void handleRequest(

HttpServletRequest req,

HttpServletResponse resp)

throws ServletException, IOException {

TableOne tableOne = new TableOne();

tableOne.setValue("value1");

TableTwo tableTwo = new TableTwo();

tableTwo.setValue("value2");

try {

transactionalService.persist(tableOne, tableTwo);

} catch (Exception e) {

e.printStackTrace();

}

}

}

Note that we are implementing Spring **HttpRequestHandler** interface so we are able to use Spring dependency injection in the servlet itself, but we will not detail this subject in the current tutorial.

After the servlet execution we will observe that **neither** of the records are inserted in **TABLE\_ONE** and **TABLE\_TWO**. This is because the second transaction is explicitly throwing an Exception as we configured it in the previous sections and so the global transaction is rollback.

## Make the transaction commit

In order to make the transaction to successfully commit we just need to remove the explicit exception throwing in **Datasource 2** DAO:

Modified TableTwoDaoImpl.java

package com.byteslounge.spring.tx.dao.impl;

import javax.persistence.EntityManager;

import javax.persistence.PersistenceContext;

import org.springframework.stereotype.Service;

import com.byteslounge.spring.tx.dao.TableTwoDao;

import com.byteslounge.spring.tx.entity.TableTwo;

@Service

public class TableTwoDaoImpl implements TableTwoDao {

private EntityManager entityManager;

@PersistenceContext(unitName="PersistenceUnit2")

public void setEntityManager(EntityManager entityManager) {

this.entityManager = entityManager;

}

@Override

public void save(TableTwo tableTwo) throws Exception {

// Exception throwing is removed

entityManager.persist(tableTwo);

}

}

## Downloadable sample

You may find the complete example source code as a downloadable resource at the end of this page. The downloadable sample **is explicitly throwing the exception** so you may observe the behaviour of global transaction rollback. Change it in order to suit your needs.

## Download source code from this article

**Download link:** [**spring-jta-multiple-resource-transactions-in-tomcat-with-atomikos-example.zip**](http://www.byteslounge.com/repository/spring-jta-multiple-resource-transactions-in-tomcat-with-atomikos-example.zip)
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In this tutorial you will learn how to implement JDBC transactions using the Spring framework.

## Introduction

In this tutorial we will explore one of the most powerful Spring features: The transaction management. At the end of this tutorial we will have used the JDBC Transaction Manager in a declarative way so Spring manages all transaction related boilerplate synchronization for us.

Comprehensive documentation on this subject can be found at the official Spring website.

This tutorial considers the following software and environment:

1. Ubuntu 12.04
2. Maven 3.0.4
3. JDK 1.7.0.09
4. Spring 3.2.0
5. MySQL 5.5.28

## Configuration

Configure Maven to get the required Spring dependencies:

Maven pom.xml file referencing required dependencies

<project xmlns="http://maven.apache.org/POM/4.0.0"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0

http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.byteslounge.spring.tx</groupId>

<artifactId>com-byteslounge-spring-tx</artifactId>

<version>1.0-SNAPSHOT</version>

<packaging>jar</packaging>

<name>com-byteslounge-spring-tx</name>

<url>http://maven.apache.org</url>

<properties>

<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>

<!-- Define Spring version as a constant -->

<spring.version>3.2.0.RELEASE</spring.version>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-tx</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-jdbc</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>commons-dbcp</groupId>

<artifactId>commons-dbcp</artifactId>

<version>1.2.2</version>

</dependency>

</dependencies>

</project>

Now place yourself in the project directory and issue the following command to prepare your project for Eclipse:

**mvn eclipse:eclipse**

After conclusion you can import the project into Eclipse.

This tutorial will not focus on how to configure a MySQL instance or database but will consider the following table:

MySQL table used in this example

CREATE TABLE USER (

ID INT NOT NULL AUTO\_INCREMENT PRIMARY KEY,

USERNAME VARCHAR (32) NOT NULL,

NAME VARCHAR (64) NOT NULL,

UNIQUE (USERNAME)

);

## Model and DAO

We will need a simple Java class to represent **USER** table information. This class will be the model for this example.

User.java class

package com.byteslounge.spring.tx.model;

public class User {

private int id;

private String username;

private String name;

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getUsername() {

return username;

}

public void setUsername(String username) {

this.username = username;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

Now we define our DAO interface and implementation:

DAO interface

package com.byteslounge.spring.tx.dao;

import java.util.List;

import com.byteslounge.spring.tx.model.User;

public interface UserDAO {

void insertUser(User user);

User getUser(String username);

List<User> getUsers();

}

DAO implementation

package com.byteslounge.spring.tx.dao.impl;

import java.sql.ResultSet;

import java.sql.SQLException;

import java.util.List;

import javax.sql.DataSource;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.jdbc.core.RowMapper;

import org.springframework.jdbc.core.support.JdbcDaoSupport;

import org.springframework.stereotype.Service;

import com.byteslounge.spring.tx.dao.UserDAO;

import com.byteslounge.spring.tx.model.User;

@Service

public class UserDAOImpl extends JdbcDaoSupport implements UserDAO {

@Autowired

public UserDAOImpl(DataSource dataSource) {

setDataSource(dataSource);

}

@Override

public void insertUser(User user) {

getJdbcTemplate().update(

"INSERT INTO USER (USERNAME, NAME) VALUES (?, ?)",

new Object[] {

user.getUsername(),

user.getName()

}

);

}

@Override

public User getUser(String username) {

User user = getJdbcTemplate().

queryForObject("SELECT \* FROM USER WHERE USERNAME = ?",

new Object[] { username },

new UserMapper()

);

return user;

}

@Override

public List<User> getUsers() {

List<User> users = getJdbcTemplate().

query("SELECT \* FROM USER",

new UserMapper()

);

return users;

}

private class UserMapper implements RowMapper<User>{

@Override

public User mapRow(ResultSet rs, int rowNum)

throws SQLException {

User user = new User();

user.setId(rs.getInt("ID"));

user.setUsername(rs.getString("USERNAME"));

user.setName(rs.getString("NAME"));

return user;

}

}

}

We are basically defining three operations that will be executed over our example **USER** table: Insert a new user, fetching a user by its username and fetching all users. There are a couple of things to note here. The first is the **@Service** annotation. This DAO will be injected by the Spring container into another managed bean. The second is that we are extending **JdbcDaoSupport**. This Spring class represents an abstraction layer around JDBC so we don't need to implement the JDBC boilerplate code ourselves but we delegate this wiring to Spring instead. **JdbcDaoSupport** needs a **Datasource** so we also inject it using **@Autowired** annotation at the constructor level (the Datasource will be configured later as a managed bean in Spring configuration file).

## The Service bean

Now we need to define the actual service bean that will make use of the DAO we previously defined. You usually implement your business logic in this layer: The service layer. Since this is a very simple example the service layer will just make use of the DAO to interact with the Database and return the results directly to the caller.

Service interface

package com.byteslounge.spring.tx.user;

import java.util.List;

import com.byteslounge.spring.tx.model.User;

public interface UserManager {

void insertUser(User user);

User getUser(String username);

List<User> getUsers();

}

Service implementation

package com.byteslounge.spring.tx.user.impl;

import java.util.List;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import com.byteslounge.spring.tx.dao.UserDAO;

import com.byteslounge.spring.tx.model.User;

import com.byteslounge.spring.tx.user.UserManager;

@Service

public class UserManagerImpl implements UserManager {

@Autowired

private UserDAO userDAO;

@Override

@Transactional

public void insertUser(User user) {

userDAO.insertUser(user);

}

@Override

public User getUser(String username) {

return userDAO.getUser(username);

}

@Override

public List<User> getUsers() {

return userDAO.getUsers();

}

}

As we have already stated before it should be in this service layer that the business logic would be implemented. In this simple example we are just using the DAO to interact with the Database and return the results to the caller. Things to note in this class: The service implementation is annotated with **@Service** which means that this will be a bean managed by Spring. **UserDAO** is annotated with **@Autowired** so it will be injected by the Spring container. **insertUser(User user)** method is annotated with **@Transactional** so every operations that occur inside this method will be executed in a transactional way by Spring JDBC Transaction Manager.

## Spring configuration file

Now we define the configuration file used for this example:

Spring XML configuration file

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:tx="http://www.springframework.org/schema/tx"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.0.xsd

http://www.springframework.org/schema/tx

http://www.springframework.org/schema/tx/spring-tx.xsd">

<tx:annotation-driven />

<context:component-scan

base-package="com.byteslounge.spring.tx.dao.impl" />

<context:component-scan

base-package="com.byteslounge.spring.tx.user.impl" />

<bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource"

destroy-method="close">

<property name="driverClassName" value="com.mysql.jdbc.Driver" />

<property name="url" value="jdbc:mysql://localhost:3306/TEST" />

<property name="username" value="testuser" />

<property name="password" value="testpasswd" />

</bean>

<bean id="transactionManager"

class="org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name="dataSource" ref="dataSource" />

</bean>

</beans>

Important things to note in the configuration file: We define a **datasource** bean pointing to our MySQL instance. This **datasource** bean will be used in our DAO as we have seen previously. There is also a **transactionManager** bean. This bean is the Spring JDBC transaction manager that will handle transaction related boilerplate code and wiring for us. **tx:annotation-driven** element defines that we are declaring transactions using annotations in our classes (remember **@Transactional** annotations in our service layer?). Finally we define the packages where Spring should look for beans using **context:component-scan** elements.

**Note:** In this example we used MySQL as the data repository so we need to specify the correct MySQL Driver in the **dataSource** bean. This Driver must be in the application classpath when you run your application. Drivers can be usually found in the respective vendor websites. In our case we got it from MySQL website.

## Testing the application

Let's create a simple class to test our example:

Simple Main testing class

package com.byteslounge.spring.tx;

import java.util.List;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import com.byteslounge.spring.tx.model.User;

import com.byteslounge.spring.tx.user.UserManager;

public class Main

{

public static void main( String[] args ) {

ApplicationContext ctx =

new ClassPathXmlApplicationContext("spring.xml");

UserManager userManager =

(UserManager) ctx.getBean("userManagerImpl");

User user = new User();

user.setUsername("johndoe");

user.setName("John Doe");

userManager.insertUser(user);

System.out.println("User inserted!");

user = userManager.getUser("johndoe");

System.out.println("\nUser fetched!"

+ "\nId: " + user.getId()

+ "\nUsername: " + user.getUsername()

+ "\nName: " + user.getName());

List<User> users = userManager.getUsers();

System.out.println("\nUser list fetched!"

+ "\nUser count: " + users.size());

}

}

When we run our test the following output will be generated:

**User inserted!   
  
User fetched!   
Id: 1   
Username: johndoe   
Name: John Doe   
  
User list fetched!   
User count: 1**

**Remember that the Driver should be in the application classpath.**

This tutorial source code can be found at the end of this page.

## Download source code from this article

**Download link:** [**spring-jdbc-transactions-example.zip**](http://www.byteslounge.com/repository/spring-jdbc-transactions-example.zip)
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In this tutorial you will learn how to implement Hibernate persistence using the Spring framework in a transactional fashion.

## Introduction

After reading this tutorial you will be able to implement Hibernate persistence using Spring framework. Additionally you will also use Spring Hibernate transaction manager to manage all the transactional boilerplate code and wiring for you.

This tutorial considers the following software and environment:

1. Ubuntu 12.04
2. Maven 3.0.4
3. JDK 1.7.0.09
4. Spring 3.2.0
5. Hibernate 4.1.9
6. MySQL 5.5.28

## Configuration

Configure Maven to get the required Spring dependencies:

Maven pom.xml file referencing required dependencies

<project xmlns="http://maven.apache.org/POM/4.0.0"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0

http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.byteslounge.spring.tx</groupId>

<artifactId>com-byteslounge-spring-tx</artifactId>

<version>1.0-SNAPSHOT</version>

<packaging>jar</packaging>

<name>com-byteslounge-spring-tx</name>

<url>http://maven.apache.org</url>

<properties>

<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>

<!-- Define Spring version as a constant -->

<spring.version>3.2.0.RELEASE</spring.version>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-tx</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-orm</artifactId>

<version>${spring.version}</version>

</dependency>

<dependency>

<groupId>commons-dbcp</groupId>

<artifactId>commons-dbcp</artifactId>

<version>1.2.2</version>

</dependency>

<dependency>

<groupId>javax.persistence</groupId>

<artifactId>persistence-api</artifactId>

<version>1.0</version>

</dependency>

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-core</artifactId>

<version>4.1.9.Final</version>

</dependency>

</dependencies>

</project>

Now place yourself in the project directory and issue the following command to prepare your project for Eclipse:

**mvn eclipse:eclipse**

After conclusion you can import the project into Eclipse.

This tutorial will not focus on how to configure a MySQL instance or database but will consider the following table:

MySQL table used in this example

CREATE TABLE USER (

ID INT NOT NULL AUTO\_INCREMENT PRIMARY KEY,

USERNAME VARCHAR (32) NOT NULL,

NAME VARCHAR (64) NOT NULL,

UNIQUE (USERNAME)

);

## Entity and DAO

We will need a simple Java class to represent **USER** table information in the form of a JPA Entity. This class will be the model for this example.

User.java class

package com.byteslounge.spring.tx.model;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

@Table(name="USER")

public class User {

@Id

@GeneratedValue(strategy = GenerationType.AUTO)

@Column(name="ID", nullable = false)

private int id;

@Column(name="USERNAME", nullable = false)

private String username;

@Column(name="NAME", nullable = false)

private String name;

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getUsername() {

return username;

}

public void setUsername(String username) {

this.username = username;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

Basically we are defining our model object and the mappings of the **User** object to the **USER** table. If you are familiar with JPA this will be straight forward.

Now we define our DAO interface and implementation:

DAO interface

package com.byteslounge.spring.tx.dao;

import java.util.List;

import com.byteslounge.spring.tx.model.User;

public interface UserDAO {

void insertUser(User user);

User getUserById(int userId);

User getUser(String username);

List<User> getUsers();

}

DAO implementation

package com.byteslounge.spring.tx.dao.impl;

import java.util.List;

import org.hibernate.Criteria;

import org.hibernate.Query;

import org.hibernate.SessionFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import com.byteslounge.spring.tx.dao.UserDAO;

import com.byteslounge.spring.tx.model.User;

@Service

public class UserDAOImpl implements UserDAO {

@Autowired

private SessionFactory sessionFactory;

@Override

public void insertUser(User user) {

sessionFactory.getCurrentSession().save(user);

}

@Override

public User getUserById(int userId) {

return (User) sessionFactory.

getCurrentSession().

get(User.class, userId);

}

@Override

public User getUser(String username) {

Query query = sessionFactory.

getCurrentSession().

createQuery("from User where username = :username");

query.setParameter("username", username);

return (User) query.list().get(0);

}

@Override

@SuppressWarnings("unchecked")

public List<User> getUsers() {

Criteria criteria = sessionFactory.

getCurrentSession().

createCriteria(User.class);

return criteria.list();

}

}

We are basically defining some operations that will be executed over the **USER** table. Insert a new user, get a user by ID (Primary Key), get a user by it's username and fetching all users.  
  
We use the **@Autowired** in the **SessionFactory** property so it gets injected by the Spring container during bean initialization. We will see later how we configure our Hibernate session factory.

## The Service bean

Now we need to define the actual service bean that will make use of the DAO we previously defined. You usually implement your business logic in this layer: The service layer. Since this is a very simple example the service layer will just make use of the DAO to interact with the Database and return the results directly to the caller.

Service interface

package com.byteslounge.spring.tx.user;

import java.util.List;

import com.byteslounge.spring.tx.model.User;

public interface UserManager {

void insertUser(User user);

User getUserById(int userId);

User getUser(String username);

List<User> getUsers();

}

Service implementation

package com.byteslounge.spring.tx.user.impl;

import java.util.List;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import com.byteslounge.spring.tx.dao.UserDAO;

import com.byteslounge.spring.tx.model.User;

import com.byteslounge.spring.tx.user.UserManager;

@Service

public class UserManagerImpl implements UserManager {

@Autowired

private UserDAO userDAO;

@Override

@Transactional

public void insertUser(User user) {

userDAO.insertUser(user);

}

@Override

@Transactional

public User getUserById(int userId) {

return userDAO.getUserById(userId);

}

@Override

@Transactional

public User getUser(String username) {

return userDAO.getUser(username);

}

@Override

@Transactional

public List<User> getUsers() {

return userDAO.getUsers();

}

}

As we have already stated before it should be in this service layer that the business logic would be implemented. In this simple example we are just using the DAO to interact with the Database and return the results to the caller.  
  
Things to note in this class: The service implementation is annotated with **@Service** which means that this will be a bean managed by Spring. **UserDAO** is annotated with **@Autowired** so it will be injected by the Spring container.  
  
Methods are annotated with **@Transactional** so the Spring Hibernate transaction manager creates the required transactions and the respective sessions.

## Spring configuration file

Now we define the configuration file used for this example:

Spring XML configuration file

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:tx="http://www.springframework.org/schema/tx"

xmlns:p="http://www.springframework.org/schema/p"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.0.xsd

http://www.springframework.org/schema/tx

http://www.springframework.org/schema/tx/spring-tx.xsd">

<tx:annotation-driven />

<context:component-scan

base-package="com.byteslounge.spring.tx.dao.impl" />

<context:component-scan

base-package="com.byteslounge.spring.tx.user.impl" />

<bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource"

destroy-method="close">

<property name="driverClassName" value="com.mysql.jdbc.Driver" />

<property name="url" value="jdbc:mysql://localhost:3306/TEST" />

<property name="username" value="testuser" />

<property name="password" value="testpasswd" />

</bean>

<bean id="sessionFactory" class="org.springframework.orm.hibernate4.LocalSessionFactoryBean">

<property name="dataSource" ref="dataSource"></property>

<property name="hibernateProperties">

<props>

<prop

key="hibernate.dialect">org.hibernate.dialect.MySQL5Dialect</prop>

<prop key="hibernate.show\_sql">true</prop>

</props>

</property>

<property name="packagesToScan" value="com.byteslounge.spring.tx.model" />

</bean>

<bean id="transactionManager"

class="org.springframework.orm.hibernate4.HibernateTransactionManager"

p:sessionFactory-ref="sessionFactory">

</bean>

</beans>

Important things to note in the configuration file: We define a **datasource** bean pointing to our MySQL instance. The **sessionFactory** bean represents the Hibernate session factory that will create sessions to interact with the database.  
  
We needed to define the packages where the container should look for Entities. In our case it will look for entities in **com.byteslounge.spring.tx.model**. We also defined the datasource that the session factory will use (property **dataSource**).  
  
There is also a **transactionManager** bean. This bean is the Spring Hibernate transaction manager that will handle transaction related boilerplate code and wiring for us. We needed to define the session factory that the transaction manager will use to create sessions (attribute **sessionFactory-ref**).  
  
**tx:annotation-driven** element defines that we are declaring transactions using annotations in our classes (remember **@Transactional** annotations in our service layer?). Finally we define the packages where Spring should look for beans using **context:component-scan** elements.

**Note:** In this example we used MySQL as the data repository so we need to specify the correct MySQL Driver in the **dataSource** bean. This Driver must be in the application classpath when you run your application. Drivers can be usually found in the respective vendor websites. In our case we got it from MySQL website.

## Testing the application

Let's create a simple class to test our example:

Simple Main testing class

package com.byteslounge.spring.tx;

import java.util.List;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import com.byteslounge.spring.tx.model.User;

import com.byteslounge.spring.tx.user.UserManager;

public class Main

{

public static void main( String[] args )

{

ApplicationContext ctx =

new ClassPathXmlApplicationContext("spring.xml");

UserManager userManager =

(UserManager) ctx.getBean("userManagerImpl");

User user = new User();

user.setUsername("johndoe");

user.setName("John Doe");

userManager.insertUser(user);

System.out.println("User inserted!");

user = userManager.getUser("johndoe");

System.out.println("\nUser fetched by username!"

+ "\nId: " + user.getId()

+ "\nUsername: " + user.getUsername()

+ "\nName: " + user.getName());

user = userManager.getUserById(user.getId());

System.out.println("\nUser fetched by ID!"

+ "\nId: " + user.getId()

+ "\nUsername: " + user.getUsername()

+ "\nName: " + user.getName());

List<User> users = userManager.getUsers();

System.out.println("\nUser list fetched!"

+ "\nUser count: " + users.size());

}

}

When we run our test the following output will be generated:

**User inserted!   
  
User fetched by username!   
Id: 1   
Username: johndoe   
Name: John Doe   
  
User fetched by ID!   
Id: 1   
Username: johndoe   
Name: John Doe   
  
User list fetched!   
User count: 1**

You have successfully integrated Hibernate with Spring. To be more precise you used Spring Hibernate transaction manager to manage your Hibernate sessions and transactions. The source code of this tutorial can be found at the end of this page.

## Download source code from this article

**Download link:** [**spring-with-hibernate-persistence-and-transactions-example.zip**](http://www.byteslounge.com/repository/spring-with-hibernate-persistence-and-transactions-example.zip)