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# The problem: predicting credit card fraud

The goal of the project is to predict fraudulent credit card transactions.

We will be using a dataset with credit card transactions containing legitimate and fraud transactions. Fraud is typically well below 1% of all transactions, so a naive model that predicts that all transactions are legitimate and not fraudulent would have an accuracy of well over 99%– pretty good, no?

You can read more on credit card fraud on [Credit Card Fraud Detection Using Weighted Support Vector Machine](https://www.scirp.org/journal/paperinformation.aspx?paperid=105944)

The dataset we will use consists of credit card transactions and it includes information about each transaction including customer details, the merchant and category of purchase, and whether or not the transaction was a fraud.

## Obtain the data

The dataset is too large to be hosted on Canvas or Github, so please download it from dropbox <https://www.dropbox.com/sh/q1yk8mmnbbrzavl/AAAxzRtIhag9Nc_hODafGV2ka?dl=0> and save it in your dsb repo, under the data folder.

As we will be building a classifier model using tidymodels, there’s two things we need to do:

1. Define the outcome variable is\_fraud as a factor, or categorical, variable, instead of the numerical 0-1 varaibles.
2. In tidymodels, the first level is the event of interest. If we leave our data as is, 0 is the first level, but we want to find out when we actually did (1) have a fraudulent transaction

## Rows: 671,028  
## Columns: 14  
## $ trans\_date\_trans\_time <dttm> 2019-02-22 07:32:58, 2019-02-16 15:07:20, 2019-…  
## $ trans\_year <dbl> 2019, 2019, 2019, 2019, 2019, 2019, 2019, 2020, …  
## $ category <chr> "entertainment", "kids\_pets", "personal\_care", "…  
## $ amt <dbl> 7.79, 3.89, 8.43, 40.00, 54.04, 95.61, 64.95, 3.…  
## $ city <chr> "Veedersburg", "Holloway", "Arnold", "Apison", "…  
## $ state <chr> "IN", "OH", "MO", "TN", "CO", "GA", "MN", "AL", …  
## $ lat <dbl> 40.1186, 40.0113, 38.4305, 35.0149, 39.4584, 32.…  
## $ long <dbl> -87.2602, -80.9701, -90.3870, -85.0164, -106.385…  
## $ city\_pop <dbl> 4049, 128, 35439, 3730, 277, 1841, 136, 190178, …  
## $ job <chr> "Development worker, community", "Child psychoth…  
## $ dob <date> 1959-10-19, 1946-04-03, 1985-03-31, 1991-01-28,…  
## $ merch\_lat <dbl> 39.41679, 39.74585, 37.73078, 34.53277, 39.95244…  
## $ merch\_long <dbl> -87.52619, -81.52477, -91.36875, -84.10676, -106…  
## $ is\_fraud <fct> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, …

The data dictionary is as follows

| column(variable) | description |
| --- | --- |
| trans\_date\_trans\_time | Transaction DateTime |
| trans\_year | Transaction year |
| category | category of merchant |
| amt | amount of transaction |
| city | City of card holder |
| state | State of card holder |
| lat | Latitude location of purchase |
| long | Longitude location of purchase |
| city\_pop | card holder’s city population |
| job | job of card holder |
| dob | date of birth of card holder |
| merch\_lat | Latitude Location of Merchant |
| merch\_long | Longitude Location of Merchant |
| is\_fraud | Whether Transaction is Fraud (1) or Not (0) |

We also add some of the variables we considered in our EDA for this dataset during homework 2.

card\_fraud <- card\_fraud %>%   
 mutate( hour = hour(trans\_date\_trans\_time),  
 wday = wday(trans\_date\_trans\_time, label = TRUE),  
 month\_name = month(trans\_date\_trans\_time, label = TRUE),  
 age = interval(dob, trans\_date\_trans\_time) / years(1)  
) %>%   
 rename(year = trans\_year) %>%   
   
 mutate(  
   
 # convert latitude/longitude to radians  
 lat1\_radians = lat / 57.29577951,  
 lat2\_radians = merch\_lat / 57.29577951,  
 long1\_radians = long / 57.29577951,  
 long2\_radians = merch\_long / 57.29577951,  
   
 # calculate distance in miles  
 distance\_miles = 3963.0 \* acos((sin(lat1\_radians) \* sin(lat2\_radians)) + cos(lat1\_radians) \* cos(lat2\_radians) \* cos(long2\_radians - long1\_radians)),  
  
 # calculate distance in km  
 distance\_km = 6377.830272 \* acos((sin(lat1\_radians) \* sin(lat2\_radians)) + cos(lat1\_radians) \* cos(lat2\_radians) \* cos(long2\_radians - long1\_radians))  
  
 )

## Exploratory Data Analysis (EDA)

You have done some EDA and you can pool together your group’s expertise in which variables to use as features. You can reuse your EDA from earlier, but we expect at least a few visualisations and/or tables to explore teh dataset and identify any useful features.

Group all variables by type and examine each variable class by class. The dataset has the following types of variables:

1. Strings
2. Geospatial Data
3. Dates
4. Date/Times
5. Numerical

Strings are usually not a useful format for classification problems. The strings should be converted to factors, dropped, or otherwise transformed.

***Strings to Factors***

* category, Category of Merchant
* job, Job of Credit Card Holder

***Strings to Geospatial Data***

We have plenty of geospatial data as lat/long pairs, so I want to convert city/state to lat/long so I can compare to the other geospatial variables. This will also make it easier to compute new variables like the distance the transaction is from the home location.

* city, City of Credit Card Holder
* state, State of Credit Card Holder

## Exploring factors: how is the compactness of categories?

* Do we have excessive number of categories? Do we want to combine some?

card\_fraud %>%   
 count(category, sort=TRUE)%>%   
 mutate(perc = n/sum(n))

## # A tibble: 14 × 3  
## category n perc  
## <chr> <int> <dbl>  
## 1 gas\_transport 68046 0.101   
## 2 grocery\_pos 63791 0.0951  
## 3 home 63597 0.0948  
## 4 shopping\_pos 60416 0.0900  
## 5 kids\_pets 58772 0.0876  
## 6 shopping\_net 50743 0.0756  
## 7 entertainment 48521 0.0723  
## 8 food\_dining 47527 0.0708  
## 9 personal\_care 46843 0.0698  
## 10 health\_fitness 44341 0.0661  
## 11 misc\_pos 41244 0.0615  
## 12 misc\_net 32829 0.0489  
## 13 grocery\_net 23485 0.0350  
## 14 travel 20873 0.0311

card\_fraud %>%   
 count(job, sort=TRUE) %>%   
 mutate(perc = n/sum(n))

## # A tibble: 494 × 3  
## job n perc  
## <chr> <int> <dbl>  
## 1 Film/video editor 5106 0.00761  
## 2 Exhibition designer 4728 0.00705  
## 3 Naval architect 4546 0.00677  
## 4 Surveyor, land/geomatics 4448 0.00663  
## 5 Materials engineer 4292 0.00640  
## 6 Designer, ceramics/pottery 4262 0.00635  
## 7 IT trainer 4014 0.00598  
## 8 Financial adviser 3959 0.00590  
## 9 Systems developer 3948 0.00588  
## 10 Environmental consultant 3831 0.00571  
## # ℹ 484 more rows

The predictors category and job are transformed into factors.

card\_fraud <- card\_fraud %>%   
 mutate(category = factor(category),  
 job = factor(job))

category has 14 unique values, and job has 494 unique values. The dataset is quite large, with over 670K records, so these variables don’t have an excessive number of levels at first glance. However, it is worth seeing if we can compact the levels to a smaller number.

### Why do we care about the number of categories and whether they are “excessive”?

Consider the extreme case where a dataset had categories that only contained one record each. There is simply insufficient data to make correct predictions using category as a predictor on new data with that category label. Additionally, if your modeling uses dummy variables, having an extremely large number of categories will lead to the production of a huge number of predictors, which can slow down the fitting. This is fine if all the predictors are useful, but if they aren’t useful (as in the case of having only one record for a category), trimming them will improve the speed and quality of the data fitting.

If I had subject matter expertise, I could manually combine categories. If you don’t have subject matter expertise, or if performing this task would be too labor intensive, then you can use cutoffs based on the amount of data in a category. If the majority of the data exists in only a few categories, then it might be reasonable to keep those categories and lump everything else in an “other” category or perhaps even drop the data points in smaller categories.

## Do all variables have sensible types?

Consider each variable and decide whether to keep, transform, or drop it. This is a mixture of Exploratory Data Analysis and Feature Engineering, but it’s helpful to do some simple feature engineering as you explore the data. In this project, we have all data to begin with, so any transformations will be performed on the entire dataset. Ideally, do the transformations as a recipe\_step() in the tidymodels framework. Then the transformations would be applied to any data the recipe was used on as part of the modeling workflow. There is less chance of data leakage or missing a step when you perform the feature engineering in the recipe.

## Which variables to keep in your model?

You have a number of variables and you have to decide which ones to use in your model. For instance, you have the latitude/lognitude of the customer, that of the merchant, the same data in radians, as well as the distance\_km and distance\_miles. Do you need them all?

Based on the EDA Analysis, we believe we do not need every variable for the model. Having said that we have decided to use these first set of variables to explore a fraud prediction model. Time variables such as hour, wday and month\_name because we analyzed that fraud tends to happen late and night, during the first half of the year and approximately every day of the week. Another variable would be age because based on the EDA analysis we realized that younger people was more affected by fraud than older people. This could be due by multiple reasons such as lack of credit card use for older people, or easier to fall for fraud as a young person, etc. Also, since we have multiple distance variables in the dataset we decided to focus on 1 only because using several variables that essentially do the same in the model does not make sense. Therefore, we plan to use distance\_km for distance. Furthermore, we decided to exclude the job variable because of the high unique values (494) and because we believe it does not necessarily explain whether a transaction is fraud. On the other hand, we’ve decided to include the category variable since based on the EDA we did for homework2 we saw that there are multiple categories that are fraud more frequent than others (e.g: online vs offline) Last, we included the amount of the fraud since the amount usually tends to be small based on the EDA and the is\_fraud variable that will be our prediction

## Fit your workflows in smaller sample

You will be running a series of different models, along the lines of the California housing example we have seen in class. However, this dataset has 670K rows and if you try various models and run cross validation on them, your computer may slow down or crash.

Thus, we will work with a smaller sample of 10% of the values the original dataset to identify the best model, and once we have the best model we can use the full dataset to train- test our best model.

# select a smaller subset  
my\_card\_fraud <- card\_fraud %>%   
 # select a smaller subset, 10% of the entire dataframe   
 slice\_sample(prop = 0.10)

my\_card\_fraud <- my\_card\_fraud %>%   
 select(is\_fraud, amt, category, hour, wday, month\_name, age, distance\_km)  
  
my\_card\_fraud

## # A tibble: 67,102 × 8  
## is\_fraud amt category hour wday month\_name age distance\_km  
## <fct> <dbl> <fct> <int> <ord> <ord> <dbl> <dbl>  
## 1 0 35.1 gas\_transport 2 Mon Aug 46.1 135.   
## 2 0 78.6 gas\_transport 9 Fri Jan 17.5 87.7  
## 3 0 6.43 home 22 Mon Jan 47.1 86.4  
## 4 0 79.8 grocery\_pos 8 Mon Mar 37.1 123.   
## 5 0 13.7 food\_dining 13 Wed Jan 32.3 103.   
## 6 0 5.33 travel 14 Mon Mar 61.6 42.9  
## 7 0 60.3 gas\_transport 2 Tue Apr 70.4 43.4  
## 8 0 50.8 gas\_transport 9 Mon Nov 47.6 68.8  
## 9 0 64.0 kids\_pets 16 Thu Nov 30.0 45.8  
## 10 0 77.3 home 21 Sat Nov 57.1 88.0  
## # ℹ 67,092 more rows

## Split the data in training - testing

# \*\*Split the data\*\*  
  
set.seed(123)  
  
data\_split <- initial\_split(my\_card\_fraud, # updated data  
 prop = 0.8,   
 strata = is\_fraud)  
  
card\_fraud\_train <- training(data\_split)   
card\_fraud\_test <- testing(data\_split)

## Cross Validation

Start with 3 CV folds to quickly get an estimate for the best model and you can increase the number of folds to 5 or 10 later.

set.seed(123)  
cv\_folds <- vfold\_cv(data = card\_fraud\_train,   
 v = 3,   
 strata = is\_fraud)  
cv\_folds

## # 3-fold cross-validation using stratification   
## # A tibble: 3 × 2  
## splits id   
## <list> <chr>  
## 1 <split [35787/17894]> Fold1  
## 2 <split [35787/17894]> Fold2  
## 3 <split [35788/17893]> Fold3

## Define a tidymodels recipe

What steps are you going to add to your recipe? Do you need to do any log transformations?

fraud\_rec <- recipe(is\_fraud ~ ., data = card\_fraud\_train) %>%  
 step\_log(amt) %>% #We are transforming the amount variable because it's highly skewed to the lower amounts. Therefore applying a log transformation makes the amt variable normal  
 step\_novel(all\_nominal(), -all\_outcomes()) %>% # Use \*before\* `step\_dummy()` so new level is dummified  
 step\_dummy(all\_nominal(), -all\_outcomes())  
  
fraud\_rec

##

## ── Recipe ──────────────────────────────────────────────────────────────────────

##

## ── Inputs

## Number of variables by role

## outcome: 1  
## predictor: 7

##

## ── Operations

## • Log transformation on: amt

## • Novel factor level assignment for: all\_nominal(), -all\_outcomes()

## • Dummy variables from: all\_nominal(), -all\_outcomes()

Once you have your recipe, you can check the pre-processed dataframe

prepped\_data <-   
 fraud\_rec %>% # use the recipe object  
 prep() %>% # perform the recipe on training data  
 juice() # extract only the preprocessed dataframe   
  
glimpse(prepped\_data)

## Rows: 53,681  
## Columns: 38  
## $ amt <dbl> 4.3646261, 1.8609745, 4.3801499, 2.6173958, 1.…  
## $ hour <int> 9, 22, 8, 13, 14, 2, 16, 21, 13, 10, 21, 19, 1…  
## $ age <dbl> 17.50250, 47.07106, 37.10512, 32.29659, 61.589…  
## $ distance\_km <dbl> 87.67117, 86.39159, 122.80446, 102.99097, 42.8…  
## $ is\_fraud <fct> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_food\_dining <dbl> 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_gas\_transport <dbl> 1, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0…  
## $ category\_grocery\_net <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_grocery\_pos <dbl> 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 1…  
## $ category\_health\_fitness <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0…  
## $ category\_home <dbl> 0, 1, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_kids\_pets <dbl> 0, 0, 0, 0, 0, 0, 1, 0, 1, 0, 0, 0, 1, 0, 0, 0…  
## $ category\_misc\_net <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0…  
## $ category\_misc\_pos <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_personal\_care <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_shopping\_net <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_shopping\_pos <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ category\_travel <dbl> 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0…  
## $ category\_new <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ wday\_1 <dbl> 0.23145502, -0.38575837, -0.38575837, -0.07715…  
## $ wday\_2 <dbl> -0.23145502, 0.07715167, 0.07715167, -0.385758…  
## $ wday\_3 <dbl> -0.4308202, 0.3077287, 0.3077287, 0.1846372, 0…  
## $ wday\_4 <dbl> -0.1208734, -0.5237849, -0.5237849, 0.3626203,…  
## $ wday\_5 <dbl> 0.3637664, 0.4921546, 0.4921546, -0.3209704, 0…  
## $ wday\_6 <dbl> 0.55391171, -0.30772873, -0.30772873, -0.30772…  
## $ wday\_7 <dbl> 0.35846409, 0.11948803, 0.11948803, 0.59744015…  
## $ month\_name\_01 <dbl> -4.447496e-01, -4.447496e-01, -2.964997e-01, -…  
## $ month\_name\_02 <dbl> 0.49168917, 0.49168917, 0.04469902, 0.49168917…  
## $ month\_name\_03 <dbl> -4.599331e-01, -4.599331e-01, 2.508726e-01, -4…  
## $ month\_name\_04 <dbl> 0.3794580, 0.3794580, -0.3679593, 0.3794580, -…  
## $ month\_name\_05 <dbl> -2.796711e-01, -2.796711e-01, 2.288218e-01, -2…  
## $ month\_name\_06 <dbl> 0.18454194, 0.18454194, 0.06710616, 0.18454194…  
## $ month\_name\_07 <dbl> -1.085750e-01, -1.085750e-01, -3.388855e-01, -…  
## $ month\_name\_08 <dbl> 0.05640062, 0.05640062, 0.45633226, 0.05640062…  
## $ month\_name\_09 <dbl> -2.542464e-02, -2.542464e-02, -4.067943e-01, -…  
## $ month\_name\_10 <dbl> 0.009653491, 0.009653491, 0.267079920, 0.00965…  
## $ month\_name\_11 <dbl> -2.916406e-03, -2.916406e-03, -1.283219e-01, -…  
## $ month\_name\_12 <dbl> 0.0006081128, 0.0006081128, 0.0401354433, 0.00…

## Define various models

You should define the following classification models:

1. Logistic regression, using the glm engine
2. Decision tree, using the C5.0 engine
3. Random Forest, using the ranger engine and setting importance = "impurity")
4. A boosted tree using Extreme Gradient Boosting, and the xgboost engine
5. A k-nearest neighbours, using 4 nearest\_neighbors and the kknn engine

## Model Building   
  
# 1. Pick a `model type`  
# 2. set the `engine`  
# 3. Set the `mode`: classification  
  
# Logistic regression  
log\_spec <- logistic\_reg() %>% # model type  
 set\_engine(engine = "glm") %>% # model engine  
 set\_mode("classification") # model mode  
  
# Show your model specification  
log\_spec

## Logistic Regression Model Specification (classification)  
##   
## Computational engine: glm

# Decision Tree  
tree\_spec <- decision\_tree() %>%  
 set\_engine(engine = "C5.0") %>%  
 set\_mode("classification")  
  
tree\_spec

## Decision Tree Model Specification (classification)  
##   
## Computational engine: C5.0

# Random Forest  
library(ranger)  
  
rf\_spec <-   
 rand\_forest() %>%   
 set\_engine("ranger", importance = "impurity") %>%   
 set\_mode("classification")  
  
  
# Boosted tree (XGBoost)  
library(xgboost)

##   
## Attaching package: 'xgboost'

## The following object is masked from 'package:dplyr':  
##   
## slice

xgb\_spec <-   
 boost\_tree() %>%   
 set\_engine("xgboost") %>%   
 set\_mode("classification")   
  
# K-nearest neighbour (k-NN)  
knn\_spec <-   
 nearest\_neighbor(neighbors = 4) %>% # we can adjust the number of neighbors   
 set\_engine("kknn") %>%   
 set\_mode("classification")

## Bundle recipe and model with workflows

## Bundle recipe and model with `workflows`  
  
  
log\_wflow <- # new workflow object  
 workflow() %>% # use workflow function  
 add\_recipe(fraud\_rec) %>% # use the new recipe  
 add\_model(log\_spec) # add your model spec  
  
## A few more workflows  
  
tree\_wflow <-  
 workflow() %>%  
 add\_recipe(fraud\_rec) %>%   
 add\_model(tree\_spec)   
  
rf\_wflow <-  
 workflow() %>%  
 add\_recipe(fraud\_rec) %>%   
 add\_model(rf\_spec)   
  
xgb\_wflow <-  
 workflow() %>%  
 add\_recipe(fraud\_rec) %>%   
 add\_model(xgb\_spec)  
  
knn\_wflow <-  
 workflow() %>%  
 add\_recipe(fraud\_rec) %>%   
 add\_model(knn\_spec)

## Fit models

You may want to compare the time it takes to fit each model. tic() starts a simple timer and toc() stops it

tic()  
log\_res <- log\_wflow %>%   
 fit\_resamples(  
 resamples = cv\_folds,   
 metrics = metric\_set(  
 recall, precision, f\_meas, accuracy,  
 kap, roc\_auc, sens, spec),  
 control = control\_resamples(save\_pred = TRUE))

## → A | warning: prediction from a rank-deficient fit may be misleading

## There were issues with some computations A: x1There were issues with some computations A: x2There were issues with some computations A: x3There were issues with some computations A: x3

time <- toc()

## 3.187 sec elapsed

log\_time <- time[[4]]  
  
log\_res %>% collect\_metrics(summarize = TRUE)

## # A tibble: 8 × 6  
## .metric .estimator mean n std\_err .config   
## <chr> <chr> <dbl> <int> <dbl> <chr>   
## 1 accuracy binary 0.995 3 0.000318 Preprocessor1\_Model1  
## 2 f\_meas binary 0.221 3 0.0414 Preprocessor1\_Model1  
## 3 kap binary 0.220 3 0.0414 Preprocessor1\_Model1  
## 4 precision binary 0.789 3 0.0676 Preprocessor1\_Model1  
## 5 recall binary 0.129 3 0.0267 Preprocessor1\_Model1  
## 6 roc\_auc binary 0.845 3 0.0104 Preprocessor1\_Model1  
## 7 sens binary 0.129 3 0.0267 Preprocessor1\_Model1  
## 8 spec binary 1.00 3 0.0000496 Preprocessor1\_Model1

## Decision Tree results  
tic()  
tree\_res <-  
 tree\_wflow %>%   
 fit\_resamples(  
 resamples = cv\_folds,   
 metrics = metric\_set(  
 recall, precision, f\_meas,   
 accuracy, kap,  
 roc\_auc, sens, spec),  
 control = control\_resamples(save\_pred = TRUE))   
time <- toc()

## 9.899 sec elapsed

tree\_time <- time[[4]]  
  
tree\_res %>% collect\_metrics(summarize = TRUE)

## # A tibble: 8 × 6  
## .metric .estimator mean n std\_err .config   
## <chr> <chr> <dbl> <int> <dbl> <chr>   
## 1 accuracy binary 0.997 3 0.000197 Preprocessor1\_Model1  
## 2 f\_meas binary 0.677 3 0.0297 Preprocessor1\_Model1  
## 3 kap binary 0.675 3 0.0298 Preprocessor1\_Model1  
## 4 precision binary 0.876 3 0.0240 Preprocessor1\_Model1  
## 5 recall binary 0.552 3 0.0298 Preprocessor1\_Model1  
## 6 roc\_auc binary 0.860 3 0.00718 Preprocessor1\_Model1  
## 7 sens binary 0.552 3 0.0298 Preprocessor1\_Model1  
## 8 spec binary 1.00 3 0.0000649 Preprocessor1\_Model1

## Random Forest  
tic()  
rf\_res <-  
 rf\_wflow %>%   
 fit\_resamples(  
 resamples = cv\_folds,   
 metrics = metric\_set(  
 recall, precision, f\_meas,   
 accuracy, kap,  
 roc\_auc, sens, spec),  
 control = control\_resamples(save\_pred = TRUE))   
time <- toc()

## 22.133 sec elapsed

rf\_time <- time[[4]]  
  
rf\_res %>% collect\_metrics(summarize = TRUE)

## # A tibble: 8 × 6  
## .metric .estimator mean n std\_err .config   
## <chr> <chr> <dbl> <int> <dbl> <chr>   
## 1 accuracy binary 0.997 3 0.000205 Preprocessor1\_Model1  
## 2 f\_meas binary 0.603 3 0.0409 Preprocessor1\_Model1  
## 3 kap binary 0.602 3 0.0409 Preprocessor1\_Model1  
## 4 precision binary 0.974 3 0.0182 Preprocessor1\_Model1  
## 5 recall binary 0.440 3 0.0434 Preprocessor1\_Model1  
## 6 roc\_auc binary 0.964 3 0.00605 Preprocessor1\_Model1  
## 7 sens binary 0.440 3 0.0434 Preprocessor1\_Model1  
## 8 spec binary 1.00 3 0.0000496 Preprocessor1\_Model1

## Boosted tree - XGBoost  
tic()  
xgb\_res <-   
 xgb\_wflow %>%   
 fit\_resamples(  
 resamples = cv\_folds,   
 metrics = metric\_set(  
 recall, precision, f\_meas,   
 accuracy, kap,  
 roc\_auc, sens, spec),  
 control = control\_resamples(save\_pred = TRUE))   
time <- toc()

## 2.156 sec elapsed

xgb\_time <- time[[4]]  
  
xgb\_res %>% collect\_metrics(summarize = TRUE)

## # A tibble: 8 × 6  
## .metric .estimator mean n std\_err .config   
## <chr> <chr> <dbl> <int> <dbl> <chr>   
## 1 accuracy binary 0.998 3 0.0000986 Preprocessor1\_Model1  
## 2 f\_meas binary 0.746 3 0.0200 Preprocessor1\_Model1  
## 3 kap binary 0.745 3 0.0200 Preprocessor1\_Model1  
## 4 precision binary 0.909 3 0.0168 Preprocessor1\_Model1  
## 5 recall binary 0.634 3 0.0277 Preprocessor1\_Model1  
## 6 roc\_auc binary 0.970 3 0.00387 Preprocessor1\_Model1  
## 7 sens binary 0.634 3 0.0277 Preprocessor1\_Model1  
## 8 spec binary 1.00 3 0.0000817 Preprocessor1\_Model1

## K-nearest neighbour  
tic()  
knn\_res <-   
 knn\_wflow %>%   
 fit\_resamples(  
 resamples = cv\_folds,   
 metrics = metric\_set(  
 recall, precision, f\_meas,   
 accuracy, kap,  
 roc\_auc, sens, spec),  
 control = control\_resamples(save\_pred = TRUE))  
time <- toc()

## 173.073 sec elapsed

knn\_time <- time[[4]]  
  
knn\_res %>% collect\_metrics(summarize = TRUE)

## # A tibble: 8 × 6  
## .metric .estimator mean n std\_err .config   
## <chr> <chr> <dbl> <int> <dbl> <chr>   
## 1 accuracy binary 0.993 3 0.000130 Preprocessor1\_Model1  
## 2 f\_meas binary 0.121 3 0.0103 Preprocessor1\_Model1  
## 3 kap binary 0.118 3 0.0103 Preprocessor1\_Model1  
## 4 precision binary 0.245 3 0.00691 Preprocessor1\_Model1  
## 5 recall binary 0.0804 3 0.00846 Preprocessor1\_Model1  
## 6 roc\_auc binary 0.567 3 0.00813 Preprocessor1\_Model1  
## 7 sens binary 0.0804 3 0.00846 Preprocessor1\_Model1  
## 8 spec binary 0.999 3 0.0000814 Preprocessor1\_Model1

#The KNN model takes the longer to run with 178.247 seconds whereas the XGBoost takes the shortest amount of time with 2.307 seconds

## Compare models

## Model Comparison  
  
log\_metrics <-   
 log\_res %>%   
 collect\_metrics(summarise = TRUE) %>%  
 # add the name of the model to every row  
 mutate(model = "Logistic Regression",  
 time = log\_time)  
  
# add mode models here  
tree\_metrics <-   
 tree\_res %>%   
 collect\_metrics(summarise = TRUE) %>%  
 mutate(model = "Decision Tree")  
  
rf\_metrics <-   
 rf\_res %>%   
 collect\_metrics(summarise = TRUE) %>%  
 mutate(model = "Random Forest")  
  
xgb\_metrics <-   
 xgb\_res %>%   
 collect\_metrics(summarise = TRUE) %>%  
 mutate(model = "XGBoost")  
  
knn\_metrics <-   
 knn\_res %>%   
 collect\_metrics(summarise = TRUE) %>%  
 mutate(model = "Knn")  
  
# create dataframe with all models  
model\_compare <- bind\_rows(log\_metrics,  
 tree\_metrics,  
 rf\_metrics,  
 xgb\_metrics,  
 knn\_metrics  
 ) %>%   
 # get rid of 'sec elapsed' and turn it into a number  
 mutate(time = str\_sub(time, end = -13) %>%   
 as.double()  
 )  
  
#Pivot wider to create barplot  
 model\_comp <- model\_compare %>%   
 select(model, .metric, mean, std\_err) %>%   
 pivot\_wider(names\_from = .metric, values\_from = c(mean, std\_err))   
  
# show mean are under the curve (ROC-AUC) for every model  
model\_comp %>%   
 arrange(mean\_roc\_auc) %>%   
 mutate(model = fct\_reorder(model, mean\_roc\_auc)) %>% # order results  
 ggplot(aes(model, mean\_roc\_auc, fill=model)) +  
 geom\_col() +  
 coord\_flip() +  
 scale\_fill\_brewer(palette = "Blues") +  
 geom\_text(  
 size = 3,  
 aes(label = round(mean\_roc\_auc, 2),   
 y = mean\_roc\_auc + 0.08),  
 vjust = 1  
 )+  
 theme\_light()+  
 theme(legend.position = "none")+  
 labs(y = NULL)

![](data:image/png;base64,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)

#Based on the model comparison we can conclude that the XGBoost has the greatest level of accuracy with 98%, followed by the Random Forest with 0.97

## Which metric to use

This is a highly imbalanced data set, as roughly 99.5% of all transactions are ok, and it’s only 0.5% of transactions that are fraudulent. A naive model, which classifies everything as ok and not-fraud, would have an accuracy of 99.5%, but what about the sensitivity, specificity, the AUC, etc?

## last\_fit()

## `last\_fit()` on test set  
  
# - `last\_fit()` fits a model to the whole training data and evaluates it on the test set.   
# - provide the workflow object of the best model as well as the data split object (not the training data).   
   
last\_fit\_xgb <- last\_fit(xgb\_wflow,   
 split = data\_split,  
 metrics = metric\_set(  
 accuracy, f\_meas, kap, precision,  
 recall, roc\_auc, sens, spec))  
  
last\_fit\_xgb %>% collect\_metrics(summarize = TRUE)

## # A tibble: 8 × 4  
## .metric .estimator .estimate .config   
## <chr> <chr> <dbl> <chr>   
## 1 accuracy binary 0.998 Preprocessor1\_Model1  
## 2 f\_meas binary 0.781 Preprocessor1\_Model1  
## 3 kap binary 0.780 Preprocessor1\_Model1  
## 4 precision binary 0.962 Preprocessor1\_Model1  
## 5 recall binary 0.658 Preprocessor1\_Model1  
## 6 sens binary 0.658 Preprocessor1\_Model1  
## 7 spec binary 1.00 Preprocessor1\_Model1  
## 8 roc\_auc binary 0.988 Preprocessor1\_Model1

#Compare to training  
xgb\_res %>% collect\_metrics(summarize = TRUE)

## # A tibble: 8 × 6  
## .metric .estimator mean n std\_err .config   
## <chr> <chr> <dbl> <int> <dbl> <chr>   
## 1 accuracy binary 0.998 3 0.0000986 Preprocessor1\_Model1  
## 2 f\_meas binary 0.746 3 0.0200 Preprocessor1\_Model1  
## 3 kap binary 0.745 3 0.0200 Preprocessor1\_Model1  
## 4 precision binary 0.909 3 0.0168 Preprocessor1\_Model1  
## 5 recall binary 0.634 3 0.0277 Preprocessor1\_Model1  
## 6 roc\_auc binary 0.970 3 0.00387 Preprocessor1\_Model1  
## 7 sens binary 0.634 3 0.0277 Preprocessor1\_Model1  
## 8 spec binary 1.00 3 0.0000817 Preprocessor1\_Model1

## Get variable importance using vip package

library(vip)  
  
last\_fit\_xgb %>%   
 pluck(".workflow", 1) %>%   
 pull\_workflow\_fit() %>%   
 vip(num\_features = 10) +  
 theme\_light()

## Warning: `pull\_workflow\_fit()` was deprecated in workflows 0.2.3.  
## ℹ Please use `extract\_fit\_parsnip()` instead.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.
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#From this chart we can observe that the amount variable has the greatest level of importance with 50%, followed by the category\_grocery\_pos with 20% and hour with 12.5%. Last, age with 0.9%

## Plot Final Confusion matrix and ROC curve

## Final Confusion Matrix  
  
last\_fit\_xgb %>%  
 collect\_predictions() %>%   
 conf\_mat(is\_fraud, .pred\_class) %>%   
 autoplot(type = "heatmap")
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## Final ROC curve  
last\_fit\_xgb %>%   
 collect\_predictions() %>%   
 roc\_curve(is\_fraud, .pred\_1) %>%   
 autoplot()

![](data:image/png;base64,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)

## Calculating the cost of fraud to the company

* How much money (in US$ terms) are fraudulent transactions costing the company? Generate a table that summarizes the total amount of legitimate and fraudulent transactions per year and calculate the % of fraudulent transactions, in US$ terms. Compare your model vs the naive classification that we do not have any fraudulent transactions.

best\_model\_preds <-   
 xgb\_wflow %>%   
 fit(data = card\_fraud\_train) %>%   
   
 ## Use `augment()` to get predictions for entire data set  
 augment(new\_data = card\_fraud)  
  
best\_model\_preds %>%   
 conf\_mat(truth = is\_fraud, estimate = .pred\_class)

## Truth  
## Prediction 1 0  
## 1 2590 204  
## 0 1346 666888

cost <- best\_model\_preds %>%  
 select(is\_fraud, amt, pred = .pred\_class)   
  
cost <- cost %>%  
 mutate(  
   
  
 # naive false-- we think every single transaction is ok and not fraud  
 false\_naives = ifelse(is\_fraud==1,amt, 0),  
  
 # false negatives-- we thought they were not fraud, but they were  
 false\_negatives = ifelse(pred==0 & is\_fraud ==1, amt, 0),  
   
 # false positives-- we thought they were fraud, but they were not  
 false\_positives = ifelse(pred==1 & is\_fraud ==0, amt, 0),  
   
 # true positives-- we thought they were fraud, and they were   
 true\_positives = ifelse(pred==1 & is\_fraud ==1, amt, 0),  
   
 # true negatives-- we thought they were ok, and they were   
 true\_negatives = ifelse(pred==0 & is\_fraud ==0, amt, 0),  
)  
   
# Summarising  
  
cost\_summary <- cost %>%   
 summarise(across(starts\_with(c("false","true", "amt")),   
 ~ sum(.x, na.rm = TRUE)))  
  
cost\_summary

## # A tibble: 1 × 6  
## false\_naives false\_negatives false\_positives true\_positives true\_negatives  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 2075089. 480363. 179970. 1594726. 44928845.  
## # ℹ 1 more variable: amt <dbl>

#In terms of money we can see that the False Negatives are costing the company around 488k (1.03%) vs the false\_naives that cost around 2M (4.3%). Therefore with our model we are saving more than 1.5M in fraud refunds.

* If we use a naive classifier thinking that all transactions are legitimate and not fraudulent, the cost to the company is $2,075,089.
* With our best model, the total cost of false negatives, namely transactions our classifier thinks are legitimate but which turned out to be fraud, is $480,363.
* Our classifier also has some false positives, $179,970, namely flagging transactions as fraudulent, but which were legitimate. Assuming the card company makes around 2% for each transaction (source: <https://startups.co.uk/payment-processing/credit-card-processing-fees/>), the amount of money lost due to these false positives is $3,599.39
* The $ improvement over the naive policy is $1,591,127.