# PHPMatrix

PHP Class for handling Matrices

[![Build Status](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)](https://github.com/MarkBaker/PHPMatrix/actions) [![Total Downloads](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)](https://packagist.org/packages/markbaker/matrix) [![Latest Stable Version](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)](https://packagist.org/packages/markbaker/matrix) [![License](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)](https://packagist.org/packages/markbaker/matrix)

[![Matrix Transform](data:image/png;base64,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)](https://xkcd.com/184/)

Matrix Transform

This library currently provides the following operations:

* addition
* direct sum
* subtraction
* multiplication
* division (using [A].[B]-1)
  + division by
  + division into

together with functions for

* adjoint
* antidiagonal
* cofactors
* determinant
* diagonal
* identity
* inverse
* minors
* trace
* transpose
* solve

Given Matrices A and B, calculate X for A.X = B

and classes for

* Decomposition
  + LU Decomposition with partial row pivoting,

such that [P].[A] = [L].[U] and [A] = [P]|.[L].[U]

* + QR Decomposition

such that [A] = [Q].[R]

## TO DO

* power() function
* Decomposition
  + Cholesky Decomposition
  + EigenValue Decomposition
    - EigenValues
    - EigenVectors

# Installation

composer require markbaker/matrix:^3.0

# Important BC Note

If you've previously been using procedural calls to functions and operations using this library, then from version 3.0 you should use [MarkBaker/PHPMatrixFunctions](https://github.com/MarkBaker/PHPMatrixFunctions) instead (available on packagist as [markbaker/matrix-functions](https://packagist.org/packages/markbaker/matrix-functions)).

You'll need to replace markbaker/matrixin your composer.json file with the new library, but otherwise there should be no difference in the namespacing, or in the way that you have called the Matrix functions in the past, so no actual code changes are required.

composer require markbaker/matrix-functions:^1.0

You should not reference this library (markbaker/matrix) in your composer.json, composer wil take care of that for you.

# Usage

To create a new Matrix object, provide an array as the constructor argument

$grid = [

[16, 3, 2, 13],

[ 5, 10, 11, 8],

[ 9, 6, 7, 12],

[ 4, 15, 14, 1],

];

$matrix = new Matrix\Matrix($grid);

The Builder class provides helper methods for creating specific matrices, specifically an identity matrix of a specified size; or a matrix of a specified dimensions, with every cell containing a set value.

$matrix = Matrix\Builder::createFilledMatrix(1, 5, 3);

Will create a matrix of 5 rows and 3 columns, filled with a 1 in every cell; while

$matrix = Matrix\Builder::createIdentityMatrix(3);

will create a 3x3 identity matrix.

Matrix objects are immutable: whenever you call a method or pass a grid to a function that returns a matrix value, a new Matrix object will be returned, and the original will remain unchanged. This also allows you to chain multiple methods as you would for a fluent interface (as long as they are methods that will return a Matrix result).

## Performing Mathematical Operations

To perform mathematical operations with Matrices, you can call the appropriate method against a matrix value, passing other values as arguments

$matrix1 = new Matrix\Matrix([

[2, 7, 6],

[9, 5, 1],

[4, 3, 8],

]);

$matrix2 = new Matrix\Matrix([

[1, 2, 3],

[4, 5, 6],

[7, 8, 9],

]);

var\_dump($matrix1->multiply($matrix2)->toArray());

or pass all values to the appropriate static method

$matrix1 = new Matrix\Matrix([

[2, 7, 6],

[9, 5, 1],

[4, 3, 8],

]);

$matrix2 = new Matrix\Matrix([

[1, 2, 3],

[4, 5, 6],

[7, 8, 9],

]);

var\_dump(Matrix\Operations::multiply($matrix1, $matrix2)->toArray());

You can pass in the arguments as Matrix objects, or as arrays.

If you want to perform the same operation against multiple values (e.g. to add three or more matrices), then you can pass multiple arguments to any of the operations.

## Using functions

When calling any of the available functions for a matrix value, you can either call the relevant method for the Matrix object

$grid = [

[16, 3, 2, 13],

[ 5, 10, 11, 8],

[ 9, 6, 7, 12],

[ 4, 15, 14, 1],

];

$matrix = new Matrix\Matrix($grid);

echo $matrix->trace();

or you can call the static method, passing the Matrix object or array as an argument

$grid = [

[16, 3, 2, 13],

[ 5, 10, 11, 8],

[ 9, 6, 7, 12],

[ 4, 15, 14, 1],

];

$matrix = new Matrix\Matrix($grid);

echo Matrix\Functions::trace($matrix);

$grid = [

[16, 3, 2, 13],

[ 5, 10, 11, 8],

[ 9, 6, 7, 12],

[ 4, 15, 14, 1],

];

echo Matrix\Functions::trace($grid);

## Decomposition

The library also provides classes for matrix decomposition. You can access these using

$grid = [

[1, 2],

[3, 4],

];

$matrix = new Matrix\Matrix($grid);

$decomposition = new Matrix\Decomposition\QR($matrix);

$Q = $decomposition->getQ();

$R = $decomposition->getR();

or alternatively us the Decomposition factory, identifying which form of decomposition you want to use

$grid = [

[1, 2],

[3, 4],

];

$matrix = new Matrix\Matrix($grid);

$decomposition = Matrix\Decomposition\Decomposition::decomposition(Matrix\Decomposition\Decomposition::QR, $matrix);

$Q = $decomposition->getQ();

$R = $decomposition->getR();