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# Installation

1. Install NodeJS  
   <http://nodejs.org/download/>  
   If the installation asks to add Node to your PATH, say yes, it’s very handy
2. Install the Github GUI tool  
   <http://windows.github.com/>
3. Clone the zombiegame repository to a local folder.
4. Open a command line terminal  
   On Windows : search for cmd  
   On Mac: search for Terminal  
   On Linux: don’t search, you’re already there
5. Navigate to your local zombiegame repository  
   On Windows: cd C:\Users\Guillaume\Desktop\zombiegame  
   On Unix: same but different path probably
6. Start the Node server by typing following command :   
   node server.js 8080  
   Where 8080 is the server port
7. Install Google Chrome, or update it if you already have it. You can visit the application at <http://localhost:8080>  
   In order to get it to emulate a mobile device, hit Ctrl+Shift+I (uppercase i) to show the DevTools bar. Open the DevTools settings by clicking the ![http://michal.karzynski.pl/images/illustrations/har2grinder/gear_icon.png](data:image/png;base64,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) icon. In the “Overrides” tab, activate the “Show 'Emulation' view in console drawer” option. Close the settings. If the emulation view doesn’t show up, click on any tab other than Console, and hit Esc. Now you can play with the emulation parameters.

# Getting started

The server application is written in JavaScript and built on top of NodeJS.

It uses the MySQL database to store data, with the node-mysql module to communicate. More information and examples on <https://npmjs.org/package/mysql>

The application also uses Express, which is a framework for NodeJS making development easier and faster. Some of the improvements are:

* Parsers for cookies, GET and POST parameters.
* Session handling (similar to PHP)
* Static file server (adds a HTML, CSS and image server in one line of code)
* Easier routing and basic HTTP level abstraction

Documentation is available at: <http://expressjs.com/guide.html>

## Adding static files

Whenever you want to add a static file (images, html or css or any other file) to the server/application, just add it in the public folder. Express will automatically find it and serve it online. If you put the file under public/test.jpg, the file will be available at <http://serverhost:port/test.jpg>. Be careful WHAT you put in there; all these files are truly public and there is no access control.

## Adding a controller

A controller is just a web URL (for example <http://serverhost:port/register-ajax>) which will be used by the server-side javascript to communicate with the server, but only for one specific “**action**”. (In this case, to perform registration). Because we plan to implement a lot of “actions”, we will have a lot of controllers. We use Express to help us make this easier.

Any action has a **method** (GET or POST) which is straightforward: GET to get data, POST to send data. A POST action can also get data back. A combination of method and URL is called a **route**. By adding a function to the route, we now have a controller!

Please refer to the documentation for more information: <http://expressjs.com/api.html#app.VERB>

app.get('/', function(req, res){  
 res.send('hello world');  
});

This is an example of a GET routing (see app.get). The req and res are respectively the request and response objects. If the user navigates to http://serverhost:port/, he will get a blank page containing “hello world”. Note there is no HTML or CSS formatting by default.

Because we use the controllers as API requests, we probably want to get more than just a string or a plain data back from the server. We can use serialized javascript (JSON) to pass multiple data (types) to the client and the client can easily deserialize it. (JQuery does it automatically but modern browsers also support it natively). XML is another option but is much more complex and is not the standard anymore.

To send a JSON response, we use Express’ function res.json(data)

JSON can easily return complex data structures to the client. Example: an object containing an array (list) of users and their associated data and another array with spatial data. If you just returned a string with all that data, you would have to process it with splits yourself.

## Using the MySQL connector

A global variable sqlConnection has been defined and assigned with mysql.createConnection. You can use it to make requests to the database. It’s very easy to use.

sqlConnection.query('SELECT \* FROM `users` WHERE `username`=?', 'myusername', function(err, rows) {  
 console.log('mysql result:', rows);  
});

The function query performs a query on the database. It takes 3 parameters.

The first parameter is the SQL query, you can use ? placeholders to indicate where the connector should fill in data, this is safer than putting it in there ourselves (see <http://en.wikipedia.org/wiki/SQL_injection>).

The second parameter is the data to replace the placeholders. If it’s just a scalar (string, number, Boolean, …) it replaces the placeholder as expected. If you pass an array, you can use multiple placeholders. If you pass an object, the placeholder will be replace by key-value pairs. (Example: {username: 'myusername'} will fill in `username`='myusername' at the placeholder. )

The third parameter is the function which will be called when the query is finished or failed. You can also INSERT or UPDATE data in the database, in that case the rows parameter of the callback function is just a Boolean indicating the result. For more information, please refer to the documentation.