**NODE**

**NPM – Node Package Manager**

**Criar npm**

npm init -y

**Installar pacotes:**

npm install {nome\_do\_pacote}

npm install express

**Atualizar pacotes:**

npm update

**Alterar a dependencies de um package (dev, prod):**

npm install express --save-dev // muda para devDependencies

npm install express --save-prod // muda para dependencies

**Instalar versão específica de package:**

npm install express@2.1.0 -E // -E para remover o ‘^’

**Desinstalar um pacakge:**

npm uninstall express

**Listar packages:**

npm ls // mostra os packages e suas dependencias

npm ls -depth=0 // mostra somente os packages instalados

npm outdated // mostra os packages desatualizados

**MANIPULANDO ARQUIVOS – FS**

**Leitura de pastas e arquivos:**

Importando o módulo:

const *fs* = require('fs').*promises*; // importa o módulo fs como promises

Criamos uma função para ler os arquivos e pastas de um caminho:

async function readdir(*rootDir*) {

*rootDir* = *rootDir* || path.resolve(\_\_dirname);

    const files = await *fs*.readdir(*rootDir*);

    walk(files, *rootDir*);

}

**\*IMPORTANTE:** fs.readdir retorna os arquivos e pastas do caminho informado

Na função walk, criamos uma lógica com fs.stat (que retorna status do arquivo lido) para podermos criar uma leitura recursiva dos itens.

async function walk(*files*, *rootDir*) {

    for (let file of *files*) {

// cria um caminho completo do arquivo

        const fileFullPath = path.resolve(*rootDir*, file);

        const stats = await *fs*.stat(fileFullPath);

        if (/\.git/g.test(fileFullPath)) continue; // re

        if (/node\_modules/g.test(fileFullPath)) continue; // re

// se o arquivo for uma pasta, ele recomeça a leitura

        if (stats.isDirectory()) {

            readdir(fileFullPath);

            continue;

        }

        if (!/\.html$/g.test(fileFullPath)) continue; // re

        console.log(fileFullPath);

    }

}

**Leitura e escrita de arquivos:**

***Escrita:***

Por meio de modulos, criamos um arquivo para a escrita de novos arquivos, que exporta um função que recebe o caminho onde o arquivo será escrito e os dados que irão conter nele:

const *fs* = require('fs').*promises*;

*module*.*exports* = (*caminho*, *dados*) => {

*fs*.writeFile(*caminho*, *dados*, { flag: 'w' });

}

**\*IMPORTANTE**: a flag é opcional (por padrão ‘w’)

No arquivo princial (app.js), criamos o caminho do arquivo a ser escrito e um array com objetos para servir de conteúdo. Nesse caso foi criado um arquivo .json, então utilizamos o método JSON.stringify() para converter o array de objetos para a formatação JSON:

const path = require('path');

const caminhoArquivo = path.resolve(\_\_dirname, 'teste.json');

const escreve = require('./modules/escreve');

const pessoas = [

    { nome: 'João' },

    { nome: 'Maria' },

    { nome: 'Eduardo' },

    { nome: 'Luiza' },

];

const json = JSON.stringify(pessoas, '', 2);

escreve(caminhoArquivo, json);

***Leitura:***

Para a leitura, foi criado um arquivo que exporta uma função com o fs.readFile, que serve para ler o conteúdo de um arquivo:

const *fs* = require('fs').*promises*;

*module*.*exports* = (*caminho*) => *fs*.readFile(*caminho*, 'utf-8');

\*IMPORTANTE: o fs.readFile() recebe o caminho do arquivo que será lido e a codificação que será utilizada (padrão: utf8)

Novamente no arquivo principal (app.js), importamos a função de leitura do modulo ler e criamos uma async function, pois a função de leitura retorna uma promise. Dentro dessa async function, enviamos o resultado da promise para uma outra função que irá transformar os dados JSON em formato JS utilizando o método JSON.parse(), onde podemos fazer o que quisermos com os dados lidos (no exemplo eles foram apenas logados na tela):

const path = require('path');

const caminhoArquivo = path.resolve(\_\_dirname, 'teste.json');

const ler = require('./modules/ler');

async function lerArquivo(*caminho*) {

    const arqLido = await ler(*caminho*);

    renderizaDados(arqLido);

}

function renderizaDados(*dados*) {

*dados* = JSON.parse(*dados*);

*dados*.forEach(*val* => console.log(*val*));

}

lerArquivo(caminhoArquivo);

**EXPRESS:**

O express é um módulo que é utilizado para gerenciar de forma prática as rotas do servidor de um site. Ele precisa ser instalado no node utilizando o comando npm i express.

Por padrão, para importar o empress utilizamos as seguintes nomenclaturas:

const express = require('express');

const app = express();

Para entender melhor o express, é importante conhecer o CRUD, que representa as operações que podem ser feitas no servidor:

CREATE, READ, UPDATE, DELETE -> significado literal de CRUD

POST    GET   PUT     DELETE -> elementos que representam CRUD no express

GET -> é uma solicitação de leitura

POST -> solicitação criação/envio de alguma informação

PUT -> solicitação de atualização de informação

DELETE -> solitação para deletar informação

Com o express, podemos definir o que cada solicitação pode fazer nas rotas que criamos para o site. Exemplo:

app.get('/', (*req*, *res*) => {

*res*.send(`

    <form action="/" method="POST">

    Nome: <input type="text" name="nome">

    <button>Enviar</button>

    `);

});

\* req e res significam, respectivamente, requisição e resposta do servidor

Aqui temos a definição de como a solitação GET irá se comportar na rota ‘/’, que seria a home do site. Aqui, utilizando o res.send(), estamos enviando como resposta um HTML que contém um formulário.

Para que esse formulário possa ser enviado, precisamos utilizar o método POST, como no exemplo abaixo:

app.post('/', (*req*, *res*) => {

*res*.send('Recebi o formulario!');

})

\*nesse caso o form irá carregar esse POST pois é para onde o action do form está apontando

Aqui configuramos o POST da rota ‘/’, que será exebido ao enviarmos com sucesso o formulário.

Segue um outro exemplo de configuração de rota, agora da aba contato do site:

app.get('/contato', (*req*, *res*) => {

*res*.send('Obrigado por entrar em contato com a gente!');

});

Para que o servidor fique ativo e possamos visualizar o site, fazemos com que o express utilize uma porta do servidor com o método **app.listen()** . Em area de teste, contuma-se utilizar portas que não são muito usadas por aplicações normais, como 3000 ou 3333:

app.listen(3000, () => {

    console.log('Acessar http://localhost:3000');

    console.log('Servidor executando na porta 3000');

});

**NODEMON:**

O nodemon é um package do node que serve para auxiliar no uso do express. Com ele, não é necessário ficar reiniciando o servidor toda vez que uma alteração for feita, já que ele faz essa atualização automaticamente.

Para instalar ele é só utilizar a seguinte linha de código no terminal:

npm i nodemon --save-dev

Para ativar o nodemon, vamos alterar o start do no nosso package.json:

  "scripts": {

    "test": "echo \"Error: no test specified\" && exit 1",

    "start": "nodemon server.js"

  },

\*caso não haja o start, adicionamos ele, caso já exista, só trocar node para nodemon

**req.params, req.query**

Nas urls, além das rotas, podemos ter também outras informações. Duas delas seriam os parametros e os queries strings, que podem ser identificados da seguinte forma:

//        rota         rota     param  query             query

// http://facebook.com/profiles/12345?campanha=googleads&nome\_camp=seila

Para permitir que um parametro ou query string seja adicionado no url, adicionamos eles da seguinte forma:

app.get('/testes/:idUsuarios?/:parametros?', (*req*, *res*) => {

    console.log(*req*.query);

*res*.send(*req*.query);

})

Utilizamos o ‘:’ no começo da identificador e o ‘?’ no final para indicar que o link pode receber um param ou query nesse local.

**req.body**

O req.body é utilizado no método POST, quando vamos receber o valor de um formulário enviado por exemplo. Ex:

app.post('/', (*req*, *res*) => {

    console.log(*req*.body);

*res*.send(`O que você me enviou foi: ${*req*.body.nome}`);

});

No exemplo acima, o req.body teoricamente recebe o POST que foi disparado, e logamos ele na tela. Porém, para que o req.body receba o valor disparado no POST, é preciso configurar o app.use, da seguinte forma:

app.use(express.urlencoded({ extended: true }));

Com isso, o req.body recebe o valor do POST, como foi configurado.

**Routes e Controllers**

Se aproximando mais de uma aplicação de node real, temos que para uma organização e controle melhor das rotas utilizamos Routes e Controllers.

Para iniciar a utilização, criamos um arquivo routes.js no nosso projeto e adicionamos as seguintes importações:

const express = require('express');

const route = express.Router();

Esse Router() será responsável por controlar as rotas do nosso servidor:

Primeiramente, criamos um controller para cada rota do nosso site, que é onde irá conter as funções de req e res:
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Descrição gerada automaticamente](data:image/png;base64,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)

**homeController.js**:

*exports*.paginaInicial = (*req*, *res*) => {

*res*.send(`

        <form action="/" method="POST">

        Nome: <input type="text" name="nome">

        <button>Enviar</button>

        `);

};

*exports*.trataPost = (*req*, *res*) => {

*res*.send('Sou sua nova rota de POST');

};

**contatoController.js**:

*exports*.paginaInicial = (*req*, *res*) => {

*res*.send(`Obrigado por entrar em contato!`);

};

Após isso, importamos os controllers dentro de routes e criamos as rotas do site, mas ao invés de declarar como app.get ou app.post, declaramos como route.get / route.post:

const express = require('express');

const route = express.Router();

const homeController = require('./controllers/homeController')

const contatoController = require('./controllers/contatoController')

// Rotas da home

route.get('/', homeController.paginaInicial);

route.post('/', homeController.trataPost);

// Rotas de contato

route.get('/contato', contatoController.paginaInicial);

*module*.*exports* = route;

\*exportamos o route no final do código, sobrescrevendo o module.exports;

E para finalizar, importamos o file routes.js no nosso arquivo principal e no local dos app.get e app.post que havíamos feitos, vamos inserir somente a linha de código app.use(routes):

const express = require('express');

const app = express();

const routes = require('./routes'); // arquivo importado

app.use(express.urlencoded({ extended: true }));

app.use(routes); // linha adicionada

app.listen(3000, () => {

    console.log('Acessar http://localhost:3000');

    console.log('Servidor executando na porta 3000');

});

**Criando views:**

Para adicionar as views do nosso site primeiramente vamos adicionar no script principal a seguinte configuração:

app.set('views', path.resolve(\_\_dirname, 'src', 'views'));

app.set('view engine', 'ejs');

\*ejs é o formato escolhido para o arquivo template html