**NODE**

**NPM – Node Package Manager**

**Criar npm**

npm init -y

**Installar pacotes:**

npm install {nome\_do\_pacote}

npm install express

**Atualizar pacotes:**

npm update

**Alterar a dependencies de um package (dev, prod):**

npm install express --save-dev // muda para devDependencies

npm install express --save-prod // muda para dependencies

**Instalar versão específica de package:**

npm install express@2.1.0 -E // -E para remover o ‘^’

**Desinstalar um pacakge:**

npm uninstall express

**Listar packages:**

npm ls // mostra os packages e suas dependencias

npm ls -depth=0 // mostra somente os packages instalados

npm outdated // mostra os packages desatualizados

**MANIPULANDO ARQUIVOS – FS**

**Leitura de pastas e arquivos:**

Importando o módulo:

const *fs* = require('fs').*promises*; // importa o módulo fs como promises

Criamos uma função para ler os arquivos e pastas de um caminho:

async function readdir(*rootDir*) {

*rootDir* = *rootDir* || path.resolve(\_\_dirname);

    const files = await *fs*.readdir(*rootDir*);

    walk(files, *rootDir*);

}

**\*IMPORTANTE:** fs.readdir retorna os arquivos e pastas do caminho informado

Na função walk, criamos uma lógica com fs.stat (que retorna status do arquivo lido) para podermos criar uma leitura recursiva dos itens.

async function walk(*files*, *rootDir*) {

    for (let file of *files*) {

// cria um caminho completo do arquivo

        const fileFullPath = path.resolve(*rootDir*, file);

        const stats = await *fs*.stat(fileFullPath);

        if (/\.git/g.test(fileFullPath)) continue; // re

        if (/node\_modules/g.test(fileFullPath)) continue; // re

// se o arquivo for uma pasta, ele recomeça a leitura

        if (stats.isDirectory()) {

            readdir(fileFullPath);

            continue;

        }

        if (!/\.html$/g.test(fileFullPath)) continue; // re

        console.log(fileFullPath);

    }

}

**Leitura e escrita de arquivos:**

***Escrita:***

Por meio de modulos, criamos um arquivo para a escrita de novos arquivos, que exporta um função que recebe o caminho onde o arquivo será escrito e os dados que irão conter nele:

const *fs* = require('fs').*promises*;

*module*.*exports* = (*caminho*, *dados*) => {

*fs*.writeFile(*caminho*, *dados*, { flag: 'w' });

}

**\*IMPORTANTE**: a flag é opcional (por padrão ‘w’)

No arquivo princial (app.js), criamos o caminho do arquivo a ser escrito e um array com objetos para servir de conteúdo. Nesse caso foi criado um arquivo .json, então utilizamos o método JSON.stringify() para converter o array de objetos para a formatação JSON:

const path = require('path');

const caminhoArquivo = path.resolve(\_\_dirname, 'teste.json');

const escreve = require('./modules/escreve');

const pessoas = [

    { nome: 'João' },

    { nome: 'Maria' },

    { nome: 'Eduardo' },

    { nome: 'Luiza' },

];

const json = JSON.stringify(pessoas, '', 2);

escreve(caminhoArquivo, json);

***Leitura:***

Para a leitura, foi criado um arquivo que exporta uma função com o fs.readFile, que serve para ler o conteúdo de um arquivo:

const *fs* = require('fs').*promises*;

*module*.*exports* = (*caminho*) => *fs*.readFile(*caminho*, 'utf-8');

\*IMPORTANTE: o fs.readFile() recebe o caminho do arquivo que será lido e a codificação que será utilizada (padrão: utf8)

Novamente no arquivo principal (app.js), importamos a função de leitura do modulo ler e criamos uma async function, pois a função de leitura retorna uma promise. Dentro dessa async function, enviamos o resultado da promise para uma outra função que irá transformar os dados JSON em formato JS utilizando o método JSON.parse(), onde podemos fazer o que quisermos com os dados lidos (no exemplo eles foram apenas logados na tela):

const path = require('path');

const caminhoArquivo = path.resolve(\_\_dirname, 'teste.json');

const ler = require('./modules/ler');

async function lerArquivo(*caminho*) {

    const arqLido = await ler(*caminho*);

    renderizaDados(arqLido);

}

function renderizaDados(*dados*) {

*dados* = JSON.parse(*dados*);

*dados*.forEach(*val* => console.log(*val*));

}

lerArquivo(caminhoArquivo);

**EXPRESS:**

O express é um módulo que é utilizado para gerenciar de forma prática as rotas do servidor de um site. Ele precisa ser instalado no node utilizando o comando npm i express.

Por padrão, para importar o empress utilizamos as seguintes nomenclaturas:

const express = require('express');

const app = express();

Para entender melhor o express, é importante conhecer o CRUD, que representa as operações que podem ser feitas no servidor:

CREATE, READ, UPDATE, DELETE -> significado literal de CRUD

POST    GET   PUT     DELETE -> elementos que representam CRUD no express

GET -> é uma solicitação de leitura

POST -> solicitação criação/envio de alguma informação

PUT -> solicitação de atualização de informação

DELETE -> solitação para deletar informação

Com o express, podemos definir o que cada solicitação pode fazer nas rotas que criamos para o site. Exemplo:

app.get('/', (*req*, *res*) => {

*res*.send(`

    <form action="/" method="POST">

    Nome: <input type="text" name="nome">

    <button>Enviar</button>

    `);

});

\* req e res significam, respectivamente, requisição e resposta do servidor

Aqui temos a definição de como a solitação GET irá se comportar na rota ‘/’, que seria a home do site. Aqui, utilizando o res.send(), estamos enviando como resposta um HTML que contém um formulário.

Para que esse formulário possa ser enviado, precisamos utilizar o método POST, como no exemplo abaixo:

app.post('/', (*req*, *res*) => {

*res*.send('Recebi o formulario!');

})

\*nesse caso o form irá carregar esse POST pois é para onde o action do form está apontando

Aqui configuramos o POST da rota ‘/’, que será exebido ao enviarmos com sucesso o formulário.

Segue um outro exemplo de configuração de rota, agora da aba contato do site:

app.get('/contato', (*req*, *res*) => {

*res*.send('Obrigado por entrar em contato com a gente!');

});

Para que o servidor fique ativo e possamos visualizar o site, fazemos com que o express utilize uma porta do servidor com o método **app.listen()** . Em area de teste, contuma-se utilizar portas que não são muito usadas por aplicações normais, como 3000 ou 3333:

app.listen(3000, () => {

    console.log('Acessar http://localhost:3000');

    console.log('Servidor executando na porta 3000');

});

**NODEMON:**

O nodemon é um package do node que serve para auxiliar no uso do express. Com ele, não é necessário ficar reiniciando o servidor toda vez que uma alteração for feita, já que ele faz essa atualização automaticamente.

Para instalar ele é só utilizar a seguinte linha de código no terminal:

npm i nodemon --save-dev

Para ativar o nodemon, vamos alterar o start do no nosso package.json:

  "scripts": {

    "test": "echo \"Error: no test specified\" && exit 1",

    "start": "nodemon server.js"

  },

\*caso não haja o start, adicionamos ele, caso já exista, só trocar node para nodemon

**req.params, req.query**

Nas urls, além das rotas, podemos ter também outras informações. Duas delas seriam os parametros e os queries strings, que podem ser identificados da seguinte forma:

//        rota         rota     param  query             query

// http://facebook.com/profiles/12345?campanha=googleads&nome\_camp=seila

Para permitir que um parametro ou query string seja adicionado no url, adicionamos eles da seguinte forma:

app.get('/testes/:idUsuarios?/:parametros?', (*req*, *res*) => {

    console.log(*req*.query);

*res*.send(*req*.query);

})

Utilizamos o ‘:’ no começo da identificador e o ‘?’ no final para indicar que o link pode receber um param ou query nesse local.

**req.body**

O req.body é utilizado no método POST, quando vamos receber o valor de um formulário enviado por exemplo. Ex:

app.post('/', (*req*, *res*) => {

    console.log(*req*.body);

*res*.send(`O que você me enviou foi: ${*req*.body.nome}`);

});

No exemplo acima, o req.body teoricamente recebe o POST que foi disparado, e logamos ele na tela. Porém, para que o req.body receba o valor disparado no POST, é preciso configurar o app.use, da seguinte forma:

app.use(express.urlencoded({ extended: true }));

Com isso, o req.body recebe o valor do POST, como foi configurado.

**Routes e Controllers**

Se aproximando mais de uma aplicação de node real, temos que para uma organização e controle melhor das rotas utilizamos Routes e Controllers.

Para iniciar a utilização, criamos um arquivo routes.js no nosso projeto e adicionamos as seguintes importações:

const express = require('express');

const route = express.Router();

Esse Router() será responsável por controlar as rotas do nosso servidor:

Primeiramente, criamos um controller para cada rota do nosso site, que é onde irá conter as funções de req e res:
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**homeController.js**:

*exports*.paginaInicial = (*req*, *res*) => {

*res*.send(`

        <form action="/" method="POST">

        Nome: <input type="text" name="nome">

        <button>Enviar</button>

        `);

};

*exports*.trataPost = (*req*, *res*) => {

*res*.send('Sou sua nova rota de POST');

};

**contatoController.js**:

*exports*.paginaInicial = (*req*, *res*) => {

*res*.send(`Obrigado por entrar em contato!`);

};

Após isso, importamos os controllers dentro de routes e criamos as rotas do site, mas ao invés de declarar como app.get ou app.post, declaramos como route.get / route.post:

const express = require('express');

const route = express.Router();

const homeController = require('./controllers/homeController')

const contatoController = require('./controllers/contatoController')

// Rotas da home

route.get('/', homeController.paginaInicial);

route.post('/', homeController.trataPost);

// Rotas de contato

route.get('/contato', contatoController.paginaInicial);

*module*.*exports* = route;

\*exportamos o route no final do código, sobrescrevendo o module.exports;

E para finalizar, importamos o file routes.js no nosso arquivo principal e no local dos app.get e app.post que havíamos feitos, vamos inserir somente a linha de código app.use(routes):

const express = require('express');

const app = express();

const routes = require('./routes'); // arquivo importado

app.use(express.urlencoded({ extended: true }));

app.use(routes); // linha adicionada

app.listen(3000, () => {

    console.log('Acessar http://localhost:3000');

    console.log('Servidor executando na porta 3000');

});

**Criando views:**

Para adicionar as views do nosso site primeiramente vamos adicionar no script principal a seguinte configuração:

app.set('views', path.resolve(\_\_dirname, 'src', 'views'));

app.set('view engine', 'ejs');

\*ejs é o formato escolhido para o arquivo template html

Instalar ejs ou formato escolhido no npm:

npm install ejs

Após isso, criamos uma pasta src para adicionar os controllers e as views. EM views criamos um arquivo index.ejs (a extensão escolhida no app.set(‘view engine’):
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Descrição gerada automaticamente](data:image/png;base64,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)

**Criando pasta para arquivo estático:**

Para os arquivos estáticos vamos criar uma pasta com o nome *public* e adicionar a seguinte configuração no script principal:

app.use(express.static(path.resolve(\_\_dirname, 'public')));

**Middlewares:**

Os middlewares são funções/ações que podem ser executadas antes da resposta final ao cliente. Ele pode executar qualquer ação e pode tanto ser destinado a uma requisição específica (como somente no GET de uma rota) ou pode estar presente de forma global em todas as requisições (mais comum).

Segue um exemplo de middleware:

*exports*.middlewareGlobal = (*req*, *res*, *next*) => {

    if (*req*.body.cliente) {

*req*.body.cliente = *req*.body.cliente.replace('Miranda', 'NÃO USE MIRANDA');

        console.log();

        console.log(`Vi que você postou ${*req*.body.cliente}`);

        console.log();

    }

    next();

};

Nesse middleware global, verificamos se o cliente realizou um POST (req) do campo cliente, interceptando a mensagem e alterando o seu valor caso contenha o nome ‘Miranda’ no POST enviado.

Neste exemplo, podemos entender o poder e importância que um middleware pode ter, podendo interceptar envios de cliente ou realizar ações específicas de acordo com o que o cliente faça ou envie.

Para importar esse middleware no script principal utilizamos o app.use, como no exemplo:

const { middlewareGlobal } = require('./src/middlewares/middleware');

app.use(middlewareGlobal);

Com isso, o middleware é aplicado em todos as rotas e suas requisições.

**Conexão com MongoDB Cloud:**

link: mongodb+srv://guimatds:<db\_password>@cursojs1.ulfbq.mongodb.net/?retryWrites=true&w=majority&appName=cursojs1

**MongoDB – Conexão e primeiro model**

Para conectar o nosso projeto com o banco de dados do MongoDB vamos ter que realizar algumas operações. A primeira delas vai ser instalar o Mongoose, utilizando o npm i mongoose.

Após isso, vamos importar o mongoose no nosso script principal, logo abaixo da importação do app:

const express = require('express');

const app = express();

const *mongoose* = require('mongoose');

Na hora de realizar a conexão, vamos precisar do link de conexão do MongoDB, que podemos colocar em uma constante.

const connectionString = 'mongodb+srv://guimatds:<senha>@cursojs1.ulfbq.mongodb.net/BASEDEDADOS?retryWrites=true&w=majority&appName=cursojs1';

**\*IMPORTANTE:** alterar o campo <senha> para a senha do usuário do BD

Por último, utilizamos o método connect para nos conectar com o banco de dados:

*mongoose*.connect(connectionString)

    .then(() => {

        console.log('BD conectado')

        app.emit('pronto');

    })

    .catch(*e* => console.log(*e*));

Como o mongoose.connect nos retorna uma promise, podemos utilizar um then para fazer com a conexão com o BD ocorra antes do servidor iniciar. Para isso usamos o app.emmit() enviando um sinal, que será recebido pelo app.on() e assim o que tiver dentro dele será executado, que no nosso caso, será o listen do app:

app.on('pronto', () => {

    app.listen(3000, () => {

        console.log('Acessar http://localhost:3000');

        console.log('Servidor executando na porta 3000');

    });

});