Js主要做了什么

1、客户端页面动态交互功能

2、前端数据的处理

3、前后端数据交互和数据的绑定

首先js基础：作用域、this、闭包、函数面试题，接下来就是提升客户端用户体验js事件的问题和处理客户端数据的实战题，前端的客户端数据处理好要和后端的屌丝们处理数据交互了，就会遇到ajax、和模板引擎的问题。再然后逼格提升，就是使用框架和实现页面组件化（react、angular、vue等）。

前端基础知识面试

javascript的本地对象，内置对象和宿主对象  
本地对象为array obj regexp等可以new实例化  
内置对象为Math 等不可以实例化的  
宿主为浏览器自带的document,window 等

javascript的同源策略  
一段脚本只能读取来自于同一来源的窗口和文档的属性，这里的同一来源指的是主机名、协议和端口号的组合

相关链接：http://www.jb51.net/article/66500.htm

作用域

var a=3 ;

function c(){

alert(a);

}

(function(){

var a=4 ;

c();

})(); //最后输出结果是3

因为：js中变量的作用域链与定义时的环境有关，与执行时无关。执行环境只会改变this、传递的参数、全局变量等

预解释

alert(n); // 弹出undefined  
var n = 10;

下一个预解释的面试题：

alert(n);  
n = 10; // 这里会报错，![http://files.jb51.net/file_images/article/201501/201501281529461.png](data:image/png;base64,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)

下一个题

sum(); ————> 正常输出

function sum () {

console.log(‘11111’);

};

thanFn(); ——————> 报错

Var thatFn = function () {

Console.log(‘22222’)

}

解释一下闭包？

function foo(x) {

var tmp = 3;  
    return function (y) {  
        alert(x + y + (++tmp));  
    }  
}  
var bar = foo(2); // bar 现在是一个闭包  
bar(10);

闭包是一种设计原则，它通过分析上下文，来简化用户的调用，让用户在不知晓的情况下，达到他的目的；

或者说任何函数都可以看成是一个闭包，都会保护内部变量不被外界所访问。

闭包的缺点？

1）由于闭包会使得函数中的变量都被保存在内存中，内存消耗很大，所以不能滥用闭包，否则会造成网页的性能问题，在IE中可能导致内存泄露。解决方法是，在退出函数之前，将不使用的局部变量全部删除。  
 2）闭包会在父函数外部，改变父函数内部变量的值。所以，如果你把父函数当作对象（object）使用，把闭包当作它的公用方法（Public Method），把内部变量当作它的私有属性（private value），这时一定要小心，不要随便改变父函数内部变量的值。

解释一下js中的this指向？

this总是指向函数的直接调用对象（而非间接调用者）；

如果有new关键字，this指向new出来的那个对象；  
在事件中，this指向触发这个事件的对象，特殊的是，IE中的attachEvent中的this总是指向全局对象Window；

匿名函数（自执行函数）的this指向永远是window。

字符串

截取字符串abcdace的ace。——>'abcdace'.substring(4)

判断一个字符串中出现次数最多的字符，统计这个次数  
**var *str*** = **'asdfssaaasasasasaa'**;  
**var *json*** = {};  
**for** (**var *i*** = 0; ***i*** < ***str***.**length**; ***i***++) {  
 **if**(!***json***[***str***.charAt(***i***)]){  
 ***json***[***str***.charAt(***i***)] = 1;  
 }**else**{  
 ***json***[***str***.charAt(***i***)]++;  
 }  
};  
**var *iMax*** = 0;  
**var *iIndex*** = **''**;  
**for**(**var *i* in *json***){  
 **if**(***json***[***i***]>***iMax***){  
 ***iMax*** = ***json***[***i***];  
 ***item*** = ***i***;  
 }  
}  
console.log(**'出现次数最多的是:'**+***item***+**'出现'**+***iMax***+**'次'**);

数组方法

给Aarry添加一个删除方法，根据索引删除元素。

Array.**prototype**.remove = **function** (i) {  
 **var** arr = **this**;  
 arr.splice(i,1);  
 **return** arr;  
};

[caller和callee的区别](http://blog.csdn.net/laijieyao/article/details/43404953)

相关链接：<http://blog.csdn.net/laijieyao/article/details/43404953>

**caller**  
caller返回一个函数的引用，这个函数调用了当前的函数。  
使用这个属性要注意:  
1 这个属性只有当函数在执行时才有用  
2 如果在[JavaScript](http://lib.csdn.net/base/javascript)程序中，函数是由顶层调用的，则返回null

functionName.caller: functionName是当前正在执行的函数

**var** *a* = **function**() {  
 alert(*a*.**caller**);  
}  
**var** *b* = **function**() {  
 *a*();  
}  
*b*();

a();

上面的代码中，b调用了a，那么a.caller返回的是b的引用，如果直接调用a(即a在任何函数中被调用，也就是顶层调用),返回null:

**callee**  
callee放回正在执行的函数本身的引用，它是arguments的一个属性  
使用callee时要注意:  
1 这个属性只有在函数执行时才有效  
2 它有一个length属性，可以用来获得形参的个数，因此可以用来比较形参和实参个数是否一致，即比较arguments.length是否等于arguments.callee.length  
3 它可以用来递归匿名函数。

**var** *a* = **function**() {  
 alert(arguments.**callee**);  
}  
**var** *b* = **function**() {  
 *a*();  
}  
*b*();

虽然a在b中被调用，但是它返回了a本身的引用（也就是它函数本身）。

前端模块化相关面试

规避javascript多人开发的问题  
命名空间，封闭空间，js模块化mvc（数据层、表现层、控制层），单例模式对象化

了解一下模块化开发

相关链接：<http://www.ruanyifeng.com/blog/2012/10/javascript_module.html>

**CommonJS,AMD,RequireJS的区别**

RequireJS实现了AMD的API.

CommonJS是使用exports对象来定义模块的一种方法，它定义了模块的内容。简单地实现一个CommonJS的定义就像下面这样：

// someModule.js

exports.doSomething = function() { return "foo"; };

//otherModule.js

var someModule = require('someModule'); // in the vein of node

exports.doSomethingElse = function() { return someModule.doSomething() + "bar"; };

基本上CommonJS明确了你需要有一个require函数来获取依赖，exports变量来输出模块的内容和一些用来获取依赖的模块标识符。CommonJS有多种实现，比如Node.js.

因为CommonJS设计的时候没有考虑[浏览器](http://www.2cto.com/os/liulanqi/)，所以它不适合浏览器环境（我其实对这个不明确，但是这种说法到处都有，比如RequireJS官网）。所以我们得做一些工作来实现异步加载。

相反，RequireJS实现了AMD，它被设计用来适应浏览器环境。表面上看来，AMD开始是CommonJS输出格式的副产品，而且最终进化出了自己的API。在AMD中出现的新东西是define函数，它允许模块在加载依赖之前声明它的依赖。例如定义可能就像下面这样：

define('module/id/string', ['module', 'dependency', 'array'],

function(module, factory function) {

return ModuleContents;

});

因此CommonJS和AMD是[Java](http://www.2cto.com/kf/ware/Java/)script模块定义API的不同的实现，但是他们有相同的根源。AMD更适合浏览器，因为它支持异步加载模块依赖。RequireJS是AMD的一个实现，而且尽量保留了CommonJS的精神（主要是模块标识符上）。更让人混乱的是，RequireJS在实现AMD的同时，还提供了一个CommonJS包裹，这样CommonJS模块可以几乎直接被RequireJS引入。

define(function(require, exports, module) {

var someModule = require('someModule'); // in the vein of node

exports.doSomethingElse = function() { return someModule.doSomething() + "bar"; };

});

**JavaScript模块化编程 - CommonJS, AMD 和 RequireJS之间的关系**

先说说CommonJS

CommonJS - 大家是不是觉得[Java](http://www.2cto.com/kf/ware/Java/)Script仅仅是一个客户端的编译语言，其实[JavaScript](http://www.2cto.com/kf/qianduan/JS/)设计之初不仅仅是针对客户端设计的语言。后来只是由于Web的迅速流行，加之Netscape和微软之间之争过早的将JavaScipt标准化。要了解详细的JS历史请查看：http://zh.wikipedia.org/zh-cn/JavaScript。过早的标准化JS就导致JS的诸多缺陷和标准类库的缺乏，即使这样也不影响JS成为一门优秀的[编程](http://www.2cto.com/kf)语言（比如现在非常流行的Node.js）。目前JS仅仅包括基本的API，如果要作为一个server端的编程语言，像IO, FS, i18n, package等等特性都没有，CommonJS是一个组织，它让JS可以在共同的方向上做努力，来完善JS。尽量Common JS现在还没有一个正式版发布，但是很多方向的草案的实现都已经取得很好的成果。例如现在非常流行的Node.js。

再回到本文的主题来，CommonJS和AMD，RequireJS有什么关系呢？原来CommonJS其中就有一个Modules规范，我们都像JS现在这样所有东西都写在一个文件中来写server端应用是一件非常困难的事情，它就是来解决JS没有模块化管理代码的功能。关键部分就二个函数:

require - 用来引入依赖

export - 用来导出模块，包括标识符(identifier)和模块内容(contents)

CommonJS并没有只是一个规范，就像Java中的Interface一样，并没有注明你应该怎么实现。

问题在于CommonJS的这个Modules规范设计之初是为了server端设计的，它是一个同步的模式。但是这种模式并不适合于[浏览器](http://www.2cto.com/os/liulanqi/)端，大家设想一下如果浏览器同步模式一个一个加载模块，那么打开将会变得非常的慢，所以AMD就是为了这个诞生，它最大的特点就是可以异步的方式加载模块，具体的不同在于AMD有一个define函数，它可以让当前模块运行时先加载当前模块所依赖的模块，例如以下定义的意义就是在运行function时先加载依赖的module, dependency, array模块。

define('module/id/string', ['module', 'dependency', 'array'],

function(module, dependency, array) {

  return ModuleContents;

});

所以说CommonJS Module和AMD都是JS模块化定义的API，出自相同的起源的，就是可以让JS可以模块化加载。

那么RequrieJS其实就是AMD现在用的最广泛，最流行的实现。在RequireJS网站上的介绍其实也有说明RequireJS诞生的原因，只是当时我并没有看懂。

RequireJS is a JavaScript file and module loader. It is optimized for in-browser use, but it can be used in other JavaScript environments, like Rhino and Node. Using a modular script loader like RequireJS will improve the speed and quality of your code.

从以上基本可以看清CommonJS(泛指Modules规范)，AMD和RequireJS之前的关系了。简单的来讲CommonJS Modules和AMD都是为了解决JS模块化的规范API，CommonJS更适合于Server端，而AMD基本是用于浏览器端（不过它也可以用于Server端，比如Node loader的方向的努力：http://requirejs.org/docs/node.html），而RequireJS就是AMD最流行的实现

浏览器机制及优化相关面试

解释一下一个完整的http事物

**一.域名解析**

# 二.发起TCP的3次握手

# 三.建立TCP连接后发起http请求

# 四.服务器端响应http请求，浏览器得到html代码

# 五. 浏览器解析html代码，并请求html代码中的资源

# 六.浏览器对页面进行渲染呈现给用户

浏览器利用自己内部的工作机制，把请求到的静态资源和html代码进行渲染，渲染之后呈现给用户。

解释一下我们从输入一个网址到展现到浏览器是一个什么过程

相关链接：<http://blog.csdn.net/xiaozhuxmen/article/details/52014901>

1、用户访问网页，发送一个http请求到网络服务器。

2、网络服务器（应用服务器）解析请求，发送请求给数据库服务器。

3、数据服务器返回数据给网络服务器，网络服务器解析数据，并生成html文件内容放入http response中，返回给浏览器。

4、浏览器解析http response。

5、浏览器创建DOM树。

6、浏览器下载css生成CSS与DOM合并，构建渲染树（renderingtree），并应用在DOM树上，进行渲染。

7、浏览器下载js，并解析执行js。

重绘和重排何时会发生：

（1）增加或删除DOM节点；

（2）display:none（重排并重绘）；visibility:hidden（重排）；

（3）移动页面中的元素；

（4）增加或修改样式；

（5）用户改变窗口大小，滚动页面等。

如何减少重绘和重排以提升页面性能：

（1）不要一个个修改属性，应通过一个class来修改

（2）clone节点，在副本中修改，然后直接替换当前的节点；

（3）若要频繁获取计算后的样式，请暂存起来；

（4）降低受影响的节点：在页面顶部插入节点将影响后续所有节点。而绝对定位的元素改变会影响较少的元素；

（5）批量添加DOM：多个DOM插入或修改，应组成一个长的字符串后一次性放入DOM。使用innerHTML永远比DOM操作快。（特别注意：innerHTML不会执行字符串中的嵌入脚本，因此不会产生XSS漏洞）。

百度面试题，为什么我们要读写分离呢？

http://blog.csdn.net/lamp\_yang\_3533/article/details/52337061