**Programming Assignment 3  
Connect N**

**Time due: 9:00 PM Tuesday, May 22**

For your third project, your goal is to build a game called Connect N. Connect N is a two-player game, similar to the popular game known by many as [Connect 4](http://www.mathsisfun.com/games/connect4.html). In this game, two players take turns dropping checkers (round discs) into a scaffold that is C units wide by R units high. The first player uses red checkers, and the second player uses black checkers. When a player drops a checker into a given column of the scaffold, the checker drops until it reaches the bottom of the column or until it lands on top of another checker in the column. The play alternates until one of the players gets N checkers in a row, either horizontally, vertically, or diagonally.

The diagram below shows part of the progress of a game where the scaffold is 4 units wide by 3 units high, and the goal is to get 3 in a row. We start with an empty scaffold, followed by the first player (Red) making a move in column two, followed by the second player (Black) making a move in column 1, followed by the first player making a move in column 1. In the last image, you'll see a completed game where the first player has won.

![Picture of game](data:image/gif;base64,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)

Your Connect N game must be designed to allow two players to play against each other. Each player will be either a human or a computer player. The computer player's behavior will be embodied in a C++ class described later. You will write different classes for different kinds of computer players. For example, one kind of computer player may be really dumb and just pick an arbitrary one of the columns for its turns. Another may play by considering moves and countermoves, selecting the move it determines is best. Let's see how it might do that.

**How to play intelligently**

*Until you are ready to implement the SmartPlayer::chooseMove function described later, you can get by with just skimming this section and continue reading at the* Your assignment *section.*

Game playing is one area in the field of computer science called artificial intelligence (making computers do tasks which appear to require human reasoning ability). What you want your program to do is somehow model what a human does when he or she plays: Consider the possible moves (and the opponent's countermoves, and the replies to those countermoves, etc.) and select one that is in some way best.

One algorithm for doing this is the *minimax algorithm*, a recursive algorithm that has been used to implement virtually every two-player game you can think of, including chess, checkers, Othello, etc. Let's first go over some background that will help us to understand the minimax algorithm.

First, some background. A game tree is a technique for showing the game positions for many two player games. Basic game characteristics are:

* There are two players.
* The game is sequential: Players take turns moving.
* The game state can be represented by a board containing all the pertinent information.
* Both players always know the entire state of the game. This is called a perfect knowledge game. This excludes card games with hidden hands, for example, since we would not know all of our opponent's play choices.
* Game moves are not random. (This usually excludes games involving dice or spinning dials.)
* The games are finite: They all reach some terminal configuration representing a win, loss, or draw result.

The initial game board is the shown as the root node of the tree (see below). The children of any node are the board positions that can be reached in a single move. Each branch of the tree terminates in a leaf node that has no further moves and represents a win for one of the players or a draw.

Tic-Tac-Toe, Checkers, Chess, and Connect N are games suitable for game tree representation. Here's a portion of the game tree for Tic-Tac-Toe:
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In this diagram "X" winning positions have a value of 1, "O" winning positions have value −1 and ties have value 0. We'll see why in a few minutes.

We call the player who moves first Player A, and the other player, Player B. If we assign a level number of 1 to the root node and increment level numbers for a node's children by 1, then Player A's moves will be made on odd numbered levels and Player B's will be made on even numbered levels.

**Not Quite Minimax**

In order to use the minimax algorithm, we must have a function that rates a given Connect N scaffold (with zero or more pieces played by each player) according to the following criteria:

1. If the computer has won (i.e., has N checkers in a row), then the function yields a value of 1
2. If the human has won (i.e., has N checkers in a row), then the function yields a value of −1
3. If it's a tie game that's over (the scaffold is all filled), then the function yields a value of 0.

The diagram above shows a tic-tac-toe game tree with similar 1,0,−1 ratings representing an X-win, a tie game, and an O-win respectively.

**The Minimax Algorithm**

Now, let's consider pseudocode for a somewhat effective computer game playing strategy (but this is not minimax):

determineGoodComputerMove():

1. When it's the computer's turn to move, the determineGoodComputerMove function will iterate through all possible moves that it can make.
2. For each possible move the computer could make, the function will:
   1. Make the move (updating the scaffold appropriately)
   2. Use the rating function to rate the resulting scaffold after the move has been made (to see if the computer just won, etc). Remember the result of each rating (e.g., store each evaluation in a collection for later).
   3. Undo the move (removing the checker from the scaffold appropriately)
3. The function will then chose the move that results in the scaffold with the highest value (i.e., a value of 1, if possible). If there is more than one possible move with the highest rating, then the function can choose whichever of these moves is most convenient.
4. The function then returns a number indicating which move should be made on behalf of the computer, and the value that will result from this move (0, 1, or −1).

As you can see, such a function will evaluate all possible moves that the computer could make, and then will make the best move given all of the possible outcomes. In the tic-tac-toe diagram above, consider the root node. It is X's turn to move, and there are 3 possible moves that X can make. X can go in the top middle, the top right, or the bottom middle. A function could therefore iterate through each of these cases, make each move, rate the scaffold, undo the move, and then decide which move is best. In the case above, none of the possible moves immediately results in a win for X, so our algorithm could arbitrarily choose any of the possible moves.

However, look a little closer at the game tree. Notice that the first two of X's potential moves (moving in the top middle square, or the upper right square) both run the risk of losing the game for X, later down in the game tree. On the other hand, if X were to move in the bottom middle square, it would be assured that at worst it could tie, and at best it would win. Unfortunately, our simple algorithm can't see that far down the game tree, so it's not going to play a very good game.

Now let's consider a slightly more complex computer playing algorithm (the minimax algorithm, a version of which you should use for your assignment):

determineBestComputerMove():

1. When it's the computer's turn to move (i.e. the makeComputerMove function has called the determineBestComputerMove function), the determineBestComputerMove function will iterate through all possible moves that the computer can make.
2. For each possible move the computer could make, the function will:
   1. Make the move (updating the scaffold appropriately with the new checker)
   2. Use the rating function to rate the resulting scaffold after the move has been made (to see if the computer just won, it's a tie, etc.).
   3. If the rating function indicates that the computer won or the move resulted in a tie, then the function should remember the result of this move (e.g., store each evaluation in a collection for later). Otherwise, call the determineBestHumanMove function (shown below) and get its return value. Then record the result of the determineBestHumanMove function (e.g., store each evaluation in a collection for later).
   4. Undo the computer's trial move (removing the checker from the scaffold appropriately)
3. The determineBestComputerMove function will then chose the move that results in the scaffold with the maximum value (i.e. a value of 1, if possible, indicating a win for the computer player). If there is more than one possible move with the highest rating, then the function can choose whichever of these moves is most convenient.
4. The function then returns two numbers: (a) one indicating which move should be made on behalf of the computer (and the makeComputerMove function can then make that move), and (b) a number (1, 0, or −1) that indicates the best possible score that the suggested move will eventually result in.

The determineBestHumanMove function works as follows (notice how similar it is to the determineBestComputerMove function):

determineBestHumanMove():

1. The determineBestHumanMove function iterates through all possible moves that the human can make in response to the last computer trial move.
2. For each possible move the human could make (remember, this is a simulated move that the computer is trying out, not a real human player move), the function will:
   1. Make the move (updating the scaffold appropriately with the new checker)
   2. Use the rating function to rate the resulting scaffold after the move has been made (to see if the human would have just won, it's a tie, etc.).
   3. If the rating function indicates that the user just won or the move resulted in a tie, then remember the result of this move (e.g., store each evaluation in a collection for later). Otherwise, call the determineBestComputerMove function (shown above) on the current scaffold and get its return value. Then record the return value of determineBestComputerMove (e.g., store each evaluation in a collection for later).
   4. Undo the current trial move (removing the checker from the scaffold appropriately)
3. The determineBestHumanMove function will then chose the move that results in the scaffold with the minimum value (i.e. a value of −1, if possible, indicating a win for the human player). If there is more than one possible move with the highest rating, then the function can choose whichever of these moves is most convenient. Notice that while the computer function always wants to choose the move with the highest value, the human function wants to choose the move with the lowest value, which indicates a win for the human, rather than the computer.
4. The function then returns two numbers: (a) one indicating which move would likely be made on behalf of the human, and (b) a number (1, 0, or −1) that indicates the worst possible scaffold score (from the computer's perspective) that the suggested move will eventually result in (since that's what the player would try to do).

So when our determineBestComputerMove function runs, it will enumerate and try each possible computer move given the current scaffold, then recursively apply the determineBestHumanMove function to each of its possible moves (to see what the human's response would be, etc.), and then select the move that results in the best possible score for the computer. Consider the top row of the tic-tac-toe board below. As you can see by the numbers in parentheses under the top node, the X player has three potential moves which result in scores of −1, −1 and 0. The computer knows, therefore, if it chose either of the first two moves, this would result in a loss for the computer. So the computer would choose the third move, which results in the worst case with a tie game, and in the best case with a win.

In contrast, when our determineBestHumanMove function runs, it will enumerate and try each possible human move, then recursively apply the determineBestComputerMove function to each of its possible moves (to see what the computer's response would be, etc.), and then select the move that results in the worst possible score for the computer. Consider the leftmost node on the second row of the tic-tac-toe board below. As you can see by the numbers in parentheses under this node, the O player has two potential moves that it can make. The first results in a score of 1 and the second in a score of −1. If the human were to take the first of these two moves, this would result in a win for the computer (1), so the human would not likely make that move. In contrast, if the human were to make the second move, this would result in a win for the human (−1). Since the human wants to pick the move that yields the worst result for the computer, it would select the second move (placing O in the lower center slot).
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These two functions mutually call each other over and over, evaluating millions and millions of possible combinations. Each function does what's in its best interest, and reports up to the caller (the other function) what it would do in the given circumstance. At the topmost level, the determineBestComputerMove function will be provided with the summary of all this work and can then decide which move is best, and make it.

This algorithm only works when the number of potential moves to try out is small (in the case of tic-tac-toe, there are far fewer than 9! potential games that need to be played out), which is quite realistic given modern computer speeds. On the other hand, the game of chess has way too many moves to use this simple algorithm. However, an adaptation of the minimax algorithm is still used in chess playing programs.

The pseudocode above for determineBestComputerMove and determineBestHumanMove is for purposes of explanation. In fact, you don't need two separate functions, since the chooseMove function you will write takes a parameter that says whose move it is you're considering.

One problem with the minimax algorithm we've shown, as far as a natural style of play goes, is that all wins are considered equally good, and all losses are equally bad. But a natural style of play is that if I can win in one move, or, no matter what my opponent does, I can force a win in five moves, I'll prefer the quicker win. Similarly, if I'm in a position where I will lose against an opponent playing perfectly no matter what I do, I'd make a move that would delay the loss as long as possible, in the hope my opponent might make a mistake. For example, if it's Black's turn to play in this 3 by 3 game, where three in a row is needed to win

| | | |

| |R| |

| |R|B|

+-+-+-+

then if Black plays in column 1 or 3, Red wins immediately by playing in column 2. But if Black plays in column 2, then if Red plays in column 1, Red can force a win (with the game playing out as either B3 R3 or B1 R1 B3 R3, either way resulting in Red forming a diagonal three in a row). The minimax algorithm we presented would be indifferent between the three columns, since no matter which Black chooses, Red can win, so we might see Black play in column 1, missing what to an observer would be an obvious block. The better move would be in column 2. If Red then makes a mistake and plays in column 3, Black can force a draw (B3 R1 B1 R1).

So how can we fix this? All it takes is a simple modification to the rating function to weigh earlier wins more than later wins, and later losses more than earlier losses. If we pass an extra parameter that keeps track of the recursion depth (or we use a proxy for that, like the number of filled spaces in the scaffold), then we just change the value of a win from +1 to +(BIGNUMBER−depth), while a loss is worth −(BIGNUMBER−depth).

**Your assignment**

For this project, you will write several classes that will work together to play Connect N. We have provided you with a collection of skeleton source files to help you along: [skeleton.zip](http://www.cs.ucla.edu/classes/spring12/cs32/Projects/3/skeleton.zip). So that we can effectively test your program, we have specified some classes you must have and public functions they must implement.

**Constants**

You must have these constants with the specified values:

const int VACANT = -1;

const int RED = 0;

const int BLACK = 1;

const int TIE\_GAME = -1;

**class Scaffold**

The Scaffold class is responsible for maintaining the scaffold. A Scaffold object knows about the scaffold and the checkers. Users of the Scaffold class think of the columns in the scaffold as being numbered from left to right starting at 1; the rows are considered to be numbered from top to bottom starting at 1. Notice that this numbering is an aspect of the class's interface and our test code will depend on it. Of course, your implementations of the class's functions are free to map that numbering scheme into something more convenient for their internal use.

The Scaffold class must support these public member functions:

Scaffold(int nColumns, int nRows);

Construct a Scaffold with the indicated number of columns and rows.

int cols() const;

Return the number of columns in the scaffold.

int rows() const;

Return the number of rows in the scaffold.

int numberEmpty() const;

Return the number of positions in the scaffold not occupied by a checker.

int checker(int c, int r) const;

If there is a red checker in column c, row r, return RED; if there's a black checker there, return BLACK; otherwise, return VACANT.

void display() const;

Display the scaffold to the screen in the following manner:

* Display each red checker as an R
* Display each black checker as a B
* Display the bottom of each column as a - character
* Display the side of each column as a | character
* Display the joints between the bottom of the column and the sides of the columns as + characters.

Below is an example of the output where the scaffold has 4 columns and three rows:

| | | | |

| |R| | |

|R|B|B|R|

+-+-+-+-+

bool makeMove(int c, int color);

If c is a valid column number with at least one vacant position, and if color is RED or BLACK, drop a checker of the appropriate color into column c and return true. Otherwise, do nothing and return false.

int undoMove(int c);

If c is a valid column number with at least one checker in it, remove the topmost checker from that column (i.e., the one most recently dropped in that column) and return the color of that checker. Otherwise, do nothing and return VACANT.

**class Player**

Player is an abstract base class that defines a common interface that all kinds of players (human and various computer players) must implement. It must support these public member functions:

Player(std::string name);

Create a Player with the indicated name.

std::string name() const;

Return the name of the player.

virtual bool isInteractive() const;

Return false if the player is a computer player. Return true if the player is human. Most kinds of players will be computer players.

virtual int chooseMove(const Scaffold& s, int N, int color) const = 0;

Every concrete class derived from this class must implement this function so that if the player were to be playing the indicated color and have to make a move given scaffold s, with a goal of getting N in a row, the function returns the column the player would choose. If no move is possible, return -1.

virtual ~Player();

Since this class is designed as a base class, it should have a virtual destructor.

Each concrete class derived from Player will implement the chooseMove function in its own way. Of the classes listed here, only HumanPlayer::isInteractive should return true. (When testing, we may supply other kinds of interactive players.) Each of the three classes listed here must have a constructor taking a string representing the name of the player.

**class HumanPlayer (derived from Player)**

A HumanPlayer chooses its move by prompting a person running the program for a move (reprompting if necessary until the person enters a valid move), and returning that choice.

**class BadPlayer (derived from Player)**

A BadPlayer is a computer player that chooses an arbitrary valid column and returns that choice. "Arbitrary" can be what you like (leftmost, fewest checkers, random, etc.) provided the move is legal. The point of this class is to have an easy-to-implement class that at least plays legally.

**class SmartPlayer (derived from Player)**

Here's your chance to shine. A SmartPlayer chooses a valid column and returns it. A SmartPlayer will always take the opportunity to win a game, if given that opportunity, and it will never make a move that will cause it to lose or draw a game, if there is a better move available to it. A SmartPlayer prefers an earlier win to a later win. Furthermore, if a SmartPlayer determines that no matter what move it makes, it would lose to a perfect opponent, then it must chose a move that delays the loss as long as possible (giving the opponent a chance to make a mistake).

**class Game**

This class manages a game of a particular size by configuring the scaffold and playing the game. It must support these member functions:

Game(const Scaffold& s, int N, Player\* red, Player\* black);

Construct a Game to be played with the indicated players on a copy of the scaffold s. The red player always moves first. The goal of the game is for a player to get N of their checkers in a row.

bool completed(int& winner) const;

If the game isn't over (i.e., more moves are possible), return false and do not change winner. Otherwise, set winner to RED, BLACK, or TIE\_GAME, reflecting the outcome of the game, and return true.

bool takeTurn();

If the game is over, return false. Otherwise, make a move for the player whose turn it is (so that it becomes the other player's turn) and return true.

void play();

Play the game. Display the progress of the game in a manner of your choosing, provided that someone looking at the screen can follow what's happening. If neither player is interactive, then to keep the display from quickly scrolling through the whole game, it would be reasonable periodically to prompt the viewer to press ENTER to continue and not proceed until ENTER is pressed. (The ignore member function for input streams is useful here.) Announce the winner at the end of the game.

int checker(int c, int r) const;

In the Game's scaffold, if there is a red checker in column c, row r, return RED; if there's a black checker there, return BLACK; otherwise, return VACANT. This function exists so that we and you can more easily test your program; a real client would never use it.

Here's an example of a program that plays a game between a person and a bad computer player:

int main()

{

BadPlayer bp("Homer");

HumanPlayer hp("Marge");

Scaffold s(4,3);

Game g(s, 3, &bp, &hp);

g.play();

}

whereas this one is played between two computer players:

int main()

{

BadPlayer bp1("Bart");

BadPlayer bp2("Homer");

Scaffold s(4,3);

Game g(s, 2, &bp1, &bp2);

g.play();

}

**Organizing the source files**

To ensure that you do not change the interfaces to the required classes, we have implemented them for you. But don't get your hopes up that we're doing any significant work for you here: Our implementation is to simply give Scaffold, say, just one private data member, a pointer to an ScaffoldImpl object (which you can define however you want in Scaffold.cpp) The member functions of Scaffold simply delegate their work to functions in ScaffoldImpl. (This is an example of what is called the [pimpl idiom](http://www.gotw.ca/gotw/024.htm), from **p**ointer-to-**impl**ementation.) You still have to do the hard work of implementing those functions.

So that we can test your program in ways that allow us to give you partial credit, there a number of requirements you must satisfy. Most of them are simple matters of code organization designed to prevent certain annoying dependencies.

Instead of having one class per file, for our ease of testing, you must organize your source code in the following manner:

provided.h

We provide this file for you that defines certain constants and declares the required classes. You must not change this file in any way.

main.cpp

This file contains your main routine.

Scaffold.cpp

Your Scaffold implementation goes here.

Player.cpp

Your HumanPlayer, BadPlayer, and SmartPlayer implementations go here.

Game.cpp

Your Game implementation goes here.

support.h (optional)

This file contains additional constants, class declarations, and the like that you want to use in more than one of the cpp files.

support.cpp (optional)

This file can be used for implementations of things that you declare in support.h.

The support files are for those additional functions that you find useful in *more than one* of the .cpp files. (If you wanted to use them in only one file, then just put them in that file.) You don't have to create the support files if you have no use for them. As an example, given a scaffold, both Game::takeTurn and SmartPlayer::chooseMove may want to make a move on that scaffold for a player. You could have them both call a non-member function that takes a Scaffold& parameter and uses only the public interface of Scaffold. This function's declaration would go in support.h and its implementation in support.cpp.

Other than Scaffold.cpp, no source file that you turn in may contain the name ScaffoldImpl. Thus, code in your other files must not directly instantiate or even mention ScaffoldImpl. They may use the Scaffold class that we provide (which indirectly uses your ScaffoldImpl class). Other than Player.cpp, no source file that you turn in may contain any of the names HumanPlayerImpl, BadPlayerImpl, and SmartPlayerImpl. Other than Game.cpp, no source file that you turn in may contain the name GameImpl. You may otherwise make whatever reasonable changes you like to the .cpp files, such as adding members to the Impl classes.

If we create a project consisting of the five to seven files listed above, it must build successfully.

If we create a project consisting of the files listed above, but replace your Scaffold.cpp with our correct implementation that behaves as specified, the project must build successfully. For example, if a Game member function depends on there being some additional non-member function relating to Scaffold, that function can't be in Scaffold.cpp. (While stylistically it should be, for our testing purposes you'll have to put such a function in support.cpp and its declaration in support.h.)

The provisions of the preceding paragraph similarly apply if we replace your Player.cpp with ours. It also applies if we replace your Game.cpp with ours.

If we replace your Scaffold.cpp with ours as indicated above, or your Player.cpp, or your Game.cpp, your functions must still behave correctly. This implies that you can't, for example, have a global variable that a Scaffold member function looks at under the assumption that a Game member function set it a certain way. In other words, the only communication between your objects must be through the defined interfaces.

No member function of the required classes may cause anything to be written to cout except Scaffold::display, Game::takeTurn, Game::play, and the chooseMove function of any class derived from Player for which isInteractive returns true. If you want to print things out for debugging purposes, write to cerr instead of cout. When we test your program, we will cause everything written to cerr to be discarded; we will never see that output, so you may leave those debugging output statements in your program if you wish.

No member function of the required classes may cause anything to be read from cin except Game::play and the chooseMove function of any class derived from Player for which isInteractive returns true.

During execution, your program must not perform any undefined actions, such as dereferencing a NULL or uninitialized pointer.

You will not turn in provided.h or main.cpp. When we test your program, we'll do so in a project in which supply the same provided.h we gave you, and our own testing main routine.

If the main routine we supply is the following, your program must build successfully. When the resulting executable is run, it must write

|B| | |

|R| | |

+-+-+-+

Passed all tests

and nothing more to cout, and terminate normally.

#include "provided.h"

#include <iostream>

#include <cassert>

using namespace std;

void doScaffoldTests()

{

Scaffold s(3,2);

assert(s.cols() == 3 && s.rows() == 2 &&

s.numberEmpty() == 6);

assert(s.makeMove(1, RED));

assert(s.makeMove(1, BLACK));

assert(!s.makeMove(1, RED));

assert(s.numberEmpty() == 4);

assert(s.checker(1, 1) == BLACK && s.checker(1, 2) == RED);

assert(s.checker(2, 1) == VACANT);

s.display();

}

int main()

{

doScaffoldTests();

cout << "Passed all tests" << endl;

}

If the main routine we supply is the following, your program must build successfully. When the resulting executable is run, it must write two rows of equal signs and Passed all tests, and terminate normally. Nothing more may be written to cout except that between the two rows of equal signs something will be written to get Marge's move.

#include "provided.h"

#include <iostream>

#include <cassert>

using namespace std;

void doPlayerTests()

{

HumanPlayer hp("Marge");

assert(hp.name() == "Marge" && hp.isInteractive());

BadPlayer bp("Homer");

assert(bp.name() == "Homer" && !bp.isInteractive());

SmartPlayer sp("Lisa");

assert(sp.name() == "Lisa" && !sp.isInteractive());

Scaffold s(3,2);

s.makeMove(1, RED);

s.makeMove(1, BLACK);

cout << "=========" << endl;

int n = hp.chooseMove(s, 3, RED);

cout << "=========" << endl;

assert(n == 2 || n == 3);

n = bp.chooseMove(s, 3, RED);

assert(n == 2 || n == 3);

n = sp.chooseMove(s, 3, RED);

assert(n == 2 || n == 3);

}

int main()

{

doPlayerTests();

cout << "Passed all tests" << endl;

}

If the main routine we supply is the following, your program must build successfully. When the resulting executable is run, it must terminate normally. The last line written to cout must be Passed all tests.

#include "provided.h"

#include <iostream>

#include <cassert>

using namespace std;

void doGameTests()

{

BadPlayer bp1("Bart");

BadPlayer bp2("Homer");

Scaffold s(2,2);

Game g(s, 2, &bp1, &bp2);

int winner;

assert(!g.completed(winner));

g.takeTurn(); // Red's first move

assert(!g.completed(winner) &&

(g.checker(1, 2) == RED || g.checker(2, 2) == RED));

g.takeTurn(); // Black's first move

assert(!g.completed(winner));

g.takeTurn(); // Red's second move; Red must win

assert(g.completed(winner) && winner == RED);

}

int main()

{

doGameTests();

cout << "Passed all tests" << endl;

}

**Turn it in**

By Monday, May 21, there will be a link on the class webpage that will enable you to turn in your source files and report. You will turn in a zip file containing three to five source files and a report file.

* Scaffold.cpp, Player.cpp, and Game.cpp. If you used support.h, turn it in as well. If you used support.cpp, turn it in as well. Comments any function you add to indicate what it does. Comment any non-trivial code.
* report.doc or report.docx (in Word format) or report.txt (an ordinary text file), a report containing
  + a description of the design of your classes. We know what the public interfaces are, but what about your implementations: What are the major data structures that you use? What additional functions did you define for what purpose?
  + a description of your design for SmartPlayer::chooseMove.
  + [pseudocode](http://www.cs.ucla.edu/classes/spring12/cs32/pseudocode.html) for non-trivial algorithms.
  + a note about any known bugs, serious inefficiencies, or notable problems you had.
  + a list of the test cases that would thoroughly test the functions. Be sure to indicate the purpose of the tests. Even if you do not correctly implement all the functions, you can still list test cases that would test them. Don't lose points by thinking "Well, I didn't implement this function, so I won't bother saying how I would have tested it if I *had* implemented it."

**Advice**

The skeleton solution we give you has stub implementations for all the classes. It will build successfully, but not do anything interesting. Start by implementing the Scaffold functionality and test it. Implement and test BadPlayer next, then HumanPlayer, then Game. If you then make SmartPlayer choose a move the same way BadPlayer does, you have a working program that will be worth a majority of the correctness points.

After this works perfectly, try to earn the rest of the correctness points by making SmartPlayer choose its moves intelligently. No matter how intelligently you try to make SmartPlayer play, it won't earn any of these points if it ever chooses an illegal move.

To speed up your program for larger scaffolds, you can build your program in the Release configuration instead of the Debug configuration. Programs built in the Release configuration run much faster than in the Debug configuration, but you lose the ability to get much information from the debugger if you're using it to track down a bug. (You can always switch the configuration back from Release to Debug if you like.) When we test your program, we will build it in the Release configuration. Here's how you do that in Visual C++:

1. At the top of main.cpp (outside of the main function), add the lines
2. #if defined(\_MSC\_VER)
3. #include <iostream>
4. #include <windows.h>
5. #include <conio.h>
6. struct KeepWindowOpenUntilDismissed
7. {
8. ~KeepWindowOpenUntilDismissed()
9. {
10. DWORD pids[1];
11. if (GetConsoleProcessList(pids, 1) == 1)
12. {
13. std::cout << "Press any key to continue . . . ";
14. \_getch();
15. }
16. }
17. } keepWindowOpenUntilDismissed;
18. #endif

(You can leave these lines in even if you go back to running in Debug mode or run under g++, and you can leave them in the main.cpp you turn in if you like.)

1. In the **Build** menu, select **Configuration Manager**.
2. In the drop-down list under **Active Solution Configuration**, select **Release** instead of **Debug**, and then close that dialog.

Under Xcode, select Project / Set Active Build Configuration / Release to turn on optimization.

Under Linux, the -O2 to the g++ command turns on optimization; for example, to produce an optimized executable named proj3:

g++ -O2 -o proj3 \*.cpp

**Project 3 FAQ**

1. **How do I set up an R by C array when R and C are not constants?**

You can't set up an array by saying something like double a[R][C]; if R and C are not constants. But you can set up a vector of vectors that acts like a two-dimensional array. Here's an R by C "array" of doubles:

#include <vector>

using namespace std;

...

vector<vector<double> > grid;

// ^ The space here is REQUIRED!

grid.resize(R); // grid now has R empty rows

for (int r = 0; r < R; r++)

grid[r].resize(C); // row r now has C columns

// Now we have an R by C "array" of doubles.

// We can say, for example,

for (int r = 0; r < R; r++)

for (int c = 0; c < C; c++)

grid[r][c] = 17.3;

1. **What kind of changes can I make to the *XXX*Impl classes?**

Anything that works and is not forbidden by the spec: You can add data members and member functions, public and private, for example. Remember that the spec forbids any file other than *XXX*.cpp from using the name *XXX*Impl.