**Problem:**

In this exam,  you are given an array of sticks with two end points where each end point can be any of the following 3 types: Inwards End, Outwards End and Straight End. An illustration for some possible stick instances are given in the figure below.
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Each stick has also "size" property. The size differs from 1 to 10.  The size of each stick is specified in a different input array. Your task is to build the longest path by combining the sticks end to end. The rules of combination are given as follows:

* An Inwards end can be combined with an Outwards end only.
* An Outwards end can be combined with an Inwards end only.
* A Straight end can be combined with another Straight end only.
* The path can be started with any type of end. Similarly, it can be finished with any type of end.
* While building the path, you should **preserve the ordering of the sticks given in the input array.** That is; if stick A comes before stick B in the input array, then stick A can not come after stick B in the resulting path.
* You do not have to use all the sticks given in the input array.
* You **should not reverse the sticks**. That is, left and right ends of the stick should not be swapped.
* In order to obtain the same results with the answer key, please obey the rules given in "Implementation" part.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA8oAAABvCAYAAAA0Vjn0AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABglSURBVHhe7d0JdFTl3cfxfxYSsicEwk5kkUU2UfEodcOqfd0QrdiKVQsqaqueV221esS+Lq2op9JWW1tbN6zSaotWK8VaF7RaV1BcUKRo2GQLS0ICZH3n9/AMvcYIgbmTmYTv55w5mXszc7e5k8zv/p/nmZTGCAMAAAAAAE6q/wkAAAAAACIIygAAAAAABBCUAQAAAAAIICgDAAAAABBAUAYAAAAAIICgDAAAAABAAEEZAAAAAIAAgjIAAAAAAAEEZQAAAAAAAgjKAAAAAAAEEJQBAAAAAAggKAMAAAAAEEBQBgAAAAAggKAMAAAAAEAAQRkAAAAAgACCMgAAAAAAAQRlAAAAAAACCMoAAAAAAAQQlAEAAAAACCAoAwAAAAAQQFAGAAAAACCAoAwAAAAAQABBGQAAAACAAIIyAAAAAAABBGUAAAAAAAIIygAAAAAABBCUAQAAAAAIICgDAAAAABCQ0hjh78dFTW2DlVfU2NuLNtprH2yw5euqbc2GGquta/CPAPAlKZGbf2d2zEizbsWZVlqSbWMP6GyDeudZYW4HS0/TgwAAAACELa5BedmaLTbn9dX20oJyW7V+q58LIBYDeubYMQeWuNDcKS/Dz919DZF3ftWWOltZvtXeWLjBttbU+98ACNPowUW2/4ACPxWbxSuq7IX5a/0UgDD0655jXz+wi58CgO3iFpSXrKyyGx/82AXken0iBxCaDump1rsky26YNNi6dero5+4+vTertta7wDznzTX21CufW2V1nf8tgDBMOr7UJh7Ty0/F5vl5a+2Whxf5KQBhOGJkZ5t6ziA/BQDbhR6U9cFb1am7n/jUPqeKDLSA3oJ71ox6RP98u3BcXxvYK9fP2XMNkffuh59V2r2zy2zh0kqrr28MtgAHsIcIykByCzMol62qtvNvn++nAMRC3QxLCjPtwWsP9HNaV+iDeamSfH/kg/aqDYRkoGX2vK+xgu1ds5ZYRXWtn7PnUlNTbMg+eXZd5MPCyWO6WVrkjxMhGQAAAK0tLfK5dPxhPez6cwf7Oa0v9KD88LPL7dNV1RbfIcIASF19oy0sq7QHZi9192OlP0rF+Rl25tG9bMzQYj8XAAAAaB252el220XD7Oxv9Lb+PXP83NYXWlBuiCTjmc8tt1feL/dzwsCovkBLqH/xywvKQ7tAVZSXYRef0tf27ZW4P04AAADYu3QtyrRrzxpow/rmWXZmmp+bGKEF5eVrttjs11b7qbBQlgZaQl+39tzba0IbiCslxaxTfge77uzBVpDTwc8FAAAA4mfKyX1tRL8C1yUw0UIJyqomL1hSYRsqa/wcADuToiQaskXLq2zZ2mo/FbvtzbA72ISxPVxwBgAAAOJBnzUvHLePHTio0DIzQu8dvEdC2YqqLfU29511tq22wc8BsDPx+FY2Xah69q1wv181MyPNRg0otB7FWX4OAAAAEK4D9i20k8d0t5yOiW1uHRRKUN68pc6Wrt7ipwAkyjufbAz9glXf7jk2sHfw66coL6O94FwGACDRFI6PG13ivg4qmYQSlD9aWmnr49rsmg8zQEusWLfVPlle5afCoT9aXz+wi5+K4O2IdoNxMAAASLQ+XbNt5IAC1+0vmYQSlPX1NPHFhxmgpd77dJO/Fw71GRnRL98y0v2fC777DQAAACE5eEiRFeUm3+CxoQTlZWvi3eyaD+ZAS61Yu+v342OPPWYzZszwU7umsDykNM9PAQjbtGnTbObMmX4qgfh3CwBoZcceWJIUo1w3FUpQ3lBZ6+/FCf+4gRar2Lzrr4iqqKiwjRs3+qld65CeakeN6uynImh+DYSqvLzcNm0KtzXIHknCDypAMpg3b54NHz7cTwEIS+eCDCuO3JJR2wjKfDcN0GIVIX2XcpD6jJR2DYx83cDVK7RxdCFoXgPfXoFkw3sVaM/GDCu2uvrk/N8TSlCurYvvzpGTgZb7qj82U6dOtcLCQne79NJL7eqrr94xPXnyZP+or1YY7DvCmxJtXYLP4erqajvttNN2vAfvvPNOu+KKK3ZMT5w40T+ylfHeRtLhnPwiLhwg2cR2To4ckG8dM5LnK6GCQgnKhXnx7Xwdj++cBdqrvOx0f++LbrrpJtfcWjd9KL/11lt3TN93333+UV8tN+u/y+VjC9q6RJ/D2dnZNmvWrB3vQV28uuOOO3ZMP/LII/6RrYv3NpJNIs/JuXPn2oQJE2zcuHF2+eWXW1lZmbsfva1YscI/shXxkRjJJsZzsjg/OZtdSyhBuSgv3jvIv26gpfJz4j9qYCP/qdHGcQ43j+OCZJPIM/LII490g18++eSTNn36dCstLXX3o7eePXv6R7YiWn0gyaTEeE4WtMLn1j0VSlBWJ+y44o8C0GIt+YOTmprqbrtj85Z6fw9A2PbkPQnsHbh4E8RHYiSdGM/J7I7J2exaQvmvPKRPnL82hqbXQIvpC9t3ZdKkSXbJJZf4qZbZuLnG3xP+U6OtS65zWF0hpkyZ4qcSifc2kk1ynJPFxcU2fvx4P5U4dEdEson1nKzamryFmFCC8rB++Ul9NQDYWxTkdrD9SnP9VHjqGxpb4fvSASQeQRlojppda6yPxOM9imQT2zlZsTnO354Ug1CCsjphdy3q6KcAJMqg3rlxGTNAI9u/ML/cTwn/qNHWcQ43q5GvhwKSGm2v0c6s2bgtaRsPhxKUc7PSbPTgQvddqwASIyszzcaO6uynwqU/YB+WVfgp4cM02jqaLzaLD+FAcqPpNdqZBUsqbFtNcja/DiUod0hPtYOHFFkOza+BhOldkmXD++26f/Luqq9vtIVLK62mNhqO9UGaD9NoDziPAQBIpFffX2/pkSyZjELbqqH75NuwOHxIB9qtECs3qakpdsh+naxLHEagVzx+5o012yci+PoYtBecy0BbwUUtoL1aX1Fja5O0+XVoQTk9LcUuOKnUSrtm+zkAdirEvwj7lebZN0aXuMActrJV1bZo2WY/xccVtB+cy0BbwUUtoD17bt5aa0jCpBxqnbtXlyw793/6WGaH2BfLlX6gZTLSU+1/T+9vJUWZfk54ttXW27xPNtrKdYx4DQAAgGbEGNte/3CDbahMvtGvQ28QftCgQjtjbE/Lzoytv3IK1/qBXeoaCceXRUJyabfwW3I0NDTaps119ugLKyxyFwAAAPiyGGPb0jXV9s7iTW5cnGQSelDWyLvjD+vuKsu6DyA+8rLT7bwTS+2o/cMf6Vohubyi1m5+6ONIWE7e77cDAABA21a9td7mvLHa6pKsMhN6UJb8nA526uE97JqzBlqvzll+7s5RP8Zer7GxxS0pRg0osNsvHmZjR3UJpatDU5uq6uyepz6zhWWVkSnKyQAAAIifdxdvssdfXmlVkdCcLOISlEUD+h46tJNNu2ioTT6h1Eb0z3fNRHOy0podcIiP4tjrRd40zfXN1/eTq3rco3NHGz24yK48Y4BNPXew9e+R4x8RnvqGRtdH5NEXl9vL763zc7mMBQAAgPi69+kye/OjDVa9LTnCckpjhL8fVxs319q6TTVWvbXOttY0JOXIZkAyUlBWN4acjunWrVNm3Lo0qLn1R0s32wNzyuy9JRVWl2T9RIC2atLxpTbxmF5+KjbPz1trtzy8yE8BCMMRIzvb1HMG+anY6Jsizr99vp8CsLs6F2TY/54+wA4aXOg+AydSqwVlAMmptq4hEpLNZr++2jV5qaiiTzIQprOO7W0Tjurpp2Iz9911Nv3RxX4KQBjGDCu2q87c10/FhqAMxC43K92uO3uQDeqT6+4nCkEZAAAACAFBGQiHqsknHdrNjj2oxAXmRCAoAwAAACHYVttgS1ZW+SkAsVBYLs7PsOKCDD+ndRGUAQAAAAAIiNuo1wAAAAAAtEUEZQAAAAAAAgjKAAAAAAAEEJQBAAAAAAggKAMAAAAAEEBQBgAAAAAggKAMAAAAAEAAQRkAAAAAgACCMgAAAAAAAQRlAAAAAAACCMoAAAAAAAQQlAEA7d7HH39s9957r5/aff/617/szjvvtPvvv982bNjg58bPggUL7LnnnrOGhgY/58u2bdtmb731lj300EN+TuI0NjbaRx99tNNj/Pbbb9tLL73kp8KhY/D73//ePv/8cz8HAIBwEJQBALZ8+XJ74oknrL6+3s9pPxTiFCh//OMf+zm7589//rO7DR061H73u9/FFLh35sUXX/T3zN58803761//utPXY/PmzTZ79my75ZZb/JzE+sc//mFXXXWVn/oyXWyYM2eOez1ioWMTtWXLFrv99ttt6dKlfg4AAOFIifzDiu0/FgCgzVNV7re//a3985//tIKCAj+3/Xj//ffttNNOs0WLFvk5LXf44Yfbd77zHbvwwgv9nHApDD/66KO2adMmu+iii/zclpkxY4b99Kc/ddXcRJs3b55985vftE8//dTPCd8777xjzz77rP3whz/0cwAAiI+0/4vw9wEAeyFV5X7yk5+4JsWZmZk2evRo/5vtTVvfeOMNe+yxx6xnz552zz332Ouvv279+/e3nJwc/6j/0uMff/xxF+A+++wz22+//WzFihX2i1/8wv7+97/bypUrLT8/36ZNm2YffPCBHXLIIVZdXe3Cj8L6a6+9ZiUlJdalSxe3PWp+rEpkbW2ta/q8bt066927twv0DzzwgKWkpFjfvn3d/BdeeME1WdZ6VfXVcvv06WMdOnSwNWvW2J/+9Ce79NJL/ZZur0xqf7TO7t27W6dOnfxvtqurq7Pp06e7KqiWr+M0ZMgQq6mpccfjkUcesf/85z9ue3Jzc932/u1vf7Py8nJXwdZyR40a5Ze23bJly+yXv/ylPf/886658LBhw9y+X3755bZ27Vq3Dm2LjvHixYttn332sdTUVNu4caPNmjXL/vCHP7jq/6BBg9x+vfvuu/byyy/bJZdc4tanY6Rjo+cVFxf7tW63detWtwxtt5qi6zHR11AXEFQtf+qpp9wx1WudlpbmAriOW1FRkfudWh3odxUVFfarX/1qx7mg/dcxUuA/66yz3O/mzp1r/fr1c6+3jo2mtf9ar/Zdj9Vytd16LbU/paWlbnu03Pvuu89VzLX/eh3Xr1/vLiTofNQx0HbomOn10XJ0gUfnic6X3/zmN+5xmte1a1e371qP9l/HVxeF1BR8wIABlp2d7dYJAEAQTa8BYC+nZsWTJ0+2s88+2370ox+58BFVVVXlwt9NN93kfu6777521113ucDUlAKkrr0q0Hz72992/XmvueYa69Gjhx166KH2s5/9zCorK13AWb16tX3ta19zz1MYVnDR+hV0olVVVVgVuPQ89dXV72+88UabOnWqC1sKOZdddpn7ncKpmlYrICmMdezY0c4//3wXIpujZs4KwaeeeqrblvPOO+8L+y0Kilqntv/oo4921VItVxcVVq1a5cKpKpzf+9733OP1fG2rQt8nn3zigmWQgruqv0cddZSdeOKJLiArlB522GHWrVu3HetQCH366afdTfumJtZq0qwg+q1vfcvto5obN6Uw+corr9ixxx7rwnuQLmDotVCAnzBhgnttFM5FoVP7cOSRR7rjoXUpHGvd2j817Z45c6b7vS56qDKvEDpp0iSbP3++C7xBukihcPrwww+780r7o+Olc0YhXnSB4ec//7n9+te/dqFZFzJUsdcx1MUUPW/MmDHu2FxxxRUuyCsM67jp4sv3v/99d2FD23Pdddft6KOsizF//OMf3Wuj35955pku7Os8fvLJJ+3mm292x1UXGnTxRuc0AADNISgDwF5MIVGVvvHjx7tQoQqcglh0ECmFjREjRlhWVpYLL3rcKaec4p4XfUyUKqAKLgqwCssHH3yw/eUvf3GPPe644+zuu+92oVw/FUyjlWtV9BSAFEhVHX7vvffcfIVhrV+hS5Vn9RE+4IAD7JhjjnGVWFVrFSLV5FfBZ+TIke45ClwK7NofVbebiobGcePGuYA9duxY1zRbywlSiFV1OyMjwwoLC12FVtumqqQCa69evVxQ//DDD101e+DAge5xmq8LDk3XreOl3k5anvblyiuvdPNV1dU8HXutY/DgwW7/oj2jFi5c6C4gqBqu/dexUgU3Sk23VYHV+tSvWcdHgT5Iy1C1/bbbbrP999/fXUTQvsm1117rlquLGTrOem0UInWhQMdVP7VOvTbR5udHHHGEu+ChY67QHKSgfc4557hgrOOl8K5KvG7RfdJ97e/xxx/vzisFW10YUeVclXyFZB0HhX9VlBWgtR16js4XXVhQqwPtqy7QRKmFgF5XvQZqLq9q9w9+8AN3XLWteXl5bv90HmufdG7SAw0A0ByCMgDspRTcFK4UcBVWVJlTOFQltOkowgorwfClCqECTZDCjIKrBlbSTcFElc9oqDvjjDNckFSYCTbvVmVZj7nhhhtcoIsluASbgytsKXw1pcqsArKaOWs7FepV3VTQ3RU1105PT9/RXFdhU4ExOMBUNIA2pecovKkCqyqpqustoe3Ttuq1keuvv35HyBYtR5Vsrbdpc+sovV5q2hylwHvHHXe4+xqEq3Pnzu6+KKCWlZX5qT2n1gcKqqrmfpVgs2cFXlWWFY6/+93vumbkGiVbx7ul1Jw6eg7onNJFnmCrAp3H6l4QpfO8PQ5gBwCIHUEZAPZSCpG6qcqrps+6qTqoZrHBEZh3h4KOmuRGb2pmrPAsCtIKyFrnrbfe6uaJ+t2q8qywp6bHql6HYVeBW0Euup2qLgaD5M4o0Kk5sSh46aZK567ocWpKrIsHp59+uqvqqj91Syi4Bvcn2PRd6544caJdcMEFru/zV2k64JeaM6sFgARHjVblVpXXMGibg8G0JRR2VfXV66JK81eF/+YolKsqHaXXVBdnAADYXQRlANgLqSmv+siqWqe+nwoUuqmZs/oXa2AtVV5FFUtVn6OVQVWSm6vCqSKrkKWmrqqwvvrqq66/qJapps26r6bK6keqcKwmzApSCoFq4qsgqXVq+ar0KVArlGrd0Wbe2obodkSbMmugpigFPz1Pj9H+nXzyyW6+lqN91u9UAVbTYW2n+syqebCq6Pp9U6o8a1l6npxwwgmusqsmzlq/tlPNptW3N7oOjfrctNouWob6+upigtavpszR7xXW66B910UFPVc/tV/aPzUn13OjA6CpAhwNg3qMXgs1QVZzczXP/ve///2FUC06vgqM6v+tJthqDq1QrWOh46Dm9+qPLEuWLHH9kEX7o/2M7o/OBa1P+yqar6bsQQr/qoCrT7COjZp1i46j5mvbtFzddHwlunwtW9unSrO2Ta+nnqfjrJ86v3QstE26WBHdnug5oAsQGmhNv9Mx1LaoGbxEH6u+4qJ1arrpsQIAQBj1GgD2QqoeqwmvqowKRdEKosKNfqfQpKCrIKGm0gocChoavEmDNKm5tpr6qnl1lJq8KvzNmDHDHnzwQff4KVOmuGa/5557rguCCpQKphrwSiFRIVDPUb9ljcSsQagUBNXHVANPaVl6vsK2BvJSoNNIz+qfqlGRVX1UBVyVagVETasqrubNCmjqp6ywFg3v+r2a45500kluXzRYmI6Bmn9rGdHmzaIwqIqmRlGONglXwFX/YR0DBX9dANC+qd9vdL/V11lV0IMOOsgvaTsFSm2XKucazVn7evHFF7sKutalQdJ0PFTd1eBpCsUaoVlfT6VjraCsY6Nlqw+wtl+P0/4r/OlChV47HVc9XtsZpaqzlqULFKpGK5irebNes+HDh7vwqVGvVdlXE3tVp7VdV199tVuPLmYofGoANFWio03vNa3jpwCssK7XWIN56TxSsNUAa9onDaClgcz02qtp9TPPPOMuTuhYKTDruOlYqpm5+g/r+Oj1VzNwvZ56jPqS62KKBiLT9uoc0ddEaRl6ni5iqN+6zgMdB10E0Wug6rTOZzXt13ms7dKyddFCg66pv7POCQAAgvgeZQBAu6BApH6pGogKAAAgFjS9BgC0eapuqpoZbYoMAAAQC4IyAKBNU7NlNUvW9zGr37MqyoRlAAAQC5peAwAAAAAQQEUZAAAAAIAAgjIAAAAAAAEEZQAAAAAAAgjKAAAAAAAEEJQBAAAAAAggKAMAAAAAEEBQBgAAAAAggKAMAAAAAEAAQRkAAAAAgACCMgAAAAAAAQRlAAAAAAACCMoAAAAAAAQQlAEAAAAACCAoAwAAAAAQQFAGAAAAACCAoAwAAAAAQABBGQAAAACAAIIyAAAAAAABBGUAAAAAAAIIygAAAAAA7GD2/yAhKEQW5NIQAAAAAElFTkSuQmCC)

Please examine the examples below. Note that, each stick is defined with its left and right end types . "I" represents Inwards end, "O" represents Outwards end and "S" represents Straight end. For instance, ['I', 'S'] represents a stick starting with Inwards end and ending with Straight end.

**Example IO:**

|  |
| --- |
| **1) Given array arr = { {'I', 'S'}, {'O', 'I'}, {'S', 'O'} }  and len = {1, 1, 1}:**   * + the longest path is {'I', 'S} + {'S', 'O'}.   + return value (i.e. max length) is 2 for each of three functions.   + number of  recursive calls is 4.   + at memoization and dynamic programming, final mem array is:   [[0, 0, 1],                                                                       [1, 0, 1],  [1, 2, 1]] .  **2) Given array arr = { {'I', 'S'}, {'O', 'I'}, {'S', 'O'} }  and len = {1, 5, 2}:**   * + the longest path is {'O', 'I'}.   + return value (i.e. max length) is 5 for each of three functions.   + number of  recursive calls is 4.   + at memoization and dynamic programming, final mem array is:   [[0, 0, 1],  [5, 0, 1],  [5, 3, 1]] .  **3) Given array arr = { {'I', 'S'}, {'S', 'S'}, {'O', 'I'}, {'S', 'O'}, {'O', 'O'}, {'I', 'O'}, {'S', 'O'} } and len = {1, 1, 1, 1, 1, 1, 1}:**   * + the longest path is {'I', 'S'} + {'S', 'S'} + {'S', 'O'} + {'I', 'O'}.   + return value (i.e. max length) is 4 for each of three functions.   + number of recursive calls is 32.   + at memoization and dynamic programming, final mem array is:   [[0, 0, 1],  [0, 0, 2],  [1, 0, 2],  [1, 3, 2],  [1, 3, 2],  [1, 4, 2],  [1, 4, 2]] .  **4) Given array arr = { {'I', 'S'}, {'S', 'S'}, {'O', 'I'}, {'S', 'O'}, {'O', 'O'}, {'I', 'O'}, {'S', 'O'} } and len = {5, 3, 3, 1, 8, 5, 3}:**   * + the longest path is {'O', 'I'} + {'O', 'O'} + {'I', 'O'}.   + return value (i.e. max length) is 16 for each of three functions.   + number of recursive calls is 32.   + at memoization and dynamic programming, final mem array is:   [[0, 0, 5],  [0, 0, 8],  [3, 0, 8],  [3, 9, 8],  [3, 11, 8],  [3, 16, 8],  [3, 16, 8]] .  **5) Given array arr = { {'I', 'S'}, {'S', 'I'}, {'O', 'I'}, {'S', 'O'}, {'O', 'O'}, {'I', 'I'}, {'I', 'O'}, {'S', 'O'}, {'O', 'S'} } and len = {1, 1, 1, 1, 1, 1, 1, 1, 1}:**   * + the longest path is {'I', 'S'} + {'S', 'I'} + {'O', 'I'} + {'O', 'O'} + {'I', 'I'} + {'O', 'S'}.   + return value (i.e. max length) is 6 for each of three functions.   + number of recursive calls is 83.   + at memoization and dynamic programming, final mem array is:   [[0, 0, 1],  [2, 0, 1],  [3, 0, 1],  [3, 2, 1],  [3, 4, 1],  [5, 4, 1],  [5, 5, 1],  [5, 5, 1],  [5, 5, 6]] .  **6) Given array arr = { {'I', 'S'}, {'S', 'I'}, {'O', 'I'}, {'S', 'O'}, {'O', 'O'}, {'I', 'O'}, {'I', 'S'} } and len = {1, 1, 1, 1, 1, 1, 1}:**   * + the longest path is:            -->  {'I', 'S'} + {'S', 'I'} + {'O', 'I'} + {'O', 'O'} + {'I', 'O'} + {'I', 'S'}.   * + return value (i.e. max length) is 6 for each of three functions.   + number of recursive calls is 53.   + at memoization and dynamic programming, final mem array is:   [[0, 0, 1],  [2, 0, 1],  [3, 0, 1],  [3, 2, 1],  [3, 4, 1],  [3, 5, 1],  [3, 5, 6]]  .  .  **7) Given array arr = { {'I', 'S'}, {'S', 'I'}, {'O', 'I'}, {'S', 'O'}, {'O', 'O'}, {'I', 'O'}, {'S', 'O'}, {'O', 'S'} } and len = {9, 9, 7, 8, 7, 10, 10, 5}:**   * + the longest path is {'I', 'S'} + {'S', 'I'} + {'O', 'I'} + {'O', 'O'} + {'I', 'O'}.   + return value (i.e. max length) is 42 for each of three functions.   + number of recursive calls is 60.   + at memoization and dynamic programming, final mem array is:   [[0, 0, 9],  [18, 0, 9],  [25, 0, 9],  [25, 17, 9],  [25, 32, 9],  [25, 42, 9],  [25, 42, 9],  [25, 42, 30]] .  **8) Given array arr = { {'I', 'S'}, {'I', 'I'}, {'O', 'I'}, {'S', 'O'}, {'S', 'I'}, {'O', 'O'}, {'I', 'S'}, {'S', 'O'}, {'S', 'S'}} and len = {1, 1, 1, 1, 1, 1, 1, 1, 1}:**   * + there are 4 longest paths:            -->  {'I', 'S'} + {'S', 'I'} + {'O', 'O'} + {'I', 'S'} + {'S', 'O'}  and           -->  {'I', 'S'} + {'S', 'I'} + {'O', 'O'} + {'I', 'S'} + {'S', 'S'}  and           -->  {'I', 'I'} + {'O', 'I'} + {'O', 'O'} + {'I', 'S'} + {'S', 'O'} and           -->  {'I', 'I'} + {'O', 'I'} + {'O', 'O'} + {'I', 'S'} + {'S', 'S'}.   * + return value (i.e. max length) is 5 for each of three functions.   + number of recursive calls is 60.   + at memoization and dynamic programming, final mem array is:   [[0, 0, 1],  [1, 0, 1],  [2, 0, 1],  [2, 2, 1],  [2, 2, 1],  [2, 3, 1],  [2, 3, 4],  [2, 5, 4],  [2, 5, 5]] . |

**Implementation:**

You will implement three different functions for three different solutions of that problem:

* Direct recursive implementation in ***recursive\_sln()***
* Recursion with memoization in***memoization\_sln()***
* Dynamic programming in***dp\_sln()***

**All three functions** are expected to **return** the answer to the given problem which is **the length of the longest path.**Return **only** the max length value and nothing more.

The number of recursive calls that your recursive function makes should be counted. That number should be stored using the ***int &number\_of\_calls***variable***,***which is the last parameter at the definition of the *recursive\_sln()*. Basically, the value of that variable should be incremented by one at each execution of the *recursive\_sln()*function. In order to accomplish that, the increment operation may be done at the first line of the function implementation, as already done in the function template given to you. So, **do not change the first line of the *recursive\_sln()*function and do not manipulate the *number\_of\_calls* variable at anywhere else**.  Do **not return**that variable. Since it is passed by reference, its final value will be available for testing/grading without returning it. **IMPORTANT:** In order to obtain the same number\_of\_calls with the answer key, please use the following recurrence relation:

**IF**  N == *size*-1

    M(N) = max{**M( n ) where n < N**, M(i)+len(N) IF start(N) MATCHES end(i) where i < N}

**ELSE**

    M(N) = max{ M(j) IF end(N) equals to end(j), M(i)+len(N) IF start(N) MATCHES end(i) }

**where**

    i <= N-1  &&  i > t FOR ALL t start(N) matches end(t)

    j <= N-1  &&  j > t FOR ALL t end(N) equals to end(t)

   start( x ) MATCHES end( y ) IFF {{start( x ) =='I' && end( y ) =='O} OR {start( x )=='O' && end( y )=='I'} OR {start( x )=='S' && end( y ) =='S'}}

*size* is the length of the initial input array, not the length of the current partial array passed to the function.

**CAUTION:** Please read this recurrence relation carefully. Put ***break*** statement(s) into the necessary places of your code to satisfy the above relation exactly. Also, use recurrence upto the last step which is the stopping case to end the recursion, that is: ***IF  ... THEN return len[0]***.

The ***char\*\*& arr*** variable is the parameter which passes the input array of sticks to your functions. **Do not modify that array!**Note that it is a 2D array where each element of it is an another array of size 2 representing a stick with 2 ends. That is, each inner array is in the form of **[<left end type>, <right end type>]** where the <left end type> and <right end type> are char variables ('I', 'O', or 'S') representing the left and right ends of the stick, respectively.

The ***int\*& len*** variable is the parameter which passes the sizes of sticks defined in *arr*array to your functions. **Do not modify that array too!** The size of the ith stick in the *arr* array is specified in the ith element of len array. Size is an integer value between 1 and 10.

At *recursive\_sln()* and *memoization\_sln()*, ***int i*** is intended to represent and pass indices of arr. While testing and grading, it will be initialized to **sizeof(arr)-1** (i.e. the last index of the array) . At *dp\_sln()*, instead of such a variable, directly the **size of the arr** is given via***int size*** parameter.

For memoization and dynamic programming, you should use ***int\*\*& mem***variable (i.e. array), which is the last parameter at definitions of those functions, as **the array of memoized values**. For both *memoization\_sln()* and *dp\_sln()* functions, final values in the *mem* variable will be considered for grading. Note that it is a 2D array. Each inner array is structered as an array of size 3 representing the stick combination ending with an Inwards end, Outwards end and Straight end, respectively. While testing and grading, all the inner arrays of *mem* array will be initialized to all -1's. So, while implementing your functions, **you can assume that *mem* is an array of array of -1's. Do not return that variable/array.**

The difference between *memoization\_sln()* and *dp\_sln()* functions is that the first one consists of  top-down approach (recursive) and the other one includes bottom-up (iterative) approach.

Implement the  functions in most efficient way.

**Constraints:**

* Maximum array size will be **1000**.

**Evaluation:**

* After your exam, black box evaluation will be carried out. You will get full points if

1. your all three functions return the correct max length
2. your recursive\_sln() function makes the correct number of recursive calls
3. and you fill the ***mem*** array correctly, as stated.
4. you did not change the input arrays (the array of sticks and the length array).

**Specifications:**

* There are **3 tasks** to be solved in **12 hours** in this take home exam.
* You will implement your solutions in **the3.cpp** file.
* Do **not**change the first line of **the3.cpp**, which is **#include "the3.h"**
* *<iostream>,  <climits>* , *<cmath>* , *<cstdlib>*are included in "the3.h" for your convenience.
* Do **not**change the arguments and return **types** of the functions**recursive\_sln(), memoization\_sln()**and**dp\_sln()**in the file **the3.cpp.**(You should change return **values**, on the other hand.)
* Do **not**include any other library or write include anywhere in your **the3.cpp** file (not even in comments).
* Do **not** write any helper method.

**Compilation:**

* You are given **test.cpp** file to **test**your work on **ODTÜClass** or your **locale**. You can and you are encouraged to modify this file to add different test cases.
* If you want to **test**your work and see your outputs you can **compile and run**your work on your locale as:

|  |
| --- |
| >g++ test.cpp the3.cpp -Wall -std=c++11 -o test  > ./test |

* You can test your **the3.cpp** on virtual lab environment. If you click **run**, your function will be compiled and executed with **test.cpp**. If you click **evaluate**, you will get a feedback for your current work and your work will be **temporarily**graded for **limited**number of inputs.
* The grade you see in lab is **not** your final grade, your code will be re-evaluated with **completely** **different**inputs after the exam.

The system has the following limits:

* a maximum execution time of 32 seconds
* a 192 MB maximum memory limit
* an execution file size of 1M.
* Solutions with longer running times will not be graded.
* If you are sure that your solution works in the expected complexity constrains but your evaluation fails due to limits in the lab environment, the constant factors may be the problem.

|  |
| --- |
| int recursive\_sln(int i, char\*\*& arr, int\*& len, int &number\_of\_calls); int memoization\_sln(int i, char\*\*& arr, int\*& len, int\*\*& mem); int dp\_sln(int size, char\*\*& arr, int\*& len, int\*\*& mem); |