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1 ФОРМУЛИРОВКА ЗАДАЧИ

Реализация обработки содержимого файла данных, используя асинхронный ввод-вывод (чтение/запись очередных порций данных параллельно с выполнением обработки данных в памяти). Варьирование количества параллельно инициированных операций ввода вывода, влияние их на общею производительность. Поиск «узкого места» в программной реализации. Оценка эффективности (производительности) по сравнению с традиционным подходом (чтение → обработка → выгрузка). Опционально – то же по сравнению с многопоточной реализацией. Возможные варианты обработки: сортировка, статистическая обработка, криптография и т.д. Объем данных следует выбирать достаточно большим, чтобы длительность обработки была заметна и хорошо поддавалась измерению. [1]

2 ОПИСАНИЕ ФУНКЦИЙ ПРОГРАММЫ

## **2.1 Асинхронное чтение**

При запуске программы открывается заданный текстовый файл и из него несколько потоков асинхронно считывают данные. [2] (рисунок 2.1).
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Рисунок 2.1 – Процесс асинхронного чтения из файла

## **2.2** **Обработка прочитанных данных**

После чтения файла, где окончание чтения проверяется так, что все потоки чтения будут освобождены, в общий буфер производится подсчет символов, код которых является четным.

## **2.3 Запись данных в файл**

После обработки данные асинхронно записываются в заданный файл. В заранее заданный файл записывается результат. Создаются потоки для записи в файл. [3] Также записывается время всех операций, что изображено на рисунке 2.2. И количество четных символов для проверки.

![](data:image/png;base64,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)

Рисунок 2.2 – Результат записи данных в файл

ЗАКЛЮЧЕНИЕ

В данной лабораторной работе была реализована обработка содержимого файла данных с использованием асинхронного ввода-вывода (I/O). В ходе эксперимента была выполнена параллельная инициированная загрузка данных и их обработка в памяти, что позволило оптимизировать производительность программы по сравнению с традиционным последовательным подходом (чтение → обработка → выгрузка).

Было проведено варьирование количества одновременно выполняемых операций ввода-вывода для анализа влияния параллелизма на общую производительность системы. Результаты показали, что при увеличении числа параллельных операций достигается ускорение процесса обработки данных, однако существует порог, после которого дальнейшее увеличение количества параллельно выполняемых операций не приводит к значительному улучшению производительности. Это связано с наличием "узкого места" в программной реализации, которое проявляется на уровне ограниченной пропускной способности ввода-вывода или из-за особенностей архитектуры системы, таких как ограниченные ресурсы процессора или памяти.

Сравнительная оценка эффективности асинхронного подхода по сравнению с традиционным показала, что асинхронная реализация значительно быстрее в сценариях, где операции ввода-вывода занимают существенную часть времени. [4]

Таким образом, использование асинхронного ввода-вывода является эффективным методом повышения производительности при обработке больших объемов данных, особенно в случаях, когда операции ввода-вывода занимают продолжительное время.
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ПРИЛОЖЕНИЕ А  
(обязательное)  
Исходный код программы

#include <windows.h>

#include <iostream>

#include <vector>

#include <string>

#include <chrono>

#include <thread>

int oddcnt = 0;

void processData(std::vector<char> &buffer, DWORD bytesRead) {

for (DWORD i = 0; i < bytesRead; ++i) {

buffer[i] = toupper(buffer[i]);

oddcnt += (buffer[i] % 2);

}

}

void displayProgressBar(double progress) {

int barWidth = 50;

std::cout << "[";

int pos = static\_cast<int>(barWidth \* progress);

for (int i = 0; i < barWidth; ++i) {

if (i < pos) std::cout << "=";

else if (i == pos) std::cout << ">";

else std::cout << " ";

}

std::cout << "] " << int(progress \* 100.0) << " %\r";

std::cout.flush();

}

HANDLE openFile(const std::string &filename, DWORD desiredAccess, DWORD creationDisposition, DWORD flags) {

HANDLE fileHandle = CreateFile(filename.c\_str(), desiredAccess, 0, nullptr, creationDisposition, flags, nullptr);

if (fileHandle == INVALID\_HANDLE\_VALUE) {

std::cerr << "Error opening file: " << GetLastError() << std::endl;

}

return fileHandle;

}

bool getFileSize(HANDLE fileHandle, LARGE\_INTEGER &fileSize) {

if (!GetFileSizeEx(fileHandle, &fileSize)) {

std::cerr << "Error getting file size: " << GetLastError() << std::endl;

return false;

}

return true;

}

void closeFile(HANDLE fileHandle) {

CloseHandle(fileHandle);

}

void readAndProcessFile(const std::string &inputFilename, const std::string &outputFilename) {

HANDLE hInput = openFile(inputFilename, GENERIC\_READ, OPEN\_EXISTING, FILE\_ATTRIBUTE\_NORMAL);

if (hInput == INVALID\_HANDLE\_VALUE) return;

HANDLE hOutput = openFile(outputFilename, GENERIC\_WRITE, CREATE\_ALWAYS, FILE\_ATTRIBUTE\_NORMAL);

if (hOutput == INVALID\_HANDLE\_VALUE) {

closeFile(hInput);

return;

}

LARGE\_INTEGER fileSize;

if (!getFileSize(hInput, fileSize)) {

closeFile(hInput);

closeFile(hOutput);

return;

}

std::vector<char> buffer(fileSize.QuadPart);

DWORD bytesRead = 0;

DWORD bytesWritten = 0;

LONGLONG totalBytesRead = 0;

auto startTime = std::chrono::high\_resolution\_clock::now();

while (ReadFile(hInput, buffer.data(), fileSize.QuadPart, &bytesRead, nullptr) && bytesRead > 0) {

totalBytesRead += bytesRead;

displayProgressBar(static\_cast<double>(totalBytesRead) / fileSize.QuadPart);

processData(buffer, bytesRead);

if (!WriteFile(hOutput, buffer.data(), bytesRead, &bytesWritten, nullptr)) {

std::cerr << "Error writing file: " << GetLastError() << std::endl;

break;

}

}

auto endTime = std::chrono::high\_resolution\_clock::now();

std::chrono::duration<double> elapsedTime = endTime - startTime;

std::cout << "\nElapsed time: " << elapsedTime.count() << " seconds\n";

closeFile(hInput);

closeFile(hOutput);

}

void readAndProcessFileAsync(const std::string &inputFilename, const std::string &outputFilename, int numStreams) {

HANDLE hInput = openFile(inputFilename, GENERIC\_READ, OPEN\_EXISTING, FILE\_FLAG\_OVERLAPPED);

if (hInput == INVALID\_HANDLE\_VALUE) return;

HANDLE hOutput = openFile(outputFilename, GENERIC\_WRITE, CREATE\_ALWAYS, FILE\_FLAG\_OVERLAPPED);

if (hOutput == INVALID\_HANDLE\_VALUE) {

closeFile(hInput);

return;

}

LARGE\_INTEGER fileSize;

if (!getFileSize(hInput, fileSize)) {

closeFile(hInput);

closeFile(hOutput);

return;

}

int chunkSize = fileSize.QuadPart / numStreams;

std::vector<OVERLAPPED> olRead(numStreams);

std::vector<OVERLAPPED> olWrite(numStreams);

std::vector<HANDLE> events(numStreams);

std::vector<HANDLE> wevents(numStreams);

std::vector<std::vector<char> > buffers(numStreams, std::vector<char>(chunkSize));

std::vector<DWORD> bytesRead(numStreams, 0);

std::vector<DWORD> bytesWritten(numStreams, 0);

for (int i = 0; i < numStreams; ++i) {

events[i] = CreateEvent(nullptr, TRUE, FALSE, nullptr);

olRead[i].hEvent = events[i];

olRead[i].Offset = i \* chunkSize;

}

for (int i = 0; i < numStreams; ++i) {

wevents[i] = CreateEvent(nullptr, TRUE, FALSE, nullptr);

olWrite[i].hEvent = events[i];

olWrite[i].Offset = i \* chunkSize;

}

auto startTime = std::chrono::high\_resolution\_clock::now();

LONGLONG totalBytesRead = 0;

bool moreData = true;

while (moreData) {

for (int i = 0; i < numStreams; ++i) {

ResetEvent(events[i]);

if (!ReadFile(hInput, buffers[i].data(), chunkSize, nullptr, &olRead[i]) && GetLastError() !=

ERROR\_IO\_PENDING) {

std::cerr << "Error reading file: " << GetLastError() << std::endl;

moreData = false;

break;

}

}

WaitForMultipleObjects(numStreams, events.data(), TRUE, INFINITE);

for (int i = 0; i < numStreams; ++i) {

if (!GetOverlappedResult(hInput, &olRead[i], &bytesRead[i], FALSE) || bytesRead[i] == 0) {

moreData = false;

break;

}

totalBytesRead += bytesRead[i];

displayProgressBar(static\_cast<double>(totalBytesRead) / fileSize.QuadPart);

processData(buffers[i], bytesRead[i]);

ResetEvent(events[i]);

if (!WriteFile(hOutput, buffers[i].data(), bytesRead[i], nullptr, &olWrite[i]) && GetLastError() !=

ERROR\_IO\_PENDING) {

std::cerr << "Error writing file: " << GetLastError() << std::endl;

moreData = false;

break;

}

// WaitForSingleObject(olWrite[i].hEvent, INFINITE);

// GetOverlappedResult(hOutput, &olWrite[i], &bytesWritten[i], TRUE);

olRead[i].Offset += numStreams \* chunkSize;

}

WaitForMultipleObjects(numStreams, wevents.data(), TRUE, INFINITE);

for (int i = 0; i < numStreams; ++i) {

GetOverlappedResult(hInput, &olWrite[i], &bytesWritten[i], FALSE);

}

}

auto endTime = std::chrono::high\_resolution\_clock::now();

std::chrono::duration<double> elapsedTime = endTime - startTime;

std::cout << "\nElapsed time: " << elapsedTime.count() << " seconds\n";

for (HANDLE event: events) {

CloseHandle(event);

}

closeFile(hInput);

closeFile(hOutput);

}

int main() {

std::string inputFilename = "input.txt";

std::string outputFilename = "output.txt";

int numThreads = 1024;

std::cout << "ASYNC" << std::endl;

readAndProcessFileAsync(inputFilename, outputFilename, numThreads);

std::cout << "ODDS: " << oddcnt << std::endl << std::endl;

oddcnt = 0;

std::cout << "NO ASYNC" << std::endl;

readAndProcessFile(inputFilename, outputFilename);

std::cout << "ODDS: " << oddcnt << std::endl;

getchar();

return 0;

}