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# 1 ЦЕЛЬ РАБОТЫ

Целью данной лабораторной работы является изучение принципов асимметричная шифрования на примере алгоритма Мак-Элиса.

В рамках работы требуется разработать программные средство для шифрования и дешифрования данных, закрепить навыки работы с асимметричными алгоритмами шифрования, освоить процесс преобразования данных с использованием открытых и закрытых ключей.

Результатом выполнения работы должен быть скрипт, который позволяет:

– зашифровать входные данные используя алгоритм Мак-Элиса.

– расшифровать зашифрованные данные обратно.

– продемонстрировать работоспособность алгоритма с различными текстами.

# 2 ХОД РАБОТЫ

Алгоритм был реализован на языке Python. Для выполнения задачи был создан объект, содержащий все методы, необходимые для шифрования и дешифрования данных. Алгоритм применяет алгоритм Мак-Элиса шифрования для входных данных и возвращает его. Далее скрипт выполняет дешифровку данных используя закрытый ключ.

Результат полного выполнения скрипта можно увидеть на рисунке 1 и рисунке 2.

![](data:image/png;base64,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)

Рисунок 1 – Вывод работы программы
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Как видно на рисунке 1 и рисунке 2 разный закодированный сообщения при одинаковых ключах. Это связано с внесение слуйчаной ошибки, которые исправляются при дешифровке. Скрипт успешно справился с шифровкой и дешифровкой информации. Одно из полей вывода содержит оригинальное значение.

# ЗАКЛЮЧЕНИЕ

В ходе выполнения лабораторной работы были изучены теоретические основы асимметричных шифров на примере алгоритм Мак-Элиса. Также на Kotlin был реализована его реализация с возможностью шифрование и расшифровки данных, используя набор открытого и закрытых ключей. Таким образом, поставленные цели были достигнуты: алгоритм был реализован, проведены эксперименты с его использованием, а также закреплены навыки программной реализации асимметричных блочных шифров.

# ПРИЛОЖЕНИЕ А

# (ОБЯЗАТЕЛЬНОЕ)

# ИСХОДНЫЙ КОД ПРОГРАММНОГО ПРОДУКТА

import numpy as np

import logging

# Настройка логгера

log = logging.getLogger("simple\_mceliece")

logging.basicConfig(level=logging.INFO, format='%(asctime)s - %(levelname)s - %(message)s')

# --- Вспомогательные функции для GF(2) на базе NumPy ---

def gf2\_matmul(A, B):

"""Умножение матриц над GF(2) (A @ B) % 2"""

return (np.array(A, dtype=int) @ np.array(B, dtype=int)) % 2

def gf2\_inv(A):

"""Обращение матрицы над GF(2) методом Гаусса"""

n = A.shape[0]

M = np.hstack((A, np.eye(n, dtype=int)))

for i in range(n):

pivot = i

while pivot < n and M[pivot, i] == 0:

pivot += 1

if pivot == n:

raise ValueError("Матрица необратима")

M[[i, pivot]] = M[[pivot, i]] # Перестановка строк

for j in range(n):

if i != j and M[j, i] == 1:

M[j] = (M[j] + M[i]) % 2 # Сложение строк (XOR)

return M[:, n:]

def generate\_hamming\_matrices(r):

"""

Генерирует систематические матрицы G и H для кода Хэмминга.

Параметры: r (число проверочных бит).

n = 2^r - 1, k = n - r. Исправляет t=1 ошибку.

"""

n = 2\*\*r - 1

k = n - r

# Создаем матрицу H = [P\_matrix | I\_r]

# P\_matrix состоит из столбцов, являющихся двоичным представлением

# чисел от 1 до 2^r-1, которые НЕ являются степенями двойки (имеют вес > 1).

P\_cols = []

Ir\_cols = []

identity\_indices = {2\*\*i for i in range(r)}

for i in range(1, n + 1):

# Двоичное представление (младший бит первый для удобства построения)

bin\_col = np.array([int(b) for b in format(i, f'0{r}b')[::-1]])

if i in identity\_indices:

# Это будет часть единичной матрицы Ir (нужно отсортировать)

pass

else:

P\_cols.append(bin\_col)

P\_matrix = np.array(P\_cols).T # r x k

Ir = np.eye(r, dtype=int) # r x r

Ik = np.eye(k, dtype=int) # k x k

# Систематическая форма: H = [P\_matrix | Ir]

H = np.hstack((P\_matrix, Ir))

# Соответствующая G = [Ik | P\_matrix.T]

G = np.hstack((Ik, P\_matrix.T))

return G, H, k, n

# --- Основной класс ---

class SimpleMcElieceCipher:

def \_\_init\_\_(self, r\_param=3):

"""

Инициализация с параметром r для кода Хэмминга.

Например, r=3 дает код (7,4), r=4 дает код (15,11).

Всегда исправляет t=1 ошибку.

"""

self.r = r\_param

self.t = 1 # Код Хэмминга исправляет 1 ошибку

# n и k будут определены при генерации ключей

self.n = None

self.k = None

log.info(f"SimpleMcEliece(Hamming r={self.r}) initiated. Target t={self.t}")

# Закрытые ключи

self.G = None # Порождающая матрица (k x n)

self.H = None # Проверочная матрица (r x n)

self.P = None # Матрица перестановки (n x n)

self.P\_inv = None

self.S = None # Скремблирующая матрица (k x k)

self.S\_inv = None

# Открытый ключ

self.Gp = None # G' = S \* G \* P

def generate\_random\_keys(self):

log.info("Generating keys...")

# 1. Генерация базового кода (Хэмминга)

self.G, self.H, self.k, self.n = generate\_hamming\_matrices(self.r)

log.debug(f"Hamming Code: k={self.k}, n={self.n}")

# 2. Генерация случайной матрицы перестановки P (n x n)

perm = np.random.permutation(self.n)

self.P = np.eye(self.n, dtype=int)[perm]

self.P\_inv = self.P.T # Для матриц перестановки обратная = транспонированной

# 3. Генерация обратимой скремблирующей матрицы S (k x k)

while True:

try:

S\_cand = np.random.randint(0, 2, (self.k, self.k))

self.S\_inv = gf2\_inv(S\_cand)

self.S = S\_cand

break

except ValueError:

# Матрица необратима, пробуем снова

continue

# 4. Вычисление открытого ключа Gp = (S \* G \* P) mod 2

self.Gp = gf2\_matmul(self.S, gf2\_matmul(self.G, self.P))

log.info(f"Keys generated. Public Key Gp shape: {self.Gp.shape}. Needs {self.k} message bits.")

def encrypt(self, msg\_arr):

msg\_arr = np.array(msg\_arr, dtype=int)

if len(msg\_arr) != self.k:

raise Exception(f"Wrong message length. Should be {self.k} bits.")

log.debug(f"Original msg: {msg\_arr}")

# c' = m \* Gp

c\_prime = gf2\_matmul(msg\_arr, self.Gp)

log.debug(f"Clean C': {c\_prime}")

# Внесение ровно ОДНОЙ ошибки (t=1)

error\_pos = np.random.randint(0, self.n)

log.info(f"Adding 1 error at position: {error\_pos}")

c\_prime[error\_pos] = (c\_prime[error\_pos] + 1) % 2

log.debug(f"Corrupted C': {c\_prime}")

return c\_prime

def \_decode\_hamming\_systematic(self, codeword):

"""Внутренняя функция декодирования (исправляет 1 ошибку и извлекает m)"""

# 1. Вычисление синдрома: s = c \* H^T

syndrome = gf2\_matmul(codeword, self.H.T)

if not np.all(syndrome == 0):

log.debug(f"Non-zero syndrome found: {syndrome}")

# Ищем столбец в H, совпадающий с синдромом

for i in range(self.n):

if np.array\_equal(self.H[:, i], syndrome):

log.info(f"REPAIRED ERROR ON {i}th POSITION")

codeword[i] = (codeword[i] + 1) % 2

break

else:

log.debug("Syndrome is zero. No errors.")

# 2. Извлечение сообщения.

# Т.к. G систематическая [Ik | P\_matrix.T], сообщение - это первые k бит.

return codeword[:self.k]

def decrypt(self, c\_prime\_arr):

c\_prime = np.array(c\_prime\_arr, dtype=int)

if len(c\_prime) != self.n:

raise Exception(f"Wrong ciphertext length. Should be {self.n} bits.")

log.debug(f"Received C': {c\_prime}")

# 1. Убираем перестановку: c\_hat = c' \* P\_inv

c\_hat = gf2\_matmul(c\_prime, self.P\_inv)

# 2. Декодируем код Хэмминга (исправляем ошибку и извлекаем m\_hat)

# m\_hat = m \* S

m\_hat = self.\_decode\_hamming\_systematic(c\_hat)

log.debug(f"Decoded m\_hat (m\*S): {m\_hat}")

# 3. Убираем скремблирование: m = m\_hat \* S\_inv

m = gf2\_matmul(m\_hat, self.S\_inv)

log.info(f"Decrypted msg: {m}")

return m

# --- Пример использования ---

if \_\_name\_\_ == "\_\_main\_\_":

# Параметр r=3 создает код Хэмминга (7,4). Длина сообщения k=4.

cipher = SimpleMcElieceCipher(r\_param=4)

cipher.generate\_random\_keys()

# Сообщение длиной k=4 бита

message = np.array([1, 0, 1, 1, 1, 0, 1, 0, 1, 0, 1])

print("\n--- Encrypting ---")

ciphertext = cipher.encrypt(message)

print(f"Ciphertext: {ciphertext}")

print("\n--- Decrypting ---")

decrypted\_message = cipher.decrypt(ciphertext)

print(f"\nOriginal: {message}")

print(f"Decrypted: {decrypted\_message}")

assert np.array\_equal(message, decrypted\_message), "Decryption failed!"

print("\nSUCCESS: Message decrypted correctly after correcting 1 error.")