# 综合

## 克隆

Instantiate

e.g.

**Instantiate**(prefab, new [Vector3](file:///D:\Program%20Files%20(x86)\Unity\Editor\Data\Documentation\html\en\ScriptReference\Vector3.html)(i \* 2.0F, 0, 0), [Quaternion.identity](file:///D:\Program%20Files%20(x86)\Unity\Editor\Data\Documentation\html\en\ScriptReference\Quaternion-identity.html)) as [Transform](file:///D:\Program%20Files%20(x86)\Unity\Editor\Data\Documentation\html\en\ScriptReference\Transform.html);

this.highLight = (Material) Object.**Instantiate**(MBattle.MaterialHL);

## asset bundle

## Resources.Load

eActor.shadow = Object.Instantiate(Resources.Load("Shadow/OtherShadow")) as GameObject;

## U3D 模型制作规范：

http://blog.csdn.net/tammy520/article/details/8701389

## 常用插件

一 界面制作 推荐：NGUI  
二 2D游戏制作 推荐：2D Toolkit  
三 可视化编程 推荐：PlayMaker  
四 插值插件 推荐：iTween,HOTween  
五 路径搜寻 推荐：Simple Path  
六 美术及动画制作 推荐：RageSpline,Smooth Moves  
七 画面增强    推荐：Bitmap2Material,Strumpy Shader Editor  
八 摄像机管理  推荐：Security Camera  
九 资源包  推荐：Nature Pack

## Shade在哪里用

## 场景

## 角色动作

## UI贴图

## 场景加载

Application.LoadLevel("mainscene");

## 管理器的存在形式

全局对象(管理器、单件)生成的时候一般 会创建一个**空的GameObject**,然后把脚本(对象、Component)挂在空Object下，比如：

public static NetworkManager GetInstance()

{

if (!Instance)

{

Container = **new GameObject()**;

Container.name = "NetworkManager";

Instance = Container.AddComponent(typeof(NetworkManager)) as NetworkManager;

}

return Instance;

}

全局的对象需要有全局的GameObject与之关联：

public class BulletManager : MonoBehaviour {

public static BulletManager Instance;

public static GameObject Container;

对象生成时机：

在代码中调用生成，一般初始化完成后各个管理器对象已经生成并建立好相应的关联

## 第三方库

using Lidgren.Network;

库代码路径：Unity\Assets\3rdParty\Lidgren.Network

## Prefab

Object PlayerBigPrefab;

Object PlayerBulletPrefab

PlayerShot()

{

GameObject.Instantiate(PlayerBigPrefab, location, rotation \* BulletRotation);

}

void Start ()

{

PlayerBigPrefab = Resources.Load("Bullets/PlayerBigShot");

PlayerBulletPrefab = Resources.Load("Bullets/PlayerBulletPrefab");

}

## 名字空间

CrabBattleServer.CrabBehavior cb;

这里CrabBattleServer是名字空间

## 各种成员初始化方式

**方式1** 隐藏得好深

public class NetworkManager : MonoBehaviour {

public GameObject Enemy;

public CrabManager EnemyManager;

。。。

**Enemy** = GameObject.Instantiate(Resources.Load("battlecrab"),..as GameObject;

Enemy.animation.Play("laying");

**// CrabManager竟然藏在prefab:battlecrab里**

**EnemyManager** = Enemy.GetComponent<CrabManager>();

}

**方式2**

Netman = NetworkManager.GetInstance();

**方式3** 直接加载资源

**//** Object BulletSmallShot;

BulletSmallShot = Resources.Load("Bullets/EnemySmallShot");

**方式4** 克隆

projectile = GameObject.Instantiate(BulletSmallShot,。。。

## 血条在哪里

血条是Healthbar(Prefab)里的一张纹理

healthbarobject = GameObject.Instantiate(Resources.Load("Healthbar")) as GameObject;

healthbar = healthbarobject.GetComponent<GUITexture>();

## 简单的 键盘及触屏控制

float h = Input.GetAxis("Horizontal");

float v = Input.GetAxis("Vertical");

bool sneak = Input.GetButton("Sneak");

if (Input.touchCount > 0 && Input.GetTouch(0).phase == TouchPhase.Moved)

{

touchDeltaPosition = Input.GetTouch(0).deltaPosition;

h = touchDeltaPosition.x;

v = touchDeltaPosition.y;

}

# Idea

## MMO开副本玩策略单机

好友间可查看分数，由于是单机，分数可造假，好友间看看而已，造假也没什么意义

# Warrying分析

## 消息

**注册：**

**注册消息**

消息分为两种，固定消息和动态消息，固定消息直接在客户端初始化如下：

public static void bindFixedMessage()

{Message.messages["Loginapp\_importClientMessages"] = new Message(5, "importClientMessages", 0, 0, new List<Byte>(), null);

Message.messages["Client\_onImportClientMessages"] = new Message(518, "Client\_onImportClientMessages", -1, -1, new List<Byte>(),

**KBEngineApp.app.GetType().GetMethod("Client\_onImportClientMessages"));**

动态消息由服务器发送给客户端：

![](data:image/x-emf;base64,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)

上图messages只保存有消息名字的消息 （有消息名必有消息号，反之未必）

clientMessages保存所有带有”Client\_”标志的消息 (键值:消息ID)

loginappMessages保存与登入服务器交互的消息 (键值:消息ID)

baseappMessages保存与其它服务器交互的消息 (键值:消息ID)

**发送消息：**

bundle.send

//请求客户端消息

bundle.newMessage(Message.messages["Loginapp\_importClientMessages"]);

//请求服务器错误描述

bundle.newMessage(Message.messages["Loginapp\_importServerErrorsDescr"]);

// loginapp心跳包

bundle.newMessage(Message.messages["Loginapp\_onClientActiveTick"]);

//发送版本号

bundle.newMessage(Message.messages["Loginapp\_hello"]);

bundle.writeString(clientVersion);

bundle.writeString(clientScriptVersion);

bundle.writeBlob(\_clientdatas);

bundle.send(\_networkInterface);

bundle.newMessage(Message.messages["Loginapp\_onClientActiveTick"]);

//服务器hello返回

《———— 521

//发送用户名和密码

bundle.newMessage(Message.messages["Loginapp\_login"]);

bundle.writeInt8(\_clientType); // clientType

bundle.writeBlob(new byte[0]);

bundle.writeString(username);

bundle.writeString(password);

《———— 502 Client\_OnLoginSuccessfully

login\_baseapp

**currserver = "baseapp";**

**currstate = "";**

bundle.newMessage(Message.messages["Baseapp\_hello"]);

bundle.writeString(clientVersion);

bundle.writeString(clientScriptVersion);

bundle.writeBlob(\_clientdatas);

bundle.newMessage(Message.messages["Baseapp\_importClientMessages"]);

**Event.fireAll("Baseapp\_importClientMessages", new object[]{});**

**接收消息：**

process()

recv();

msgReader.process(\_datas, (MessageLength)successReceiveBytes);

Message msg = Message.clientMessages[**msgid**]; //根据消息ID找到对应的消息及处理函数

msg.handleMessage(stream);

handler.Invoke(KBEngineApp.app, new object[]{msgstream});

…

Client\_onImportClientMessages();**//这是具体调用例子，具体调用哪个函数由消息定义时确定，参考上面的bindFixedMessage**

Ui\_font\_source.txt里的：

<Client::onImportClientMessages>

<id>518</id>

<descr>服¤t务?器¡Â返¤¦Ì回?的Ì?协-议°¨¦包ã¨¹。¡ê

</descr>

<arg>UINT8\_ARRAY</arg> <!-- 需¨¨要°a解a析? -->

</Client::onImportClientMessages>

定义时的518消息号对应的最总处理函数？》

Client\_onRemoteMethodCall 服务器远程调用客户端函数？？

## 事件

事件与消息的区别：

消息用于客户端和服务器之间通信

事件用于客户端处理消息时的回调 （**事件跟网络交互没有直接关系**）

**注册事件（会保存对应的处理函数地址）**

void installEvents()

{

KBEngine.Event.registerOut("onImportClientMessages", this, "onImportClientMessages");

KBEngine.Event.registerOut("onImportServerErrorsDescr", this, "onImportServerErrorsDescr");

KBEngine.Event.registerOut("onImportClientEntityDef", this, "onImportClientEntityDef");

KBEngine.Event.registerOut("onVersionNotMatch", this, "onVersionNotMatch");

KBEngine.Event.registerOut("onScriptVersionNotMatch", this, "onScriptVersionNotMatch");

KBEngine.Event.registerOut("onServerDigest", this, "onServerDigest");

。。。

}

public KBEEventProc()

{

KBEEventProc.inst = this;

KBEngine.Event.registerOut("onEnterWorld", KBEEventProc.inst, "onEnterWorld");

KBEngine.Event.registerOut("onLeaveWorld", KBEEventProc.inst, "onLeaveWorld");

KBEngine.Event.registerOut("set\_HP", KBEEventProc.inst, "set\_HP");

KBEngine.Event.registerOut("set\_MP", KBEEventProc.inst, "set\_MP");

KBEngine.Event.registerOut("set\_HP\_Max", KBEEventProc.inst, "set\_HP\_Max");

。。。

}

**回调：**

Event.fireAll("onVersionNotMatch", new object[]{clientVersion, serverVersion});

![](data:image/x-emf;base64,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)

Event.fireXXX 消息流动方向 eventsXXX🡪firedEventsXXX🡪doingEventsXXX

最终会调用回调函数

**单独有个线程收发消息+处理事件：**

> Void KBEngine.Event:processInEvents ()+0xa at F:\kbengine\_unity3d\_warring\Assets\Plugins\kbengine\kbengine\_unity3d\_plugins\Event.cs:287 C#

Void KBEngine.KBEngineApp:process ()+0x5 at F:\kbengine\_unity3d\_warring\Assets\Plugins\kbengine\kbengine\_unity3d\_plugins\KBEngine.cs:265 C#

Void KBEngine.KBEThread:run ()+0x19 at F:\kbengine\_unity3d\_warring\Assets\Plugins\kbengine\kbengine\_unity3d\_plugins\KBEngine.cs:34 C#

## 连接状态变化

currserver = "loginapp";

currstate = "autoimport";

currserver = "loginapp";

currstate = "login";

## UI处理

## 初始化

1. 由laoder加载login场景：

void Start () {

**StartCoroutine**(loadInit());

scene.loadScene(true, false);

//loadScene(bool autocreate, bool showProgressbar)

# 资源打包及读取

public static string GetBundleLoadUrl(string subFolder, string localName)

{

**//如果支持在线更新，并且更新的文件夹里文件存在，则用更新的，否则用老的**

if (PlatformHelper.IsEnableUpdate())

{

string path = LocalPathRoot + subFolder + "/" + localName;

if (File.Exists(path))

{

return (m\_loadUrlHead + path);

}

}

string[] textArray1 = new string[] { m\_loadUrlHead, Application.streamingAssetsPath, subFolder, "/", localName };

return string.Concat(textArray1);

}

**Todo:**

**TLBB assetbundle 流程**

**Effect prefab**

**Warring assetbundle**

Assetbundle 全部放在Assets\StreamingAssets中

要直接放在APK包里的文件(比如片头)也直接放在StreamingAssets中

**天龙：**

**Object current;**

**string modelShadePath;**

**string effectShadePath;**

WWW wwwModelShade;

WWW wwwEffectShade;

modelShadePath = “file://”

+ Application.streamingAssetsPth + “/Model/model\_shader\_common.data”;

wwwModelShade = new WWW(modelShadePath);

effectShadePath = file://

+ Application.streamingAssetsPth + “/Model/model\_shader\_common.data”;

…

current = wwwModelShade;

wwwModelShade.**assetBundle.LoadAll()**;

wwwEffectShade.**assetBundle.LoadAll();**

BundleManager.m\_bLoadModelCommonShade = true;

**LoadFromCache**

**ProcessLoad**(WWW www, string bundlePath, string bundleName)

{

GameObject mainAsset = null;

If ([www.assetBundle](http://www.assetBundle) != null)

{

mainAsset = [www.assetBundle.mainAsset](http://www.assetBundle.mainAsset) as GameObject;

**CacheBundle**(www);

{

//缓存不是真的释放？

www.assetBundle.Unload(false);

}

//有引用并且引用数量大于1，就加入缓存(dictionary<bundlePath, GameObject>)

if(m\_dicSingleBundleRef.ContainsKey(bundlePath)

&&(m\_dicSingleBundleRef[bundlePath] > 1))

{

m\_dicSingleBundleCache.Add(bundlePath, mainAsset);

m\_dicSingleBundleRef.Remove(bundlePath);

}

}

}

m\_loadBundleQueue

## 各种平台路径

**Application.dataPath：**

**编辑器：**<path tp project folder>/Assets

**Win：**<path to executablename\_Data folder>

**Iphone:** <path to player app bundle>/<AppName.app>/Data

**Android:**根目录？

**同一个文件在不同平台上的路径：**

#if UNITY\_EDITOR  
string filepath = Application.dataPath +"**/StreamingAssets"**+"/my.xml";  
#elif UNITY\_IPHONE  
 string filepath = Application.dataPath +**"/Raw"**+"/my.xml";  
#elif UNITY\_ANDROID  
 string filepath = "jar:file://" + Application.dataPath + **"!/assets/"**+"/my.xml;  
#endif

**Resources:**

Resources目录下的文件可以直接用

Resource.Load(“名字”)加载

**StreamingAssets：**

StreamingAssets 下的东东可以通过Application.dataPath进行读操作， 只可读，不可写

**Application.persistentDataPath：**

IOS和Android都通过这个平台进行写操作

在PC上的路径是：C:\Users\用户名 \AppData\LocalLow\DefaultCompany\test

## 清理资源

Resources.UnloadUnusedAssets();

GC.Collect();

## assetBundle应用

mainAsset = [www.assetBundle.mainAsset](http://www.assetBundle.mainAsset) as GameObject;

animClip = www.assetBundle.mainAsset as AnimationClip;

audioClip = www.assetBundle.mainAsset as AudioClip;

## Warring 路径

public static string **safe\_url(**string path)

{

#if UNITY\_EDITOR

return "file://" + Application.dataPath + path;

#endif

#if UNITY\_WEBPLAYER

return "http://" + KBEngineApp.app.getIP() + path;

#endif

#if UNITY\_IPHONE

return "file://" + Application.dataPath + path;

#endif

#if UNITY\_STANDALONE\_OSX

return "file://" + Application.dataPath + path;

#endif

#if UNITY\_STANDALONE\_WIN

return "file://" + Application.dataPath + path;

#endif

}

# 渲染

**Transform**

**Transform.renderer**

**Transform.renderer.material**

**Transform.renderer.material.shade**

**Transform.renderer.material.shade.name**

**换材质?**

**Shader shader = Shader.Find(name)**

**If (shader != null)**

**material.shader = shader;**

# 调试 & 错误收集

## Windows

## Android

## IOS

# 输入

## 简单的 键盘及触屏控制

float h = Input.GetAxis("Horizontal");

float v = Input.GetAxis("Vertical");

bool sneak = Input.GetButton("Sneak");

if (Input.touchCount > 0 && Input.GetTouch(0).phase == TouchPhase.Moved)

{

touchDeltaPosition = Input.GetTouch(0).deltaPosition;

h = touchDeltaPosition.x;

v = touchDeltaPosition.y;

}