Projektnamn

Introduktion till testing av it-system 2015-10-28

|  |  |
| --- | --- |
| Adam Alfa | adal1234 |
| Beatrice Beta | bebe5678 |
| Caesar Gamma | caga9012 |
| Diana Delta | dide3456 |

Obs! Ändra inte på formatet, det ska vara liggande A5.

# Introduktion

En kort introduction till projektet där ni också listar de verktyg ni använt. Om ert versionshanteringssystem går att komma åt ska adressen dit finnas med, annars ska det finnas en länk från vilken man kan ladda hem källkoden.

Vi valde att utveckla spelet något förenklad version av GURPS som är ett rollspel går ut på att leva ut sina fantasier i en av spelarna bestämd värld. Spelarna ska kunna skapa karaktärer i spelet som ska kunna spendera poäng för att forma sig till den typ av karaktär de vill vara. Karaktärerna ska även kunna bära föremål samt slåss mot varandra tills en segrare koras. Vi har utvecklat spelet med Java som språk. Övriga verktyg som används listas nedan.

* Eclipse
* Git
* Ant

# Slutlig design

En övergripande modell över systemet. Lämpligt format är ett eller flera klassdiagram, plus eventuella andra modeller som behövs för att förstå hur systemet är uppbyggt. Diagrammen ska vara läsbara. Det är dock fullständigt okej att de är detaljerade, bara det går att zooma in ordentligt på dem. Ett tips är att börja med ett översiktligt diagram som inte innehåller mer än paket och klassnamn, och att sedan lägga till mer detaljerade diagram efter det.

# Testdriven utveckling – process

En översikt över hur ni tillämpat TDD med exempel från olika personer och olika faser i projektet. Om ni har använt versionshanteringssystemet ordentligt bör all information som efterfrågas här finnas i det. Tänk på att kodexemplen ska vara läsbara.

Vi har använt oss av TDD genom projektets gång och försökt skriva test och utifrån dessa utveckla koden. Ett exempel nedan visar på hur det har gått till i en tidig upplaga av projektet. Denna commit visar en simpel början av en karaktärsklass vilket gav oss en förståelse för hur TDD används korrekt. Då det är en enkel del i arbetet misslyckades ej testen men dock säkerställde den att set metoderna fungerade.

<https://github.com/hadiaq/INTE/commit/874c628e82b3525a6c742fff0d23a7876fe6e29c>

Commiten nedan visar hur hur en konstruktor för föremål byggs upp utifrån tester. Testen gav grönt ljus och visade att konstruktorn fungerade som vi ville.

<https://github.com/hadiaq/INTE/commit/67784ba3b4c1da1ebc55283513e8de7f42cfc3e5>

# Testdriven utveckling – erfarenheter

En diskussion om vilka era erfarenheter ni dragit av att tillämpa TDD. Det finns inget rätt eller fel här. Enda sättet att bli underkända är att bara fuska över punkten och säga något pliktskyldigt.

Anton: Till en början uppfattade jag testdriven utveckling som något vi bara var tvungna att göra samt onödigt tidskrävande. Efter att jag gjort några testfall uppfattade jag dock det nyttiga med tekniken. Att ställa upp testfallen innan kodningen gjorde mig mer medveten om vad jag faktiskt vill att min kod ska göra. Den direkta feedbacken huruvida man får det förväntade resultatet eller inte gjorde det lätt att hitta var de logiska felen i koden skulle kunna ligga. Jag antar att det skulle vara till väldigt stor nytta i större projekt där felen kan staplas och kanske ta längre tid att fixa än den tid man lägger ner på att skriva korta testfall.

# Ekvivalensklassuppdelning – namn på del

En kort presentation av vad ni valt ut för att tillämpa ekvivalensklassuppdelning på. Ni ska kort motivera valet, och ge tillräckligt med information för att det ska gå att bedöma er. Detta avsnitt och de tre föjande (till och med testmatrisen) ska finnas för samtliga delar ni tillämpat ekvivalensklassuppdelning på.

# Ekvivalensklasser – namn på del

Samtliga ekvivalensklasser för denna del presenterade på ett tydligt sätt.

# Testfall – namn på del

Testfallen som ni fått fram från ekvivalensklasserna. Observera att vi inte vill ha någon kod här, utan bara en tydlig presentation av testfallen i någon lämplig tabellform.

# Testmatris – namn på del

En testmatris som visar sambandet mellan ekvivalensklasserna och testfallen för denna del.

# Tillståndsbaserad testning

En kort presentation av vad ni valt ut för att tillämpa tillståndsbaserad testning på och vilket täckningskriterium ni valt att använda er av. Ni ska kort motivera valen, och ge tillräckligt med information för att det ska gå att bedöma er. Glöm inte att ta med själva modellen.

# Testfall för tillståndsbaserad testning

Testfallen som ni fått fram från tillståndsmaskinen. Observera att vi inte vill ha någon kod här, utan bara en tydlig presentation av testfallen i någon lämplig tabellform. Det ska enkelt gå att mappa testfallen till tillståndsmaskinen.

# Granskning

En kort presentation av den del av koden ni valt ut för att göra en formell granskning av och processen ni använt er av inklusive eventuella checklistor, scenarier, edyl. Ni ska kort motivera valen, och ge tillräckligt med information för att det ska gå att bedöma er.

# Granskningsrapport

En lista över de påträffade felen och hur pass allvarliga ni bedömer dem.

# Granskning – erfarenheter

En diskussion om vilka era erfarenheter ni dragit av att tillämpa granskning. Det finns inget rätt eller fel här. Enda sättet att bli underkända är att bara fuska över punkten och bara säga något pliktskyldigt. Ni förväntas förhålla er till såväl kursboken som utdelat material och IEEE Std 1028.

# Kodkritiksystem

En presentation av de problem som hittats med hjälp av verktyg för statisk analys och en diskussion av dem enligt anvisningarna. Det räcker alltså inte med att bara lista problemen, ni måste förhålla er till dem också. Tänk också på att ni ska göra detta både på koden som den såg ut före granskningen och på koden efter att ni rättat det som kommit fram under granskningen.

# Statiska mått

En presentation och diskussion kring ett antal lämpliga statiska mått på koden. Att vi inte specificerar exakt vilka mått som ska tas upp beror på att olika verktyg har olika uppsättningar, men vi förväntar oss fler och mer intressanta mått än bara rena storleksmått som LOC, #klasser, #metoder, etc. Även här är det viktigt att förhållas sig till måtten, inte bara lista dem.

# Täckningsgrad

En översikt över vilken täckningsgrad era testfall uppnått. Denna kan antagligen tas rakt av från verktyget ni använt för att mäta den. Om ni inte uppnått fullständig täckning så ska detta förklaras och motiveras.

# Profiler

En kort presentation av hur ni gått tillväga för att testa koden med en profiler och vilka resultat ni fick fram.

# Byggscript

Byggscriptets första (seriösa) version, och den slutliga.

# Övrigt

Här kan ni ta upp övrigt av relevans för bedömningen av ert arbete. Om avsnittet inte behövs kan det plockas bort.