#### স্ট্রিং পরিচিতি

পাইথন এ অনেকগুলো ক্যারেক্টার নিয়ে স্ট্রিং গঠিত হয়, এখানে ক্যারেক্টার বলতে আলাদা কোনো ডাটা টাইপ নাই. ইউনিকোড ক্যারেক্টার এর সিকোয়েন্সে কে স্ট্রিং বলে. যাইহোক, পাইথন এ কোনো ক্যারেক্টার ডাটা টাইপ নাই. একটি সিঙ্গাল ক্যারেক্টার কে একটি স্ট্রিং হিসাবে গণ্য করা হয়, যার length হলো ১. স্কয়ারে ব্রাকেট ব্যবহার করে আমরা স্ট্রিং এর এলিমেন্টস এক্সেস করতে পারি.

**স্ট্রিং এর মেথড ও ফাঙ্শন**

পাইথন এ বিল্টিন মেথড এর একটি সেট রয়েছে যা আপনি স্ট্রিংগুলোতে ব্যবহার করতে পারেন.  নিচে মেথডগুলো সম্পর্কে সংক্ষেপে আলোচনা করা হলো:

**নোট:**সকল স্ট্রিং মেথডগুলি নতুন ভ্যালু রিটার্ন করে, তারা অরিজিনাল স্ট্রিং পরিবর্তন করে না.

|  |  |
| --- | --- |
| মেথড | বর্ণনা |
| capitalize() | প্রথম অক্ষরে কে বড় হাতের অক্ষরে রুপান্তর করে |
| center() | একটি কেন্দ্রীভূত (centerd) স্ট্রিং প্রদান করে |
| count() | একটি স্ট্রিং যে কোনো একটি ভ্যালু কতবার আছে সেই সংখ্যা রিটার্ন করে |
| encode() | একটি এনকোডেড স্ট্রিং রিটার্ন করে |
| find() | একটি সুনির্দিষ্ট মানের জন্য স্ট্রিং অনুসন্ধান করে এবং যেখানে এটি পাওয়া গেছে তার অবস্থান বলে দেয় |
| format() | স্ট্রিং ফরমেটিং এর কাজ করে |
| index() | একটি সুনির্দিষ্ট মানের জন্য স্ট্রিং অনুসন্ধান করে এবং যেখানে এটি পাওয়া গেছে তার অবস্থান (index number) বলে দেয় |
| lower() | একটি স্ট্রিং কে ছোট হাতের অক্ষরে রূপান্তর করে |
| title() | প্রত্যেকটা শব্দের প্রথম অক্ষরকে বড় হাতের অক্ষরে রূপান্তর করে |
| upper() | একটি স্ট্রিংকে বড় হাতের অক্ষরে রূপান্তর করে |

**একই সাথে একাধিক ভ্যারিয়েবল**

* মাল্টিপল এসাইনমেন্ট
* পাইথনে আমরা চাইলে এক সাথে একের অধিক ভ্যারিয়েবলে একই ডেটা এসাইন করতে পারি। যেমনঃ
* mahfuz, nasim, minhaz = 3.50  
  আমরা চাইলে একই সাথে একাধিক ভ্যারিয়েবলে একাধিক মান এক সাথে এসাইন করতে পারি। যেমনঃযেখানে ovi, niloy, asif নামক তিনতে ভ্যারিয়েবলে প্রতিটাতে 3.99 ভ্যালুটি এসাইন হবে।
* pi, name, number = 3.1416, 'mahfuz', 999
* যেখানে আমরা তিনটে ভ্যারিয়েবলে এক সাথে তিনতে আলাদা আলাদা ভ্যালু এসাইন করেছি। যেখানে pi = 3.1416, name = “Guido van Rossum” এবং  number = 999।

#### লিস্ট পরিচিতি

লিস্ট শব্দের বাংলা অর্থ তালিকা। আমাদের বোধহয় ব্যখ্যা করার দরকার পড়ে না তালিকা কি জিনিস । পাইথনেও লিস্ট একই কাজ করে । সহজ কথায় লিস্ট হল কতগুলো আইটেমের একটি তালিকা । অনেক প্রোগ্রামিং ল্যাঙ্গুয়েজে লিস্ট ডিক্লেয়ার করার সময় বলে দিতে হয় লিস্টের আইটেমগুলোর টাইপ কি হবে, পাইথনে তার দরকার পড়ে না । একটি লিস্টের আইটেমগুলো বিভিন্ন টাইপের হতে পারে ।

কিভাবে লিস্ট ডিক্লেয়ার করব? (থার্ড) ব্রাকেটের ভিতরে কমা দিয়ে একেকটি আইটেম সেপারেট করে দিলেই লিস্ট তৈরি হয়ে যাবে ।

Ex: list = [1,2,3,4,5]

#### লিস্ট স্লাইসিং

স্লাইসিং এর মাধ্যমে একটি লিস্ট কে  ইচ্ছামতো ছোটো বড়ো করা যায় । এক্ষেত্রে ইনডেক্স এর ব্যাবহারটা বেশ সুবিধাজনক । লিস্ট স্লাইসিং একটি কমন প্রাকটিস এবং প্রোগ্রামারদের জন্য সমস্যা সমাধানের একটি কার্যকরী পদ্ধতি । বড় একটি লিস্ট থেকে যদি তুমি একটি ছোটো লিস্ট চাও, তাহলে এ পদ্ধতি টি খুবই কার্যকর  । এ ক্ষেত্রে সিম্পল স্লাইসিং অপারেটর ':' (কোলন) ব্যবহার হয় । এই অপারেটর এর মাধ্যমে ইউসার নির্ধারণ করতে পারে যে লিস্ট টি কোথা থেকে শুরু হবে এবং কোথায় শেষ হবে । এটি এক্সিস্টিং লিস্ট থেকে একটি নতুন লিস্ট রিটার্ন করে ।

#### লিস্ট এর মেথড ও ফাঙ্শন

পাইথন এ বিল্ট ইন মেথড এর একটি সেট রয়েছে, যেগুলোকে আমরা লিস্ট এর উপর বিভিন্ন অপারেশন এর  জন্য ব্যবহার করতে পারি, নিচে এগুলো সম্পর্কে সংক্ষেপে আলোচনা করা হলো:

append(), এটি লিস্ট এর শেষে একটি উপাদান যোগ করে.

remove(), এটি লিস্ট থেকে সব উপাদানগুলোকে দূর করে দেয়.

copy(), লিস্ট এর একটি কপি রিটার্ন করে.

count(). কোনো একটি নিদ্দিষ্ট উপাদান লিস্ট এ কতবার আছে সেই সংখ্যাটি প্রকাশ করে.

extend(), কোনো একটি লিস্ট এর উপাদান গুলোকে কারেন্ট লিস্ট এর শেষে যোগ করে.

index(), লিস্ট এর একটি নিদ্দিষ্ট উপাদান এর ইনডেক্স নাম্বার রিটার্ন করে.

insert(), লিস্ট এর একটি নিদ্দিষ্ট পজিশন এ একটি উপাদান কে রেখে দেয়.

pop(), লিস্ট এর একটি নিদ্দিষ্ট পজিশন থেকে একটি নিদ্দিষ্ট উপাদান কে দূর করে দেয়.

remove(), একটি নিদ্দিষ্ট উপাদান কে লিস্ট থেকে দূর করে দেয়.

reverse(), লিস্ট কে বিপরীতভাবে সাজিয়ে দেয়.

sort(), লিস্ট কে সাজিয়ে দেয়

#### টুপল পরিচিতি

লিস্টের মতই আরেকটি ডেটা স্ট্র্যাকচার হচ্ছে Tuple. কেউ উচ্চারন করে টাপল কেউ টুপল।

লিস্ট ডিক্লেয়ার করি আমরা স্কোয়ার ব্র্যাকেট দিয়ে।

l = [1,2,3,4,5]

t = (1,2,3,4,5)

টাপল ডিক্লেয়ার করি প্রথম ব্র্যাকেট দিয়েঃ

টাপলের ভ্যালু এক্সেস করাঃ

প্রথম ভ্যলু পেতেঃ

t = (1,2,3,4,5)

print(t[0])

দ্বিতীয় ভ্যালু পেতেঃ

t = (1,2,3,4,5)

print(t[1])

উপরের টাপলে শেষ ভ্যালু পেতে পারিঃ

t = (1,2,3,4,5)

print(t[4])

এভাবেও পেতে পারিঃ

t = (1,2,3,4,5)

print(t[-1])

যেমন t[0] এর ভ্যালু হচ্ছে 1, আমরা পরিবর্তন করে 10 করতে চাই, তাহলেঃএ কাজ গুলো লিস্টেও করা যায়। লিস্টের সাথে টাপলের প্রধান পার্থক্য হচ্ছে টাপল ইমিউটেবল। লিস্ট মিউটেবল। মিউটেবল মানে পরিবর্তন করা যায়। আর ইমিউটেবল মানে পরিবর্তন করা যায় না।

t = (1,2,3,4,5)

t [0] = 10

লিস্টে সহজেই আমরা তা করতে পারিঃকিন্তু তা কাজ করবে না। ইরর দেখাবে।

l = [1,2,3,4,5]

l [0] = 10

print(l)

টাপল ইটারেশনঃ

t = (1,2,3,4,5)

for item in t :

      print(item)

টাপল থেকে লিস্ট অনেক শক্তিশালি এবং অনেক গুলো সুবিধে। তারপর ও আমরা টাপল ব্যবহার করব যেখানে আমাদের কনটেইনারের ডেটা পরিবর্তন করতে হবে না।

#### সেট পরিচিতি

# **পাইথনের ডেটা স্ট্রাকচার – সেট**

সেট আমরা অনেকেই পড়েছি, না পড়লে নবম-দশম শ্রেণীর গণিত বই থেকে পড়ে নিতে হবে। তবে এখনই সেটি করা দরকার নেই, সেটের মূল ধারণাগুলো আমি আলোচনা করবো।

সেট হচ্ছে বিভিন্ন জিনিসের সমাবেশ, ইংরেজিতে বলা যায় collection of items। যেমন, আমি যদি বলি যে আমার টেবিলে এখন আছে একটি ল্যাপটপ, একটি মোবাইল, একটি গ্লাস, একটি নোটবুক, একটি কলম, তাহলে এগুলোকে একটি সেট বলা যায়। সেটের ভেতরের জিনিসগুলো দ্বিতীয় বন্ধনীর ভেতরে লিখতে হয়। দ্বিতীয় বন্ধনীকে ইংরেজিতে বলে curly braces।

{laptop, cellphone, glass, notebook, pen}

আবার আমরা যেমন বলি, সপ্তম শ্রেণীর পাঠ্যবইয়ের একটি সেট। সেটের উপাদানগুলো যেকোনো ক্রমে লিখা যায়। যেমন, সপ্তম শ্রেণীর পাঠ্যবইয়ের সেটে আমরা বাংলা, ইংরেজি, গণিত, সমাজবিজ্ঞান … এভাবে লিখতে পারি, কিংবা, ইংরেজি, বাংলা, সমাজবিজ্ঞান, গণিত … এভাবেও লেখা যায়, তাতে কোনো সমস্যা নেই, সেট একই থাকছে। তবে সেটের কোনো উপাদান একাধিকবার লেখা যায় না। আমার টেবিলে যদি দুটি কিংবা আরো বেশি কলম থাকতো, তাহলেও আমি সেটের মধ্যে pen একবারই লিখতাম।

দুটো সেটের সবগুলো উপাদান মিলে নতুন সেট তৈরি করা যায়। এটিকে বলে ইউনিয়ন (union) করা, মানে, ইউনিয়ন এখানে একটি অপারেশন। যেমন : A = {1, 2, 3, 4, 5} ও B = {2, 4, 6, 8, 10} দুটি সেট হলে A ইউনিয়ন B হবে : {1, 2, 3, 4, 5, 6, 8, 10}। আবার দুটো সেটের সাধারন উপাদানগুলো অর্থাৎ যেসব উপাদান দুটো সেটেই আছে, তাদেরকে নিয়ে একটি নতুন সেট তৈরি করা যায়। যে অপারেশনের মাধ্যমে এটি করা হয়, তাকে বলে ইন্টারসেকশন (intersection)। A ও B-এর ইন্টারসেকশন করলে আমরা পাবো : {2, 4}।

পাইথনে সেট নিয়ে কাজ করার জন্য সেট নামেই একটি ডেটা স্ট্রাকচার আছে। যেমন আমরা একটি ফাঁকা সেট তৈরি করতে পারি এভাবে : A = set()। নিচে উদাহরণ দেওয়া হলো :

>>> A = set()

>>> A

set()

>>> type(A)

<class 'set'>

আবার আমাদের কাছে যদি ইতিমধ্যেই কিছু উপাদান থাকে, সেগুলো থেকেও সেট তৈরি করা যায়। যেমন :

>>> items = {"pen", "laptop", "cellphone"}

>>> items

{'cellphone', 'pen', 'laptop'}

>>> type(items)

<class 'set'>

>>>

আবার আমাদের কাছে যদি কোনো লিস্ট বা টাপল থাকে, সেই লিস্ট বা টাপল থেকেও সেট তৈরি করা যায়।

>>> li = [1, 2, 3, 4]

>>> tpl = (1, 2, 3)

>>> A = set(li)

>>> A

{1, 2, 3, 4}

>>> B = set(tpl)

>>> B

{1, 2, 3}

>>> type(A)

<class 'set'>

>>> type(B)

<class 'set'>

>>>

স্ট্রিং থেকেও সেট তৈরি করা যায়, সে ক্ষেত্রে স্ট্রিংয়ের প্রতিটি অক্ষর সেটের একটি উপাদান হবে। আর সেটের ক্ষেত্রে কিন্তু একটি জিনিস মনে রাখতে হবে, সেটের উপাদান আগে-পরে থাকতে পারে, কোনো ক্রম (order) অনুসরণ করতে হয় না।

>>> A = set("Bangladesh")

>>> A

{'e', 'g', 'h', 'a', 's', 'l', 'B', 'd', 'n'}

>>> type(A)

<class 'set'>

>>> B = set("Sri Lanka")

>>> B

{'i', 'k', 'L', ' ', 'r', 'a', 'S', 'n'}

>>> type(B)

<class 'set'>

>>>

কোনো জিনিস একটি সেটের সদস্য কি না, সেটি আমরা বের করতে পারি এভাবে :

>>> A = {1, 2, 3}

>>> 1 in A

True

>>> 2 in A

True

>>> 5 in A

False

এখন, আমার যদি দুটি সেট থাকে, আমি সেই দুটি সেটের ওপর বিভিন্ন অপারেশন চালাতে পারি। আমরা যদি চাই যে, A ও B দুটি সেটের সাধারণ উপাদানগুলো নিয়ে একটি সেট C তৈরি করবো, তাহলে আমরা লিখতে পারি : C = A & B (মানে ইন্টারসেকশন করা)। আর আমরা যদি ইউনিয়ন করতে চাই, অর্থাৎ, A কিংবা B যেকোনো একটি সেটের সদস্য (সেসব সদস্য আবার দুটো সেটের মধ্যেও থাকতে পারে), তাহলে লিখবো C = A | B। আবার আমরা যদি চাই, A কিংবা B, যেকোনো একটি সেটে আছে কিন্তু একই সঙ্গে দুটি সেটে নেই, সেসব সদস্য পেতে, তখন লিখবো C = A ^ B। আর যদি এমন হয় যে, আমরা চাই যেসব সদস্য A সেটে আছে কিন্তু B সেটে নেই, তাদের পাওয়া যাবে এভাবে : C = A – B। নিচের উদাহরণ দেখলে আমরা বুঝতে পারবো :

>>> A = {1, 2, 3, 4, 5}

>>> B = {2, 4, 6, 8}

>>> C = A & B

>>> C

{2, 4}

>>> C = A | B

>>> C

{1, 2, 3, 4, 5, 6, 8}

>>> C = A ^ B

>>> C

{1, 3, 5, 6, 8}

>>> C = A - B

>>> C

{1, 3, 5}

>>> C = B - A

>>> C

{8, 6}

#### ডিক্শনারি পরিচিতি

এর আগে আমরা লিস্ট সম্পর্কে জেনেছি যেটা এমন এক ধরণের ডাটা স্ট্রাকচার যার মধ্যে এলিমেন্ট গুলো ক্রমিক ইনডেক্স অনুযায়ী সাজানো থাকে। ডিকশনারি আরেক ধরণের ডাটা স্ট্রাকচার যার মধ্যেও লিস্টের মত বিভিন্ন রকম এলিমেন্ট বা অবজেক্ট স্টোর করা যায় - কিন্তু, এ ক্ষেত্রে ওই এলিমেন্ট গুলোকে ম্যানুয়ালি ইনডেক্স করতে হয়। অন্যভাবে বলতে গেলে, আমাদের নিজেদেরকেই প্রত্যেকটা এলিমেন্টের বা value এর জন্য একটি key বা ইনডেক্স নির্ধারণ করে দিতে হয়। অতঃপর একটি key-value জোড় ওয়ালা এলিমেন্টের কালেকশন তৈরি হয়।

দুটি কার্লী ব্র্যাকেট {} এর মধ্যে কোলন চিহ্ন দিয়ে key-value জোড় তৈরি করে এবং প্রত্যেক জোড় কে কমা , দিয়ে আলাদা করে একটি ডিকশনারি তৈরি করা যায়। নিচের মত করে।

1

my\_marks = {"Bengali": 80, "English": 85, "Math": 90}

আবার ফাকা ডিকশনারি তৈরির জন্য এভাবে লিখলেই সেটি ইনিসিয়ালাইজ হয়ে যায় - my\_dictionary = {}

ডিকশনারির প্রত্যেকটি এলিমেন্টকে অ্যাক্সেস করার নিয়ম লিস্টের মতই। লিস্টে যেমন থার্ড ব্র্যাকেট এর মধ্যে ইনডেক্স দিয়ে উক্ত ইনডেক্সের ভ্যালু পাওয়া যেত, তেমনি এর ক্ষেত্রেও ইনডেক্সের যায়গায় key ব্যবহার করে, এর সাথে জোড় হিসেবে থাকা ভ্যালুটাকে অ্যাক্সেস করা যাবে।

উদাহরণ,

1

my\_marks = {"Bengali": 80, "English": 85, "Math": 90}

2

print(my\_marks["Math"])

আউটপুট,

1

90

**কি - ভ্যালুর নিয়ম** ডিকশনারির মধ্যে যেকোনো টাইপের অবজেক্ট বা এলিমেন্টকেই স্টোর করা যায় শুধু মাত্র এর key গুলো হতে হবে Immutable (অপরিবর্তনীয়) টাইপের যেমন নিচের মত করে একটি ডিকশনারি তৈরি করা যেতে পারে -

1

my\_marks = {"Bengali" : [30, 35, 32], "English" : [45, 52, 33], "Math": [60, 74, 58]}

অর্থাৎ প্রত্যেকটি key এর সাপেক্ষে ভ্যালু গুলো হচ্ছে এক একটি লিস্ট। এই ডিকশনারি থেকে নিচের মত করে ডাটা অ্যাক্সেস করা যাবে -

1

my\_marks = {"Bengali" : [30, 35, 32], "English" : [45, 52, 33], "Math": [60, 74, 58]}

2

print(my\_marks["Math"])

যার আউটপুট আসবে,

1

[60, 74, 58]

কিন্তু নিচের মত একটি ডিকশনারি হতে পারে না -

1

my\_marks = {[30, 35, 32] : "Bengali", [45, 52, 33] : "English", [60, 74, 58] : "Math"}

এর আউটপুট হবে,

1

Traceback (most recent call last):

2

File "<stdin>", line 1, in <module>

3

TypeError: unhashable type: 'list'

অর্থাৎ একটি লিস্ট যা কিনা একধরনের Mutable টাইপ তাকে কোন ডিকশনারির key হিসেবে ব্যবহার করা যাবে না। মজার জন্য চেক করতে পারি, যেহেতু bool টাইপও Immutable তাই নিচের মত একটা ডিকশনারিও কিন্তু হতে পারে -

1

my\_marks = {True : "Bengali"}

**ডিক্শনারিতে আইটেম যোগ বা ডিলেট**

**আপডেট ডিকশনারি অথবা ডিলিট ডিকশনারি**

**ডিকশনারি তে নতুন আইটেম যুক্ত করতেঃ**

|  |  |
| --- | --- |
| 1  2  3 | friends = {'Shuvo':15, 'Tuhin':13, 'Tanvir':14, 'Dipu' :13 , 'Siyam':14 }  friends ['Mahir'] = 16  print (friends) |

**কোন আইটেম আপডেট করতেঃ**

যদি আপনার ফ্রেন্ডদের বয়স বেড়ে যায়, তাহলে তাদের বয়স তো আপডেট করতে হবে, তাই না?

|  |  |
| --- | --- |
| 1  2  3 | friends = {'Shuvo':15, 'Tuhin':13, 'Tanvir':14, 'Dipu' :13 , 'Siyam':14 }  friends ['Tuhin'] = 14  print (friends) |

এখানে Tuhin এর বয়স আপডেট করেছি।

**ডিকশনারি থেকে কোন আইটেম ডিলেট করতেঃ**

|  |  |
| --- | --- |
| 1  2  3  4 | friends = {'Shuvo':15, 'Tuhin':13, 'Tanvir':14, 'Dipu' :13 , 'Siyam':14 }  print(friends)  del friends[' Shuvo']  print(friends) |

**সব গুলো আইটেম ডিলেট করতেঃ**

|  |  |
| --- | --- |
| 1  2  3  4 | friends = {'Shuvo':15, 'Tuhin':13, 'Tanvir':14, 'Dipu' :13 , 'Siyam':14 }  print(friends)  friends.clear();  print(friends) |

এখন প্রিন্ট করে দেখব কোন আইটেম নেই।

**আমরা চাইলে সম্পুর্ণ ডিকশনারিই ডিলেট করে দিতে পারি এভাবেঃ**

|  |  |
| --- | --- |
| 1  2 | friends = {'Shuvo':15, 'Tuhin':13, 'Tanvir':14, 'Dipu':13, 'Siyam':14}  del friends |

**len()**  
len() দিয়ে একটা ডিকশোনারির লেন্থ বের করা যায়। যেমনঃ

|  |  |
| --- | --- |
| 1  2 | friends = { 'Shuvo ':15, 'Tuhin':13, 'Tanvir':14, 'Dipu' :13 , 'Siyam':14 }  print(len(friends)) |

যা প্রিন্ট করবে 5।

#### ডিক্শনারি কিভাবে আপডেট বা মার্জ করবো ?

কতগুলো নিয়ম ব্যবহার করে আমরা পাইথন এ ডিকশনারি আপডেট বা মার্জ করতে পারি:

মেথড ১: ইটারেশন এর মাধ্যমে.

d3 = d1.copy()for key, value in d2.items():

d3[key] = value

print(d3)

**Output:**

{'India': 'Delhi',

'Canada': 'Ottawa',

'United States': 'Washington D. C.',

'France': 'Paris',

'Malaysia': 'Kuala Lumpur'}

মেথড ২: আপডেট() মেথড ব্যবহার করে.

d4 = d1.copy()d4.update(d2)

print(d4)

**Output:**

{'India': 'Delhi',

'Canada': 'Ottawa',

'United States': 'Washington D. C.',

'France': 'Paris',

'Malaysia': 'Kuala Lumpur'}

মেথড ৩: আনপ্যাকিং অপারেটর (\*\*) ব্যবহার করে.

d5 = {\*\*d1, \*\*d2}

print(d5)

**Output:**

{'India': 'Delhi',

'Canada': 'Ottawa',

'United States': 'Washington D. C.',

'France': 'Paris',

'Malaysia': 'Kuala Lumpur'}

মেথড ৪: collection.Chainmap() ব্যবহার করে.

from collections import ChainMap

d6 = ChainMap(d1, d2)

print(d6)

**Output:**

ChainMap({'Canada': 'Ottawa',

'India': 'Delhi',

'United States': 'Washington D. C.'},

{'France': 'Paris',

'Malaysia': 'Kuala Lumpur'})

মেথড ৫: 2nd ডিকশনারি কে আনপ্যাক করে

d7 = dict(d1, \*\*d2)

print(d7)

**Output:**

{'India': 'Delhi',

'Canada': 'Ottawa',

'United States': 'Washington D. C.',

'France': 'Paris',

'Malaysia': 'Kuala Lumpur'}

মেথড ৬: মার্জ অপারেটর ( | )ব্যবহার করে.

d8 = d1 | d2

print(d8)**Output:**

{'India': 'Delhi',

'Canada': 'Ottawa',

'United States': 'Washington D. C.',

'France': 'Paris',

'Malaysia': 'Kuala Lumpur'}

#### এরিথমেটিক, এসাইনমেন্ট, কম্পারিজন অপারেটরস

# **পাইথন অপারেটর**

এই অধ্যায়ে আপনি পাইথনে ব্যবহৃত বিভিন্ন অপারেটর, এগুলোর সিনট্যাক্স এবং এগুলোকে কিভাবে আপনার নিজের প্রোগ্রামে প্রয়োগ করবেন তা জানবেন।

পাইথনে অপারেটর হলো বিশেষ ধরনের প্রতীক যা গাণিতিক এবং যৌক্তিক (logical) হিসাব-নিকাশে ব্যবহৃত হয়। অপারেটর(**+, -, \*** ইত্যাদি) যে ভ্যালুকে অপারেট করে তাকে অপারেন্ড বলা হয়।

**উদাহরণস্বরূপঃ**

>>> 3+7

#Output: 10

এখানে + একটি অপারেটর যা যোগের কাজে ব্যবহৃত হয়েছে। 3 ও 7 অপারেন্ড এবং 10 অপারেশনের আউটপুট।

**পাইথনে অপারেটরসমূহঃ**

## **এরিথমেটিক অপারেটর**

গাণিতিক যোগ-বিয়োগ, গুণ-ভাগ ইত্যাদিতে এরিথমেটিক অপারেটর(Arithmetic operator) ব্যবহৃত হয়।

|  |  |  |
| --- | --- | --- |
| পাইথনে এরিথমেটিক অপারেটরসমূহ | | |
| অপারেটর | অর্থ | উদাহরণ |
| + | দুটি অপারেন্ডের যোগ বা ইউনারি যোগ(unary plus) | x + y |
| - | বাম অপারেন্ড থেকে ডান অপারেন্ড বিয়োগ বা ইউনারী বিয়োগ | x - y |
| \* | দুটি অপারেন্ডের গুণ | x \* y |
| / | বাম অপারেন্ডকে ডান অপারেন্ড দিয়ে ভাগ(ফলাফল সব সময় দশমিক হবে) | x / y |
| % | মডিউলাস(Modulus) - বাম অপারেন্ডকে ডান অপারেন্ড দিয়ে ভাগ করে ভাগশেষ | x % y (x/y এর ভাগশেষ) |
| // | Floor division -ভাগশেষ বাদে পূর্ণ সংখ্যায় ভাগফল | x // y |
| \*\* | সূচক(Exponent)- ডান অপারেন্ড বাম অপারেন্ড এর সূচক | x\*\*y (x এর সূচক y) |

### ****উদাহরণঃ**** পাইথনে এরিথমেটিক অপারেটর

x = 10

y = 4

print('x + y =',x+y)

# Output: x + y = 14

print('x - y =',x-y)

# Output: x - y = 6

print('x \* y =',x\*y)

# Output: x \* y = 40

print('x / y =',x/y)

# Output: x / y = 2.50

print('x // y =',x//y)

# Output: x // y = 3

print('x \*\* y =',x\*\*y)

# Output: x \*\* y = 10000

**কম্প্যারিজন অপারেটর**

দুই বা ততোধিক ভ্যালুর মধ্যে তুলনা করতে কম্প্যারিজন অপারেটর ব্যবহৃত হয়। কোনো শর্তের(condition) উপরে ভিত্তিকরে এটি হয় True অথবা False রিটার্ন করে।

|  |  |  |
| --- | --- | --- |
| পাইথনে কম্প্যারিজন অপারেটরসমূহ | | |
| অপারেটর | অর্থ | উদাহরণ |
| > | Greater Than - বামপক্ষ ডানপক্ষের চেয়ে বড় হলে True হবে। | x > y |
| < | Less Than - বাম পক্ষ্য ডানপক্ষের চেয়ে ছোট হলে True হবে। | x < y |
| == | Equal to - বামপক্ষ এবং ডানপক্ষ সমান হলে True হবে। | x == y |
| != | Not equal to - বামপক্ষ এবং ডানপক্ষ সমান না হলে True হবে। | x != y |
| >= | Greater than or equal to - বামপক্ষ ডানপক্ষের চেয়ে বড় বা সমান হলে True হবে। | x >= y |
| <= | Less than or equal to - বামপক্ষ ডানপক্ষের চেয়ে ছোট বা সমান হলে True হবে। | x <= y |

### ****উদাহরণঃ**** পাইথনে কম্প্যারিজন অপারেটর

x = 10

y = 15

print('x > y is',x>y)

# Output: x > y is False

print('x < y is',x<y)

# Output: x < y is True

print('x == y is',x==y)

# Output: x == y is False

print('x != y is',x!=y)

# Output: x != y is True

print('x >= y is',x>=y)

# Output: x >= y is False

print('x <= y is',x<=y)

# Output: x <= y is True

## **এসাইনমেন্ট অপারেটর**

ভ্যারিয়েবলে ভ্যালু এসাইন বা আরোপ করার জন্য পাইথনে এসাইনমেন্ট অপারেটর(Assignment operator) ব্যব্যহৃত হয়।

a = 10 একটি সাধারণ এসাইনমেন্ট অপারেটর যা ডানপাশের ভ্যালু 10 কে বামপাশের ভ্যারিয়েবল a তে এসাইন করে।

পাইথনে বিভিন্ন ধরণের অপারেটর আছে যেমন- a += 5 ভ্যারিয়েবলের সাথে ভ্যালু যোগ করে যোগফল পরবর্তীতে একই ভ্যারিয়েবলে এসাইন করে। এটি a = a + 5 এর সমতুল্য।

|  |  |  |
| --- | --- | --- |
| পাইথনে এসাইনমেন্ট অপারেটর | | |
| অপারেটর | উদাহরণ | সমতুল্য |
| = | x = 5 | x = 5 |
| += | x += 5 | x = x + 5 |
| -= | x -= 5 | x = x - 5 |
| \*= | x \*= 5 | x = x \* 5 |
| /= | x /= 5 | x = x / 5 |
| %= | x %= 5 | x = x % 5 |
| //= | x //= 5 | x = x // 5 |
| \*\*= | x \*\*= 5 | x = x \*\* 5 |
| &= | x &= 5 | x = x & 5 |
| |= | x |= 5 | x = x | 5 |
| ^= | x ^= 5 | x = x ^ 5 |
| >>= | x >>= 5 | x = x >> 5 |
| <<= | x <<= 5 | x = x << 5 |

#### লজিকাল, আইডেন্টিটি ও মেম্বারশিপ অপারেটরস

## **লজিক্যাল অপারেটর**

পাইথনে and, or এবং not অপারেটরসমূহকে লজিক্যাল অপারেটর(Logical operator) বলা হয়।

|  |  |  |
| --- | --- | --- |
| পাইথনে লজিক্যাল অপারেটরসমূহ | | |
| অপারেটর | অর্থ | উদাহরণ |
| and | উভয় অপারেন্ড true হলে True | a and b |
| or | যেকোনো একটি অপারেন্ড true হলে True | a or b |
| not | অপারেন্ড false হলে True | not a |

### ****উদাহরণঃ**** পাইথনে লজিক্যাল অপারেটর

a = True

b = False

print('a and b is',a and ab)

# Output: a and b is False

print('a or b is',a or b)

# Output: a or b is True

print('not a is',not a)

# Output: not a is False

### ****আইডেন্টিটি অপারেটর****

পাইথনে is এবং is not হচ্ছে আইডেন্টিটি অপারেটর। দুটি ভ্যলু(অথবা ভ্যারিয়েবল) মেমোরির একই অংশে অবস্থিত কিনা চেক করার জন্য এগুলো ব্যবহৃত হয়।

দুটি ভ্যারিয়েবল সমান হওয়ার অর্থ এই নয় যে তারা আইডেন্টিকাল। সুতরাং দুটি ভ্যালু সমান হলে তারা আইডেন্টিকাল নাও হতে পারে।

|  |  |  |
| --- | --- | --- |
| পাইথনে আইডেন্টিটি অপারেটর | | |
| অপারেটর | অর্থ | উদাহরণ |
| is | অপারেনড আইডেন্টিকাল হলে True হবে(একই অবজেক্টকে রেফার করে)। | x is True |
| is not | অপারেনড আইডেন্টিকাল না হলে True (একই অবজেক্টকে রেফার করে না) হবে। | x is not True |

### ****উদাহরণঃ**** পাইথনে আইডেন্টিকাল অপারেটর

x1 = 5

y1 = 5

x2 = 'Hello'

y2 = 'Hello'

x3 = [1,2,3]

y3 = [1,2,3]

print(x1 is not y1)

# Output: False

print(x2 is y2)

# Output: True

print(x3 is y3)

# Output: False

এখানে আমরা দেখতে পাচ্ছি যে, x1 এবং y1 একই ভ্যালুর পূর্ণ সংখ্যা, সুতরাং এরা সমান এবং আইডেন্টিকাল। একইভাবে স্ট্রিং x2 এবং y2 সমান এবং আইডেন্টিকাল।

কিন্তু x3 এবং y3 হচ্ছে লিস্ট। এরা সমান কিন্তু আইডেন্টিকাল নয়। যেহেতু লিস্ট পরিবর্তনশীল তাই এরা সমান হওয়া সত্ত্বেও ইন্টারপ্রেটার এদেরকে মেমোরির বিভিন্ন জায়াগায় স্থান দেয়।

### 

### ****মেম্বারশিপ অপারেটর****

পাইথনে in এবং not in হচ্ছে মেম্বারশিপ অপারেটর(Membership operator)। কোনো ভ্যালু বা ভ্যারিয়েবল [string](https://www.sattacademy.com/python/python-operators.php), [list](https://www.sattacademy.com/python/python-operators.php), [tuple](https://www.sattacademy.com/python/python-operators.php), [set](https://www.sattacademy.com/python/python-operators.php) এবং [dictionary](https://www.sattacademy.com/python/python-operators.php) ক্রমের মধ্যে আছে কি না যাচাই করার জন্য এগুলো ব্যবহৃত হয়।

ডিকশনারিতে ভ্যালুর পরিবর্তে কোনো কী(key)-এর উপস্থিতি আছে কিনা যাচাই করা হয়।

|  |  |  |
| --- | --- | --- |
| পাইথনে মেম্বারশিপ অপারেটর | | |
| অপারেটর | অর্থ | উদাহরণ |
| in | ক্রম(sequence)-এর মধ্যে ভ্যলু/ভ্যারিয়েবল থাকলে True হবে। | 5 in x |
| not in | ক্রম(sequence)-এর মধ্যে ভ্যলু/ভ্যারিয়েবল না থাকলে True হবে। | 5 not in x |

### ****উদাহরণঃ**** পাইথনে মেম্বারশিপ অপারেটর

x = 'Hello world'

y = {1:'a',2:'b'}

print('H' in x)

# Output: True

print('hello' not in x)

# Output: True

print(1 in y)

# Output: True

print('a' in y)

# Output: False

এখানে x এর মধ্যে 'H' আছে কিন্তু x এর মধ্যে 'hello' নাই (মনে রাখবেন, পাইথন কেস-সেন্সিটিভ)। একইভাবে ডিকশনারিতে y-এ 1 হচ্ছে কী 'a' হচ্ছে ভ্যালু। , 'a' in y এর ফলাফল False হয়।

#### কন্ডিশনাল স্টেটমেন্ট

# **পাইথন if স্টেটমেন্ট**

সিদ্ধান্ত গ্রহণের জন্য প্রোগ্রামিং এ সচরাচর কন্ডিশনাল(conditional) স্টেটমেন্ট ব্যবহৃত হয়। এই অধ্যায়ে আপনি if কন্ডিশনাল স্টেটমেন্ট ব্যবহার করে সিদ্ধান্ত গ্রহণ করা শিখবেন।

## **কন্ডিশনাল স্টেটমেন্ট**

পাইথন প্রোগ্রামিং এ তিন ধরণের if কন্ডিশনাল(conditional) স্টেটমেন্ট রয়েছেঃ

> if

> if-else

> if-elif-else

## **পাইথনে if স্টেটমেন্ট এর সিনট্যাক্স**

if testExpression:

statement(s)

**সিনট্যাক্স এর ব্যাখ্যা**

* প্রোগ্রাম প্রথমে **testExpression** কে মূল্যায়ন করে এবং এটি যদি True হয় তাহলে statement(s) সম্পাদিত হয়।
* যদি textExpression এর ভ্যালু False হয় তাহলে statement(s) সম্পাদিত হয় না।
* পাইথনে if স্টেটমেন্ট এর বডি(Body)-কে ইন্ডেন্টেশন(indentation)-এর মাধ্যমে লিখতে হয়। সুতরাং Body শুরু হয় ইন্ডেন্টেশনের মাধ্যমে এবং প্রথম যেখান থেকে ইন্ডেন্টেশন শুরু হয় সেখানেই শেষ হয়।
* শূন্য নয় এমন ভ্যালুকে পাইথন True হিসাবে গণ্য করে। None এবং 0 কে False হিসাবে গণ্য করে।

### 

### if স্টেটমেন্টের ফ্লোচার্ট
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### ****উদাহরণঃ**** পাইথন if স্টেটমেন্ট

# ধনাত্বক সংখ্যা হলে আমরা একটি ম্যাসেজ আউটপুট পাবো

num = 5

if num > 0:

print(num, "is a positive number.")

print("This is always printed.")

num = -5

if num > 0:

print(num, "is a positive number.")

print("This is also always printed.")

**আউটপুট**

5 is a positive number.

This is always printed.

This is also always printed.

**উদাহরণের ব্যাখ্যা**

* উপরের উদাহরণে num > 0 হচ্ছে testExpression।
* যদি testExpression এর ভ্যালু True হয় তাহলে if এর বডি সম্পাদিত হবে।
* যখন ভ্যারিয়েবল num এর ভ্যালু 5 এর সমান হয় তখন testExpression এর ভ্যালু true এবং if এর ভেতরে অবস্থিত বডি সম্পাদিত হবে।
* যদি ভ্যারিয়েবল num এর ভ্যালু -5 এর সমান হয় তাহলে testExpression এর মান false হয় এবং if এর ভেতরে অবস্থিত বডিকে স্কিপ করে পরবর্তী স্টেটমেন্ট সম্পাদিত হয়।
* print() স্টেটমেন্ট if ব্লক এর বাহিরে থাকায় এটি testExpression কে গ্রাহ না করে সব সময়ই সম্পাদিত হয়।

**মাল্টিপল বা নেস্টেড কন্ডিশন**

**Nested if**

কোন একটা if কন্ডিশনের ভিতর নেস্টেড (nested) ভাবে আরো এক বা একাধিক কন্ডিশনাল স্টেটমেন্ট ব্যবহার করা যায়, এটাকে নেস্টেড কন্ডিশন বলে। একটা উদাহরণ দেখে নেওয়া যাক –

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | # This program is an example of nested conditions in python    weather=25    if(weather<20):      print("The weather is cold.")  else:      if (weather>=20 and weather<=27):          print("The weather is temperate.")      elif(weather>27):          print("The weather is hot.") |

ফলাফল-

The weather is temperate.

এখানে পূর্বের উদাহরণের মতই কাজ হচ্ছে কিন্তু প্রথমেই আমরা যাচাই করে নিচ্ছি যে এটা ঠান্ডা আবহাওয়া কিনা, যদি না হয় তখন আমরা else এর ভিতর যেয়ে যাচাই করে নিচ্ছি যে এটা নাতিশীতোষ্ণ নাকি গরম।

এখানে else এর পরে যে if এবং elif ব্যবহার করা হয়েছে এটা নেস্টেড কন্ডিশন।

#### লুপ পরিচিতি

for লুপ দিয়ে খুব সহজেই যেকোনো সিকোয়েন্স টাইপ অবজেক্ট যেমন list, string ইত্যাদির মধ্যে iterate করা যায়। তাহলে দেখি উপরের প্রোগ্রামটি কিভাবে ফর লুপ ব্যবহার করে করা সম্ভব,

1

fruits = ["Apple", "Orange", "Pineapple", "Grape"]

2

# Lets make juice with these fruits

3

4

for fruit in fruits:

5

print(fruit + " Juice!")

Copied!

আউটপুট,

1

Apple Juice!

2

Orange Juice!

3

Pineapple Juice!

4

Grape Juice!

Copied!

আউটপুট কিন্তু একই। তাই, যখনই কোন iterable নিয়ে কাজ করার প্রয়োজন পরবে তখন for লুপ ব্যবহার করাই ভালো হয়।

অন্যান্য ল্যাঙ্গুয়েজ যেমন php তে এরকম কাজের জন্য আছে foreach যা দিয়ে কোন অ্যারে তে অপারেশন করা অনেক সহজ হয়ে যায়

এখন ধরুন আপনার কাছে কোন লিস্ট নাই কিন্তু নির্দিষ্ট সংখ্যকবার একটি কাজ পুনরাবৃত্তি করা দরকার। তখন কি করব? এ জন্য একটি সুন্দর ফাংশন হতে পারে range যা আমরা আগের চ্যাপ্টারে দেখে এসেছি। মনে আছে, range ব্যবহার করে ইচ্ছামত লিস্ট তৈরি করা যায়? এটাকেই কাজে লাগিয়ে নিচের উদাহরণটি দেখি,

1

for i in range(10):

2

print(i)

Copied!

আউটপুট,

1

0

2

1

3

2

4

3

5

4

6

5

7

6

8

7

9

8

10

9

Copied!

অর্থাৎ, range ফাংশন ব্যবহার করে একটি কাল্পনিক লিস্ট তৈরি করা হয়েছে যার এলিমেন্ট গুলো ছিল ০ থেকে ৯ পর্যন্ত [0, 1, 2, 3, 4, 5, 6, 7, 8, 9] এরকম। আর সেই লিস্টকেই iterate করা হয়েছে for লুপ দিয়ে অর্থাৎ ১০ বার কাজ করানো হয়েছে এই লুপকে। আর কাজটা ছিল তেমন কিছুই না প্রত্যেকটি এলিমেন্টকে ধরে প্রিন্ট করা।

এখন পর্যন্ত range ফাংশন এ প্যারামিটার হিসবে আমরা একটিমাত্র আর্গুমেন্ট দিচ্ছিলাম। আমরা যখন ফর লুপে range(10) লিখেছিলাম, এটি মূলত ০ থেকে ৯ পর্যন্ত প্রিন্ট করেছে। আবার একইভাবে যদি range(20) বসাই, তাহলেও একইভাবে ০ থেকে ১৯ পর্যন্ত প্রিন্ট করে দেখাতো । কিন্তু আমরা চাইলে আমাদের রেঞ্জ পছন্দমত বলে দিতে পারি, যেমন ধরুন, ৫ থেকে শুরু করে ৯ পর্যন্ত। এজন্য আমাদের যা করতে হবে , রেঞ্জ ফাংশনে দুইটা মান বা প্যারামিটার পাস করতে হবে, প্রথমটা শুরু এবং পরেরটা শেষের মান। নিচের কোডটা খেয়াল করি -

1

# start with 5 and ends with 10

2

for i in range(5, 10):

3

print(i)

Copied!

আউটপুট

1

5, 6, 7, 8, 9

Copied!

এছাড়াও আমরা স্টেপ সাইজও বলে দিতে পারি এখানে। মানে, কত ঘর পরপর মান বা ভ্যালু প্রিন্ট করবে সেটা। এরজন্য আমাদের উপরের মানদুটির সাথে আরো একটি প্যারামিটার দিতে হবে, যেটা হবে ইন্টারভাল বা স্টেপ সাইজ। যেমন ধরুন, আমরা ৫ থেকে ১৫ পর্যন্ত প্রিন্ট করবো এবং চাই যে তিন ঘর পরপর প্রিন্ট হোক। তাহলে এর জন্য আমাদের রেঞ্জ ফাংশনের ভিতরে যথাক্রামে, 'শুরু, শেষ, স্টেপ\_সাইজ' মানগুলো বসাতে হবে। নিচের কোডটা খেয়াল করি -

1

# start with 5 and ends with 15 and step size 3

2

for i in range(5, 15, 3):

3

print(i)

Copied!

আউটপুট

1

5 , 8 , 11 , 14

Copied!

আচ্ছা এ পর্যন্ত বুঝা গেলে আমরা একটি কাজ করতে পারি, এ পর্যন্ত তো আমরা সামনের দিকে ভ্যালু প্রিন্ট করা দেখলাম, কেননা আমরা এবার রেঞ্জ ব্যবহার করে এমন একটি কোড লিখি যেটা উল্টো দিকে ভ্যালু প্রিন্ট করবে, মানে ধরুন ১০ থেকে শুরুে হয়ে ০ পর্যন্ত যাবে এবং চলুন এর সাথে স্টেপ সাইজও ব্যবহার করে ফেলি, যেনো দুই ঘর পিছিয়ে পিছিয়ে ভ্যালু প্রিন্ট করে। নিচের কোডটা দেখলে বিষয়টি আরো পরিষ্কার হবে -

1

# start with 10

2

# end with 0

3

# step size -2

4

for i in range(10, 0, -2):

5

print(i)

Copied!

আঊটপুট

1

10

2

8

3

6

4

4

5

2

Copied!

আচ্ছা একটি মজার বিষয় জেনে রাখি, এই পর্যন্ত রেঞ্জ নিয়ে কাজ করলে আপনি হয়তো খেয়াল করেছেন , রেঞ্জ ফাংশনে আপনি শুধু ইন্টিজার ভ্যালুই দিতে পারেন, ফ্লোট টাইপ ভ্যালু দিতে পারেন না। সত্যি বলতে রেঞ্জ ফাংশন ফ্লোট টাইপ ভ্যালু আর্গুমেন্ট হিসেবে নেয় না।

কিন্তু আমরা চাইলে এর জন্য কাস্টম ফাংশন তৈরি করে নিতে পারি। এখানে আমরা একটি ইউজার ডিফাইন ফাংশন তৈরি করবো, যেটা রেঞ্জ ফাংশনের মতনই কাজ করবে, কিন্তু পার্থক্য হচ্ছে, এটি ফ্লোট টাইপ ডাটা নিয়েও কাজ করতে পারবে। আচ্ছা, ফাংশন সেকশনে ইউজার ডিফাইন ফাংশন নিয়ে বিস্তারিত ব্যাখ্যা আছে। আপনি যদি এর সাথে পরিচিত না হয়ে থাকেন, তাহলে আগে সে বিষয়টি সম্পর্কে জেনে আসুন, তারপর এটি পড়ুন, এতে আপনার বুঝতে সুবিধা হবে। আচ্ছা, নিচের কোডটা খেয়াল করি -

1

# we need all of those three argumet, such as start, stop, step

2

def frange(start, stop, step):

3

i = start

4

while i < stop:

5

yield i

6

i += step

7

for i in frange(0.5, 1.0 ,0.1):

8

print(i)

Copied!

আউটপুট

1

0.5

2

0.6

3

0.7

4

0.7999999999999999

5

0.8999999999999999

6

0.9999999999999999

Copied!

আচ্ছা, string তো একরকম iterable তাহলে এখানেও একবার for লুপ খাটিয়ে দেখি কিছু করা যায় কিনা -

1

for letter in 'Python': # Here "Python" acts like a list of characters

2

print(letter)

Copied!

আউটপুট,

1

P

2

y

3

t

4

h

5

o

6

n

Copied!

while লুপের মত ফর লুপেও break, continue ইত্যাদি কিওয়ার্ড ব্যবহার করে কাজের ধারাকে নিয়ন্ত্রণ করা যায়। যেমন -

1

for i in range(20):

2

if i == 5:

3

continue

4

if i > 9:

5

break

6

print(i)

7

8

print("Printed first 10 numbers except 5!")

Copied!

1

0

2

1

3

2

4

3

5

4

6

6

7

7

8

8

9

9

10

Printed first 10 numbers except 5!

Copied!

উপরে 0 থেকে 19 এই ২০টি এলিমেন্ট ওয়ালা একটি লিস্ট/রেঞ্জ এর উপর কাজ করা হয়েছে কিন্তু যখন 5 এলিমেন্টকে পাওয়া গেছে (i এর মাধ্যমে) তখন continue ব্যবহার করে একে প্রিন্ট না করে এড়িয়ে যাওয়া হয়েছে (লুপের শুরুতে ফিয়ে গিয়ে)। আবার যখন এলিমেন্টটি 9 এর বড়, সেই সময় ফর লুপের কাজ break এর মাধ্যমে থামিয়ে দেয়া হয়েছে যে কারনে 9 প্রিন্ট এর পর ফর লুপের কোন কাজ দেখা যাচ্ছে না বরং প্রোগ্রামের শেষ একটি সাধারণ প্রিন্ট স্টেটমেন্ট এর এক্সিকিউশন হয়েছে।

#### লুপ কভাবে স্টপ করবো ?

# **লুপ মানে ফাঁস। ফাঁস আমরা সবাই চিনি। এটা নিয়ে রাজনীতি করার কিছু নাই। কিন্তু প্রোগ্রামিংয়ের লুপ নিয়ে বলার আছে অনেক কিছুই। এই লুপ মানে হল বারবার। যখন একই কাজ বারবার করার দরকার পড়ে তখন লুপ ব্যবহার করতে হয়। লুপকে কন্ডিশনাল লজিকের ভিতরেই ফালানো যায়। কারণ লুপে কন্ডিশনের উপর ভিত্তি করেই একই কাজ বারবার করা হয়।**

আমরা একটা সমস্যার কথা চিন্তা করি। আমরা তো প্রিন্ট করতে সবাই পারি। আমাদের বলা হল, ১ থেকে ১০ পর্যন্ত সংখ্যাগুলো প্রিন্ট করতে হবে।

break ও continue ব্যবহার করে আমরা একটি লুপ স্টপ করতে পারি।

#### হোয়াইল লুপ

# **পাইথন while লুপ**

কোনো নির্দিষ্ট কোড ব্লককে রিপিট করার জন্য প্রোগ্রামিং এ লুপ ব্যবহৃত হয়। এই অধ্যায়ে আপনি পাইথনে while লুপ তৈরি করা শিখবেন।

যতক্ষণ পর্যন্ত testExpression বা কন্ডিশন true থাকে ততক্ষণ পর্যন্ত কোড ব্লককে ইটারেট করার জন্য পাইথনে while লুপ ব্যবহৃত হয়।

কোনো কোড ব্লককে কত সংখ্যকবার ইটারেট(iterate) করতে হবে তা পূর্বে থেকে জানা না থাকলে আমরা সাধারণত লুপ ব্যবহার করি।

## **পাইথন while লুপ এর সিনট্যাক্স**

while testExpression:

Body of while

**Syntax এর ব্যাখ্যা**

* while লুপে প্রথমে testExpression কে চেক করে। প্রোগ্রাম লুপের Body এর মধ্যে কেবল তখনই প্রবেশ করে( লুপের কোড ব্লক রান করে) যখন testEexpression এর মান True হয়।
* একবার ইটারেশন(iteration) এর পরে testExpression পুনরায় চেক হয়। testExpression এর মান False না হওয়া পর্যন্ত এই প্রক্রিয়া চলতেই থাকে।
* পাইথনে while লুপের body নির্ণয়ের জন্য ইন্ডেন্টেশন ব্যবহৃত হয়।
* Body শুরু হয় ইন্ডেন্টেশন দিয়ে এবং শেষ হয় যেখান থেকে প্রথম ইন্ডেন্টেশন শুরু হয়েছিল।

**নোটঃ** শূন্য নয় এমন যেকোনো ভ্যালুকে পাইথন True হিসাবে গণ্য করে। None এবং 0 কে False হিসাবে গণ্য করে।

## **while লুপ ফ্লোচার্ট**

![while লুপ এর ফ্লোচার্ট](data:image/png;base64,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)

**উদাহরনঃ পাইথন while লুপ**

# স্বাভাবিক সংখ্যার যোগফল নির্ণয়ের প্রোগ্রাম

# sum = 1+2+3+...+n

# ইউজার থেকে ইনপুট গ্রহন এর জন্য

# কমেন্ট তুলে দিন

# n = int(input("Enter n: "))

n = 10

# count এবং sum কে ইনিশিয়ালাইজ করা

count = 1

sum = 0

while count <= n:

sum = sum + count

count = count + 1 # update counter

#যোগফল প্রিন্ট হবে

print("The sum is", sum)

**আউটপুট**

Enter n: 10

The sum is 55

**উদাহরণের ব্যাখ্যা**

* উপরের প্রোগ্রামে testExpression ততক্ষণ পর্যন্ত True থাকবে যতক্ষণ পর্যন্ত ভ্যারিয়েবল count এর মান 10 এর সমান বা ছোট থাকবে। আমাদের প্রোগ্রামে count এর মান 10।
* লুপের body এর মধ্যে কাউন্টার(counter) ভায়রিয়েবলের মান বৃদ্ধি করা দরকার। এটি অত্যন্ত জরুরী, মজার বিষয় হলো প্রায় সময়ই আমরা এটা করতে ভুলে যায়। এটা করতে ভুলে গেলে প্রোগ্রাম অসীম সংখ্যকবার চলতে থাকবে, অর্থাৎ শেষই হবে না।
* পরিশেষে ফলাফল প্রদর্শিত হবে।

## 

## **else সহ while লুপ**

for লুপের ন্যায় while লুপেরও অতিরিক্ত else ব্লক থাকতে পারে।

এক্ষেত্রে while লুপের কন্ডিশন False হলে else অংশ সম্পাদিত হয়। while লুপ বন্ধ করার জন্য break স্টেটমেন্ট ব্যবহার করা হয়। এটি else অংশকেও এড়িয়ে যায়।

সুতরাং লুপের else অংশ কেবল তখনই সম্পন্ন হয় যখন কোনো break স্টেটমেন্ট থাকে না এবং কডিশন False হয়।

**নিচের উদাহরণের মাধ্যমে এটি আপনার কাছে আরও পরিষ্কার হয়ে যাবে।**

# for লুপ এর সাথে else স্টেটমেন্ট এর ব্যবহার

counter = 0

while counter < 5:

print("Inside while loop")

counter = counter + 1

else:

print("Inside else ")

**আউটপুট**

Inside while loop

Inside while loop

Inside while loop

Inside while loop

Inside while loop

Inside else

**উদাহরণের ব্যাখ্যা**

* উপরের প্রোগ্রামে স্ট্রিং Inside while loop কে ৫ বার প্রিন্ট করার জন্য আমরা কাউন্টার ভ্যারিয়েবল ব্যবহার করেছি।
* while লুপের ৬ষ্ট ইটারেশনে কন্ডিশন False হয়। সুতরাং else অংশ সম্পাদিত(executed) হয়।

#### এরর হ্যান্ডলিং: প্রাথমিক ধারণা

# **এরর হ্যান্ডলিং**

ইতিপূর্বে আমরা দেখে এসেছি নানা সময়ে নানা কারণে পাইথন নানা প্রকার এরর থ্রো করতেছে। ঐসব এরর আমাদের জিন্দেগী তামা-তামা কইরা দিছে। এখন আমরা ঐসব এরর হ্যান্ডেল করার জাদুমন্ত্র শিখব। তবে তার আগে এক নজরে আমরা গুরুত্বপূর্ণ স্টান্ডার্ড এক্সেপশনগুলো দেখে নেব। আর দেখব কখন তারা রেইজ (raise) হয়।

| এক্সেপশন | বর্ণনা |
| --- | --- |
| FileNotFoundError | যখন কোন নির্দিষ্ট ফাইলের অস্তিত্ব খুঁজে পাওয়া যায় না তখন রেইজ হয়। |
| ImportError | যখন import স্টেটমেন্ট ফেল করে তখন রেইজ হয়। |
| IndentationError | যখন কোডব্লকে ইনডেন্টেশন মেইনটেইন করা হয় না ঠিকমত তখন রেইজ হয়। |
| IndexError | যখন কোন সিকুয়েন্সে কোন নির্দিষ্ট ইনডেক্স খুঁজে পাওয়া যায় না তখন রেইজ হয়। |
| KeyboardInterrupt | যখন **Ctrl + C** চেপে ইউজার কোন প্রোগ্রামের এক্সিকিউশন থামিয়ে দেয় তখন রেইজ হয়। |
| KeyError | যখন ডিকশনারিতে কোন নির্দিষ্ট কী খুঁজে পাওয়া যায় না তখন রেইজ হয়। |
| NameError | যখন নির্দিষ্ট কোন লোকাল বা গ্লোবাল ভ্যারিয়েবল খুঁজে পাওয়া যায় না তখন রেইজ হয়। |
| OSError | যখন কোন সিস্টেম ফাংশন সিস্টেম রিলেটেড কোন এরর রিটার্ন করে তখন রেইজ হয়। |
| RuntimeError | যখন কোন এরর হ্যান্ডেল করার জন্য জেনারেল কোন স্টান্ডার্ড এক্সেপশন পাওয়া যায় না তখন রেইজ হয়। |
| StopIteration | যখন next() মেথড আর কোন অবজেক্টকে পয়েন্ট করে না তখন রেইজ হয়। |
| SyntaxError | যখন সিনট্যাক্সে ঘাপলা থাকে তখন রেইজ হয়। |
| SystemError | যখন পাইথন ইন্টারপ্রিটার কোন ইন্টারনাল এরর খুঁজে পায় তখন রেইজ হয়। |
| TabError | যখন কোডে একই সাথে ট্যাব আর স্পেস দিয়ে ইন্ডেন্টেশন করা হয় তখন রেইজ হয়। |
| TypeError | যখন কোন ফাংশন বা অপারেশন কোন অসঙ্গত টাইপের অবজেক্টে অ্যাপ্লাই করা হয় তখন রেইজ হয়। |
| UnboundLocalError | এটা হল NameError এর শিষ্য। যখন কোন ফাংশন বা মেথডে কোন লোকাল ভ্যারিয়েবল ব্যবহার করা হয় কিন্তু ঐ ভ্যারিয়েবলের কোন ভ্যালু থাকে না তখন রেইজ হয়। |
| ValueError | যখন কোন বিল্ট-ইন অপারেশন বা ফাংশন এমন কোন আর্গুমেন্ট গ্রহণ করে যার টাইপ ঠিক থাকলেও ভ্যালুতে গন্ডগোল এবং IndexError দিয়ে এই সমস্যা ধামাচাপা দেয়া যায় না তখন রেইজ হয়। |
| WindowsError | উইন্ডোজ অপারেটিং সিস্টেম ঘটিত সমস্যায় রেইজ হয়। |
| ZeroDivisionError | যখন কোন ভ্যালুকে শুন্য দিয়ে ভাগ করার চেষ্টা করা হয় তখন রেইজ হয়। |

## **এক্সেপশন (Exception) কি?**

সহজ কথায়, এক্সেপশন হল একটা ঘটনা যা প্রোগ্রাম চলার সময় কোন সমস্যার উদগীরণ হলে ঘটে। একটা উদাহরণ দিয়ে বিষয়টা আরো পরিষ্কার করে তুলে ধরা যাক। ফাইল চাপ্টারে আমরা সবার শেষে যে প্রোগ্রামটা লিখেছিলাম সেটা আবার চালাব আমরা। তবে এবার test.txt ফাইলটা ঐ জায়গা থেকে ডিলিট করে দেয়ার পর।

with open('test.txt', 'r') as my\_file:

content = my\_file.read()

print(content)

**আউটপুট**

Traceback (most recent call last):

File "/home/ugcoder/Desktop/test.py", line 1, in <module>

with open('test.txt', 'r') as my\_file:

FileNotFoundError: [Errno 2] No such file or directory: 'test.txt'

test.txt ফাইলটা না পেয়ে FileNotFoundError থ্রো করেছে পাইথন, তারপর প্রোগ্রামের এক্সিকিউশন বন্ধ হয়ে গেছে। ফলে শেষের নির্ভেজাল স্টেটমেন্টটাও এক্সিকিউট হয় নাই। এইরকম সমস্যার নিরসন করতেই এক্সেপশন হ্যান্ডলিং বা এরর হ্যান্ডলিং।

## **try … except**

উপরের এররটাই এবার আমরা হ্যান্ডেল করব। আগে আমরা প্রোগ্রামটা দেখব তারপর ব্যাখ্যায় যাব।

try:

with open('test.txt', 'r') as my\_file:

content = my\_file.read()

print(content)

except:

print('The file does not exist.')

print('Made by Maateen.')

**আউটপুট**

The file does not exist.

Made by Maateen.

এবার কিন্তু আর প্রোগ্রামটা ঠুস করেই শেষ হয়ে যায়নি। এররটা হ্যান্ডেল হয়ে শেষ স্টেটমেন্ট অবধি সুন্দরভাবে প্রোগ্রাম এক্সিকিউট হয়েছে।

try...except এর ব্যাপারটা হল এরকম: নরমাল কোডগুলো try ব্লকের ভিতর থাকবে। আর কোন এক্সেপশন রেইজ হলে except ব্লকের কোড এক্সিকিউট হবে। কোন নির্দিষ্ট এক্সেপশন হ্যান্ডেল করার জন্য কোড লিখতে চাইলে except এর পরে স্পেস দিয়ে এক্সেপশনের নাম দিয়ে দিতে হয়। আবার চাইলে এক্সেপশনের থ্রো করা মেসেজ হোল্ড করে প্রিন্ট করে ইউজারকে দেখানোও যায়। একটা উদাহরণ দেখা যাক।

try:

with open('test.txt', 'r') as my\_file:

content = my\_file.read()

print(content)

except FileNotFoundError:

print('The file does not exist.')

print('Made by Maateen.')

try:

my\_list = []

print(my\_list[0])

except IndexError as e:

print(e)

**আউটপুট**

The file does not exist.

Made by Maateen.

list index out of range

এখানে আমরা এক্সেপশনের নাম ধরে এরর হ্যান্ডেল করেছি। শেষের এক্সেপশনে পাইথনের জেনারেট করা এরর মেসেজই প্রিন্ট করে দিয়েছি। আচ্ছা, একটা try ব্লকের কোডে কয়েকটা এরর হতে পারে। সেক্ষেত্রে কিভাবে এরর হ্যান্ডেল করব আমরা?

আসলে একটা try ব্লকের জন্য যত খুশি তত except ব্লক লেখা যায়। তবে প্রতিটা except ব্লকে এক্সেপশনের নাম উল্লেখ করতে হবে। একটা নির্দিষ্ট এক্সেপশন রেইজ হলেই কেবল ঐ নির্দিষ্ট except ব্লক এক্সিকিউট হবে। একটা উদাহরণ দেখা যাক।

try:

my\_file = open('test.txt')

content = my\_file.read()

i = int(content.strip())

except IOError as e:

errno, strerror = e.args

print("I/O error({0}): {1}".format(errno,strerror))

except ValueError:

print("No valid integer in line.")

except:

print("Unexpected error!")

**আউটপুট**

I/O error(2): No such file or directory

এখানে আমরা একটা try ব্লকের জন্য তিনটা except ব্লক লিখেছি। প্রথমটা IOError এর জন্য, দ্বিতীয়টা ValueError এর জন্য আর শেষেরটা ঐ দুইটা বাদে যেকোন এররের জন্য। এ ধরনের except কে পাইথনিক ভাষায় Bare Except বলা হয়। বাংলায় অবশ্য আমরা এর একটা নাম দিতে পারি - ল্যাংটা এক্সেপ্ট। আর পারতপক্ষে ল্যাংটা এক্সেপ্ট স্কিপ করা উচিত আমাদের। কারণ, বেয়ার এক্সেপ্ট সব ধরনের এররকে হাইড করে দেয় ফলে আমরা জানতেই পারব না ঠিক কোন এক্সেপশনটাকে আমরা ক্যাচ করছি। তাই দেশ ও জাতির বৃহত্তর কল্যাণের স্বার্থে আমরা সবসময় এক্সেপশনের নাম উল্লেখ করে এরর হ্যান্ডেল করব।

আমরা চাইলে সবগুলো এররকে একটা except ব্লকে সেটেল করে দিতে পারতাম।

try:

my\_file = open('test.txt')

content = my\_file.read()

i = int(content.strip())

except (IOError, ValueError):

pass

## **try … except … else**

else ব্লক except ব্লকের শেষে বসে। try ব্লকে কোন এক্সেপশন রেইজ না হলেই কেবল else ব্লকের কোড এক্সিকিউট হয়। একটা উদাহরণ দেখা যাক।

try:

a = 5

b = 8

print(a + b)

except ValueError as e:

print(e)

else:

print('There is no exception.')

**আউটপুট**
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There is no exception.

কোন এক্সেপশন রেইজ হয়নি। তাই else ব্লকের কোড এক্সিকিউট হয়েছে।

## **try … except … finally**

finally ব্লক একেবারে শেষে বসে। আর কোন এক্সেপশন রেইজ হোক আর নাই বা হোক, finally ব্লকের কোড ঠিকই এক্সিকিউট হয়। এজন্য একে ক্লীন-আপ অ্যাকশন বলা হয়। একটা উদাহরণ দেখা যাক।

try:

with open('test.txt', 'r') as my\_file:

content = my\_file.read()

print(content)

except FileNotFoundError:

print('The file does not exist.')

finally:

print('To be or not to be that is the question.')

**আউটপুট**

The file does not exist.

To be or not to be that is the question.

test.txt ফাইলটা না থাকায় FileNotFoundError এক্সেপশন রেইজ হয়েছে। কিন্তু তারপরও finally ব্লকের কোড ঠিকই রেইজ হয়েছে।

#### এরর হ্যান্ডলিং এর কিছু নিয়ম

## **রেইজ এক্সেপশন**

পাইথনে তো অনেক বিল্ট-ইন এক্সেপশন আছে ( <https://docs.python.org/3/library/exceptions.html> )। আমরা চাইলে এদেরকে নিজ থেকে রেইজ করতে পারি।

try:

raise NameError('Hey! It is a custom error message.')

except NameError as e:

print(e)

**আউটপুট**

Hey! It is a custom error message.

এক্সেপশন রেইজ করার জন্য raise স্টেটমেন্ট ব্যবহার করতে হয়। raise এর পরে বিল্ট-ইন এক্সেপশনের নাম দিয়ে এর সাথেই ব্রাকেটের ভিতর এরর মেসেজ স্ট্রিং হিসাবে পাস করতে হয়।

বিল্ট-ইন এক্সেপশন ছাড়াও পাইথনে ইউজার-ডিফাইন্ড এক্সেশন ব্যবহার করা যায়। কিন্তু আমরা তো এখনও ছোট। তাই এখনই আমরা এটা শিখব না। ক্লাস, অবজেক্ট, মেথড সম্পর্কে যখন আমাদের ধারণা পরিষ্কার হবে তখন আমরা ইউজার-ডিফাইন্ড এক্সেপশন পয়দা করব। ততক্ষণ হ্যাপি এরর হ্যান্ডলিং!

#### ফাঙ্শন পরিচিতি

# **ফাংশন**

ফাংশনের সঙ্গে পরিচয় আমাদের অনেক আগেই হয়ে গিয়েছে। প্রথমেই যখন Hello world প্রিন্ট করেছিলাম, তখনই আমরা print() ফাংশন ব্যবহার করেছি। এছাড়াও আরো অনেক ফাংশন ব্যবহার করেছি, যেমন input(), len(), type() ইত্যাদি। আবার আমরা turtle মডিউল যখন ব্যবহার করেছি, তখন টার্টলের অনেক ফাংশনও ব্যবহার করেছি, যেমন forward(), left(), right(), dot() ইত্যাদি। ফাংশনগুলো কী কাজ করে, এটি আমাদের জানতে হবে, কিন্তু কিভাবে কাজ করে, সেটি এখন আমাদের জানার প্রয়োজন নেই। এসব ফাংশন তৈরি করে দেওয়া না থাকলে আমাদেরকে অনেক বেশি কষ্ট করতে হতো। যেমন print() ফাংশনটি কিভাবে কাজ করবে, সেটি পাইথনের বিল্টইনস্ মডিউলে লেখা আছে (তবে এই মডিউলটি আমাদের ইমপোর্ট করতে হয় না)। তেমনি dot() কিভাবে কাজ করবে, সেটি লেখা আছে টার্টল মডিউলের ভেতরে। এই অধ্যায়ে আমরা দেখবো, কিভাবে ফাংশন তৈরি করতে হয়, কিভাবে মডিউল তৈরি করতে হয় এবং প্রয়োজনীয় কিছু ফাংশনের ব্যবহার।

আমরা কখন ফাংশন তৈরি করবো? যখন আমাদেরকে একটি নির্দিষ্ট কাজ করতে হবে এবং সেই কাজটি একাধিকবার করার প্রয়োজন হবে, তখন আমরা সেই কাজের জন্য একটি ফাংশন তৈরি করে ফেলবো। আবার কখনও কখনও একটি কাজ একবার করলেও আমরা সেটির জন্য আলাদা ফাংশন তৈরি করতে পারি, যেন কোড বুঝতে সহজ হয়। যেমন ধরা যাক, আমাকে কোনো প্রোগ্রামে অনেকবার দুটি সংখ্যা যোগ করতে হবে। তখন আমরা এই যোগ করার জন্য একটি ফাংশন তৈরি করে ফেলতে পারি এভাবে :

def add(n1, n2):

return n1 + n2

আমরা দেখতে পাচ্ছি যে, ফাংশনের শুরুতে লিখতে হবে def, তাহলে পাইথন বুঝবে যে এখানে একটি ফাংশন তৈরি করা হচ্ছে (বা সংজ্ঞায়িত করা হচ্ছে, definition শব্দের প্রথম তিন অক্ষর def)। তারপর ফাংশনের নাম দিতে হবে। আমরা নাম দিয়েছি add। ফাংশনের নাম দেখে যেন বোঝা যায় যে, ফাংশনটি কী কাজ করবে। তারপরে প্রথম বন্ধনীর ভেতরে ফাংশনের প্যারামিটার লিখতে হবে। সব ফাংশনে প্যারামিটার থাকে না। প্যারামিটার থাকবে কী না এবং কয়টি, সেটি নির্ভর করে আমরা কী ফাংশন তৈরি করছি, তার ওপর। যেমন এখানে আমি তৈরি করছি দুটি সংখ্যার যোগফল বের করার ফাংশন। তাহলে তো আমাকে কোন দুটি সংখ্যা আমি যোগ করবো, সেগুলো জানতে হবে বা ইনপুট নিতে হবে। ফাংশনের ক্ষেত্রে প্যারামিটার হচ্ছে ইনপুট নেওয়ার পদ্ধতি। তারপরে একটি কোলন চিহ্ন দিতে হবে। পরের লাইন থেকে ফাংশনের ভেতরের কোড লিখতে হবে এবং সেগুলো ইনডেনটেশন করা থাকতে হবে, নইলে পাইথনের পক্ষে বোঝা সম্ভব হবে না যে কোন অংশ ফাংশনের ভেতরে আর কোন অংশ বাইরে। ফাংশন থেকে আবার এক বা একাধিক জিনিস ফেরত পাঠানো যায়, যাকে বলে রিটার্ন করা। আমাদের যেমন যোগফল ফেরত পাঠানো দরকার, তাই আমরা n1 + n2 এর মান রিটার্ন করছি। আমরা এখন ফাংশনটির ব্যবহার দেখবো। আমাদের কোনো নিয়মকানুন মুখস্থ করার প্রয়োজন নেই, চর্চা করে ও চিন্তা করে আমরা প্রোগ্রামিং শিখবো।

>>> def add(n1, n2):

... return n1 + n2

...

>>> n = 10

>>> m = 5

>>> result = add(n, m)

>>> print(result)

15

>>>

>>> number1 = 10

>>> number2 = 10

>>> result = add(number1, number2)

>>> print(result)

20

>>>

>>> n1 = 20

>>> n2 = 10

>>> print(add(n1, n2))

30

>>> print(add(2.5, 3.5))

6.0

>>>

#### ফাঙ্শন এর পেরামিটার ও আরগুমেন্ট

**ফাংশন আর্গুমেন্ট**

মনে আছে আমরা আগের চ্যাপ্টারে ফাংশনকে একটি ছোট্ট মেশিন হিসেবে কল্পনা করেছিলাম। যেকোনো মেশিন বা যন্ত্র যখন বানানো হয় তখন তার কাজের জন্য যেমন কিছু যন্ত্রপাতির সেটআপ দরকার হয় তেমনি সেই মেশিনে ইনপুট হিসেবে কিছু কাঁচামাল দিতে হয় যেগুলো প্রক্রিয়াজাত করে মেশিন আমাদের চাহিদা মোতাবেক জিনিষ তৈরি করে দেয় বা এর থেকে আউটপুট পাওয়া যায়। ধরে নিচ্ছি আমাদের বানানো মেশিনটির এক পাশ দিয়ে ময়দা, চিনি, দুধ, ক্রিম এসব দিলে আরেক পাশ দিয়ে সুন্দর কেক তৈরি হয়ে বের হয়। তাহলে সেই ময়দা, চিনি, দুধ, ক্রিম এসব হচ্ছে সেই মেশিনের **আর্গুমেন্ট** আর কেক বানানোর জন্য মেশিনের মধ্যে বিভিন্ন যন্ত্রের যে সেটআপ আছে সেটাকে বলা যেতে পারে **ফাংশন বডি**। আর শেষে যে সুস্বাদু কেক পাওয়া যায় তাকে বলা যেতে পারে ফাংশনের **রিটার্ন ভ্যালু**। এখন এরকম একটি মেশিন তৈরি হয়ে গেলে এই মেশিনকে যতবার ইচ্ছা ব্যবহার করা যাবে এবং এর থেকে কেক পাওয়া যাবে। কিন্তু অবশ্যই প্রতিবার সঠিকভাবে কেক পেতে হলে এই মেশিনের আর্গুমেন্ট তথা কাঁচামাল গুলো দিতে হবে।

প্রোগ্রামিং -এও একই ভাবে একটি ফাংশনের কিছু আর্গুমেন্ট থাকতে পারে যেগুলো পক্ষান্তরে ফাংশন বডির মধ্যে ব্যবহৃত হয়ে চাহিদা মোতাবেক প্রসেসড হবে। এই আর্গুমেন্ট গুলো পাঠানোর দায়িত্ব হচ্ছে তার, যে এই ফাংশনকে কল করবে বা ব্যবহার করতে চাইবে। নিচের উদাহরণটি দেখি -

1

def show\_double(x):

2

print(x\*2)

3

​

4

show\_double(2)

5

show\_double(100)

আউটপুট,

1

4

2

200

উপরে show\_double ফাংশনের আর্গুমেন্ট একটি। আর তাই যখনই আমরা এই ফাংশনকে কল করেছি বা ব্যবহার করতে চেয়েছি তখনি সেই ফাংশনের আর্গুমেন্ট (মেশিনের ক্ষেত্রে ইনপুট) পাঠিয়ে দিয়েছি এভাবে show\_double(2)। একবার কল করার সময় ইনপুট দিয়েছি 2 আবার আরেকবার কল করার সময় ইনপুট দিয়েছি 100 এবং আমাদের ফাংশনের কাজ হচ্ছে এর কাছে আসা যেকোনো আর্গুমেন্টকে দ্বিগুণ করে স্ক্রিনে প্রিন্ট করে। তাই দুইবারই আমাদের ফাংশন কাজটি সঠিক ভাবে করেছে।

আর্গুমেন্টকে ফাংশনের দুটি প্রথম বন্ধনীর মধ্যে ডিফাইন করতে হয়।

একটি ফাংশন কিন্তু একাধিক আর্গুমেন্ট নিয়ে কাজ করতে পারে অর্থাৎ এর একাধিক আর্গুমেন্ট থাকতে পারে। এটাই তো যৌক্তিক, তাই না? কারণ, একটি ফাংশন তথা মেশিনকে জটিল জটিল জিনিষ বানাতে বা আউটপুট দিতে তাকে অনেক গুলো ইনপুট নিয়ে কাজ করতে হতেই পারে। নিচের উদাহরণটি দেখি -

1

def make\_sum(x, y):

2

z = x + y

3

print(z)

4

​

5

make\_sum(5, 10)

6

make\_sum(500, 500)

আউটপুট,

1

15

2

1000

একটি বিষয় খেয়াল করুন, ফাংশনের আর্গুমেন্ট গুলোকে তার নিজের বডির মধ্যে একই নামের ভ্যারিয়েবল হিসেবে ব্যবহার করা যায়। যেমন উপরের উদাহরণে, make\_sum ফাংশনের কাছে দুটো আর্গুমেন্ট এসেছে x, এবং y নামে এবং এই দুটি ভ্যালুকে সে নিজের বডির মধ্যে ব্যবহার করেছে যোগ করার জন্য এবং যোগফল জমা করেছে z নামের আরেকটি ভ্যারিয়েবলে। কিন্তু এই x, y বা z কে উক্ত ফাংশনের বাইরে থেকে অ্যাক্সেস করা যাবে না বা ব্যবহার করা যাবে না। যেমন -

1

def make\_sum(x, y):

2

z = x + y

3

print(z)

4

​

5

make\_sum(5, 10)

6

print(z)

আউটপুট,

1

15

2

...

3

NameError: name 'z' is not defined

উপরের উদাহরণে, print(z) স্টেটমেন্টটি এরর দেখাচ্ছে কারণ z ভ্যারিয়েবলের গণ্ডি বা স্কোপ ছিল শুধুমাত্র make\_sum ফাংশনের মধ্যেই। তাই বাইরে থেকে একে অ্যাক্সেস করা যায় নি।

**মাল্টিপল প্যারামিটার হ্যান্ডলিং | আর্বিটরারি আর্গুমেন্ট লিস্ট**

মনে করুন, আপনি make\_sum ফাংশনটিতে অনেকগুলো প্যারামিটার পাঠাতে চাচ্ছেন যেমন, 10, 20, 30 ... ইত্যাদি। যদি আপনি make\_sum (a, b) হিসেবে ডিক্লেয়ার করেন তাহলে দুইটার বেশি প্যারামিটার পাঠাতে পারবেন না। সেক্ষেত্রে কোড হবে এইরকম,

1

def make\_sum(\*args):

2

sum = 0

3

for num in args: # Here, args is like a Tuple which is (10, 20, 30, 40)

4

sum += num

5

return sum

6

​

7

print(make\_sum(10, 20, 30, 40))

**আউটপুট**

1

100

# **পাইথনে \* এর অর্থ**

\* এর আর্গুমেন্টে ভ্যালু Tuple হিসেবে প্যাকড থাকে। এর মানে \* দিয়ে প্যারামিটার ডিক্লেয়ার করলে আমরা যেকোন সংখ্যক পজিশনাল আর্গুমেন্ট পাস করতে পারি। যেমন করলাম make\_sum এর ক্ষেত্রে। শুরুতে make\_sum মাত্র দুইটা আর্গুমেন্ট নিলেও পরবর্তীতে আমরা প্যারামিটারে \* বসিয়ে দিলাম তখন সে অনেকগুলো আর্গুমেন্ট পাস করতে পারছে।

পাইথনে \*\* এর অর্থ

আমরা চাইলে ফাংশনের প্যারামিটারে ডাবল অ্যাস্টেরিস্কস বসিয়েও ডিক্লেয়ার করতে পারি। ডাবল স্টারের মানে হল যেকোন সংখ্যক named parameter থাকতে পারে। এই মানগুলো ডিকশনারি হিসেবে প্যাকড থাকে। নিচের উদাহরণটি লক্ষ্য করা যাক,

1

def print\_dict(\*args):

2

print (args)

3

​

4

​

5

print\_dict(a=1, b=2)

আউটপুট,

1

TypeError Traceback (most recent call last)

2

<ipython-input-2-9970453fce76> in <module>()

3

----> 1 print\_dict(a=1, b=2)

4

​

5

TypeError: print\_dict() got an unexpected keyword argument 'a'

সিঙ্গেল অ্যাস্টেরিস্কস ব্যবহার করলে আমরা নেমড আর্গুমেন্ট পাস করতে পারব না। তাই আমাদের এসব ক্ষেত্রে ডাবল অ্যাস্টেরিস্কস ব্যবহার করতে হবে, যেমন

1

def print\_dict(\*\*kwargs):

2

print(kwargs)

3

​

4

​

5

print\_dict(a=1, b=2, c=3)

আউটপুট,

1

{'a': 1, 'c': 3, 'b': 2}

আমরা যদি কোডটা আরেকটু গুছিয়ে লেখি,

1

def print\_dict(\*\*kwargs):

2

for args in kwargs:

3

print("{0} : {1}".format(args, kwargs[args]))

4

​

5

​

6

print\_dict(a=1, b=2, c=3)

আউটপুট,

1

a : 1

2

c : 3

3

b : 2

চাইলে আমরা মিক্সড ভ্যারিয়েডিক আর্গুমেন্ট পাঠাতে পারি। মানে একই ফাংশনে তিন ধরণের আর্গুমেন্ট, তবে খেয়াল রাখতে হবে প্যারামিটারগুলো এমন ভাবে ডিফাইন করা হয় যেন প্রথমে সাধারণ প্যারামিটার তারপরে সিঙ্গেল অ্যাস্টেরিস্কের প্যারামিটার এবং অবশেষে ডাবল অ্যাস্টেরিস্কস এর প্যারামিটার থাকে। মানে আমাদের অবশ্যই ক্রম মানতে হবে এইক্ষেত্রে।

1

def print\_all(a, \*args, \*\*kwargs):

2

print(a)

3

print(args)

4

print(kwargs)

5

​

6

​

7

print\_all(10, 20, 30, 50, b=5, c=10)

আউটপুট,

1

10

2

(20, 30, 50)

3

{'c': 10, 'b': 5}

**প্যারামিটার ও আর্গুমেন্ট**

যখন একটি ফাংশনকে ডিফাইন করা হয় তখন এর ভ্যারিয়েবল গুলোকে প্যারামিটার বলা হয়। আর যখন একটি ফাংশনকে কল করা হয় তখন সেই ফাংশনের প্যারামিটার হিসেবে যে ভ্যালু পাঠানো হয় তাকে আর্গুমেন্ট বলা হয়।

#### ভ্যারিয়েবল স্কোপ

## **লোকাল ও গ্লোবাল ভেরিয়েবল**

**লোকাল ভেরিয়েবল** : একটি প্রোগ্রামে যেকোন ফাংশনে তৈরিকৃত variable ই **লোকাল ভেরিয়েবল**, এমনকি main function এর ভিতরে যেই variable declare করা হয় তাও **লোকাল ভেরিয়েবল** । একটি প্রোগ্রাম যখন কোনো ফাংশনের ভেতরে ঢুকে কম্পাইল করা শুরু করে , তখন সেই ফাংশনের ভেতরে যেই ভেরিয়েবলগুলো ডিক্লেয়ার করা হয়, সেগুলো মেমোরির এক জায়গায় থাকে এবং যখনই প্রোগ্রাম সেই ফাংশন থেকে বের হয়ে যায়, তখন আর সেই ভেরিয়েবলগুলোর নাম-ঠিকানা প্রোগ্রামের কাছে সংরক্ষিত থাকে না, তাই সেগুলো একসেস করা যায় না। এটিই হলো লোকাল ভেরিয়েবল ।

আর যদি কোন ফাংশনের বাইরে ভেরিয়েবল ডিক্লেয়ার করেন তবে তা হবে গ্লোবাল ভেরিয়েবল। ঐ ভেরিয়েবলকে প্রোগ্রামের সকল ফাংশন ব্যবহার করতে পারে। সুতরাং কোন ভেরিয়েবলকে একাধিক ফাংশনে ব্যবহার করতে চাইলে অবশ্যই তাকে **গ্লোবাল ভেরিয়েবল** হিসেবে ঘোষণা করতে হবে। গ্লোবাল ভেরিয়েবল সাধারণত একটি প্রোগ্রাম যা একটি ফাংশন এর বাইরে সংজ্ঞায়িত করা হয়। **গ্লোবাল ভেরিয়েবল** আপনার প্রোগ্রাম জীবনকাল জুড়ে তাদের মূল্য রাখা হবে এবং তারা প্রোগ্রামের জন্য নির্ধারিত কর্ম কোনো ভিতরে প্রবেশ করা যেতে পারে।

বিশ্বব্যাপী পরিবর্তনশীল কোনো ফাংশন দ্বারা ব্যবহার করা যাবে। এটা বিশ্বব্যাপী একটি পরিবর্তনশীল এর ঘোষণার পর আপনার সম্পূর্ণ প্রোগ্রাম সারা ব্যবহারের জন্য উপলব্ধ করা হয়. বৈশ্বিক এবং স্থানীয় ভেরিয়েবল ব্যবহার করে উদাহরণ অনুসরণ করা হয়:

|  |
| --- |
| #include <stdio.h>/\* global variable declaration \*/ int g;  int main () { /\* local variable declaration \*/ int a, b;  /\* actual initialization \*/ a = 10; b = 20; g = a + b;  printf (“value of a = %d, b = %d and g = %d\n”, a, b, g);  return 0; } |

একটি ফাংশন ভিতরে স্থানীয় এবং গ্লোবাল ভেরিয়েবল কিন্তু স্থানীয় পরিবর্তনশীল এর মান পছন্দের নিতে হবে জন্য একটি প্রোগ্রাম একই নাম থাকতে পারে.নিম্নলিখিত একটি উদাহরণ:

|  |
| --- |
| #include <stdio.h>/\* global variable declaration \*/ int g = 20;  int main () { /\* local variable declaration \*/ int g = 10;  printf (“value of g = %d\n”, g);  return 0; } |

উপরের কোড কম্পাইল এবং মৃত্যুদন্ড কার্যকর করা হয়, এটি নিম্নলিখিত ফলাফল সৃষ্টি করে:

|  |
| --- |
| value of g = 10 |

## **Formal Parameters**

ফাংশন পরামিতি, আনুষ্ঠানিক পরামিতি, যে ফাংশন সঙ্গে স্থানীয় ভেরিয়েবল হিসেবে গণ্য করা হয় এবং তারা গ্লোবাল ভেরিয়েবল উপর পক্ষপাত নিতে হবে.নিম্নলিখিত একটি উদাহরণ:

|  |
| --- |
| #include <stdio.h>/\* global variable declaration \*/ int a = 20;  int main () { /\* local variable declaration in main function \*/ int a = 10; int b = 20; int c = 0;  printf (“value of a in main() = %d\n”, a); c = sum( a, b); printf (“value of c in main() = %d\n”, c);  return 0; }  /\* function to add two integers \*/ int sum(int a, int b) { printf (“value of a in sum() = %d\n”, a); printf (“value of b in sum() = %d\n”, b);  return a + b; } |

উপরের কোড কম্পাইল এবং মৃত্যুদন্ড কার্যকর করা হয়, এটি নিম্নলিখিত ফলাফল সৃষ্টি করে:

|  |
| --- |
| value of a in main() = 10 value of a in sum() = 10 value of b in sum() = 20 value of c in main() = 30 |

## **লোকাল ও গ্লোবাল ভ্যারিয়েবল শুরু করা (initialization)**

একটি স্থানীয় পরিবর্তনশীল সংজ্ঞায়িত করা হয়, এটি সিস্টেমের সক্রিয়া করা হয় না, আপনি এটি নিজের আরম্ভ হবে. গ্লোবাল ভেরিয়েবল অনুসরণ হিসাবে আপনি তাদের সংজ্ঞায়িত যখন সিস্টেম দ্বারা স্বয়ংক্রিয়ভাবে আরম্ভ হয়:

Data Type Initial Default Value

|  |  |
| --- | --- |
| **Data Type** | **Initial Default Value** |
| int | 0 |
| char | ‘\0’ |
| float | 0 |
| double | 0 |
| pointer | NULL |

অন্যথায় সঠিকভাবে, আপনার প্রোগ্রাম ভেরিয়েবল আরম্ভ করার জন্য একটি ভাল প্রোগ্রামিং অভ্যাস অপ্রত্যাশিত ফলাফল উত্পন্ন করতে পারে

### ****লোকাল এবং গ্লোবাল ভেরিয়েবলের মধ্যে পার্থক্য:****

প্রতিটি ভেরিয়েবলের একটি স্কোপ (scope) থাকে। স্কোপ মানে ভেরিয়েবলটি প্রোগ্রামের কোথায় কোথায় পাওয়া যাবে। প্রোগ্রাম যখন কোনো ফাংশনের ভেতরে ঢুকে, তখন সেই ফাংশনের ভেতরে যেই ভেরিয়েবলগুলো ডিক্লেয়ার করা হয়, সেগুলো মেমোরির এক জায়গায় থাকে এবং যখনই প্রোগ্রাম সেই ফাংশন থেকে বের হয়ে যায়, তখন আর সেই ভেরিয়েবলগুলোর নাম-ঠিকানা প্রোগ্রামের কাছে থাকে না, তাই সেগুলো একসেস করা যায় না। তাই ফাংশনের ভেতরের সব ভেরিয়েবল হচ্ছে লোকাল ভেরিয়েবল, এমনকী মেইন ফাংশনের ভেতরে তৈরি করা ভেরিয়েবলও লোকাল ভেরিয়েবল।

এখন মাঝে মাঝে আমাদের এমন ভেরিয়েবল দরকার, যেটা সব ফাংশনের ভেতরে পাওয়া যাবে এবং ফাংশন থেকে বের হয়ে গেলেও ওই ভেরিয়েবলের অস্তিত্ব থাকবে। এইরকম ভেরিয়েবলকে বলে গ্লোবাল ভেরিয়েবল।

#### অবজেক্ট ও ক্লাস পরিচিতি

# **নতুন ক্লাস তৈরি করা**

আমরা যদি নতুন ধরণের অবজেক্ট তৈরি করতে চাই, তাহলে আমাদেরকে প্রথমে নতুন ক্লাস তৈরি করতে হবে। ধরা যাক, আমি একটি কার রেসিং গেমস বানাবো। সেই গেমসের একটি মূল বিষয় হচ্ছে কার (Car) বা গাড়ি। আমাকে অনেক কার অবজেক্ট তৈরি করতে হবে। তাই প্রথমে Car নামে একটি ক্লাস তৈরি করবো। এই ক্লাসে কী কী ডেটা অ্যাট্রিবিউট ও মেথড থাকতে পারে? এখন নিজে নিজে একটি তালিকা তৈরি করার চেষ্টা করে দেখতে হবে। আমি একটি সহজ তালিকা দিচ্ছি। তবে, এটি কোনো পূর্ণাঙ্গ তালিকা নয়, অনেকের মাথায় অন্যকিছুও আসতে পারে।

ডেটা অ্যাট্রিবিউট:

* নাম (name)
* উৎপাদনকারী প্রতিষ্ঠান (manufacturer)
* রং (color)
* তৈরির সাল (year)
* ইঞ্জিনের ক্ষমতা (সিসি) (cc)

মেথড :

* ইঞ্জিন চালু করা (start)
* ব্রেক করা (brake)
* চালানো (drive)
* ডানে-বাঁয়ে ঘোরা (turn)
* গিয়ার পরিবর্তন (change gear)

এভাবে প্রথমে আমাদের ক্লাসের ডিজাইন করতে হবে। তারপর ক্লাস ডায়াগ্রাম (class diagram) তৈরি করতে হবে, তবে এই বইতে সেটি আমি দেখাবো না, তাই আপাতত এটি না শিখলেও চলবে। তারপরে আমরা পাইথনে ক্লাসটি তৈরি করবো। এখন প্রশ্ন হচ্ছে, আমরা কি করে বুঝবো যে আমাদেরকে একটি ক্লাস তৈরি করতে হবে? আমরা যখন সফটওয়্যার তৈরি করবো, এটি যেই সমস্যার সমাধানের জন্য তৈরি, সেটি নিয়ে চিন্তা করে বিশেষ্য পদগুলো (Noun) খুঁজে বের করতে হবে। দেখা যাবে এগুলোর বেশিরভাগের জন্যই আমাদের ক্লাস তৈরি করার দরকার হবে। যেমন, কার রেসিং গেমের ক্ষেত্রে, Car, Player, Track ইত্যাদি। আবার আমরা যদি স্কুল ম্যানেজমেন্ট করার জন্য একটি সফটওয়্যার তৈরি করি, তাহলে সেখানে Student, Teacher, Employee, ClassRoom, Subject, Result ইত্যাদি ক্লাস থাকতে পারে। সবগুলোই কিন্তু বিশেষ্য পদ, অর্থাৎ Noun।

পাইথনে ক্লাস তৈরি করতে হলে প্রথমে class লিখে একটি স্পেস দিয়ে ক্লাসের নাম লিখতে হয়, তারপরে সেই ক্লাসের ভেতরে বিভিন্ন স্টেটমেন্ট লেখা হয়। এখানেও ইনডেন্টেশন করতে হয়। ক্লাস ডিক্লেয়ার করার পরের লাইন থেকে যতটুকু কোড ক্লাসের ভেতরে থাকবে, তারা এক ট্যাব (tab) ডান দিক থেকে শুরু হবে।

class ClassName:

<statement-1>

.

.

.

<statement-N>

ওপরে ClassName হচ্ছে ক্লাসের নাম। আমরা যেই নামের ক্লাস তৈরি করতে চাই, সেই নামটি সেখানে ব্যবহার করবো। আর স্টেটমেন্ট-এর জায়গায় বিভিন্ন ভ্যারিয়েবলে মান রাখা কিংবা মেথড তৈরি করা যাবে।

class Car:

name = "Premio"

color = "white"

def start():

print("Starting the engine")

ওপরে আমরা Car নামে একটি ক্লাস তৈরি করলাম। তারপরে সেখানে name ও color নামে দুটি ডেটা অ্যাট্রিবিউট রাখলাম, আর start নামে একটি মেথড তৈরি করলাম। এখন আমরা এই অ্যাট্রিবিউটগুলো ব্যবহার করতে পারবো। নিচের কোডে সেটি দেখানো হয়েছে :

class Car:

name = "Premio"

color = "white"

def start():

print("Starting the engine")

print("Name of the car:", Car.name)

print("Color:", Car.color)

Car.start()

প্রোগ্রামটি সেভ করে রান করলে নিচের মতো আউটপুট আসবে :

$ python car.py

Name of the car: Premio

Color: white

Starting the engine

[নোট: কার রেসিং গেম তৈরি করার সময় কিন্তু start() মেথড কেবল একটি লাইন প্রিন্ট করবে না, বরং গাড়ি চালু করার একটা শব্দ হবে, অ্যানিমেশন হবে। কিন্তু সেগুলো আমার এই বইতে আলোচনার বিষয় নয়। আমরা বরং অবজেক্ট ওরিয়েন্টেড প্রোগ্রামিং শেখার চেষ্টা করছি।]

এখন কেউ প্রশ্ন করতে পারে যে, সব গাড়ির রং তো সাদা হবে না, আর সব গাড়ির নামও প্রিমিও (Premio) হবে না। তাহলে কী করা যায়? আমরা ক্লাসের ভেতরে ওই ডেটা অ্যাট্রিবিউটগুলোয় ফাঁকা স্ট্রিং অ্যাসাইন করতে পারি। তারপরে সেগুলো পরিবর্তন করা যাবে।

class Car:

name = ""

color = ""

def start():

print("Starting the engine")

Car.name = "Axio"

Car.color = "Black"

print("Name of the car:", Car.name)

print("Color:", Car.color)

Car.start()

এখন প্রোগ্রামটি রান করে দেখব। আর বইটি কিন্তু কেবল পড়ে গেলে চলবে না, সবকিছু বইয়ের সঙ্গে সঙ্গে নিজেও কোড করে প্র্যাকটিস করতে হবে।

$ python car.py

Name of the car: Axio

Color: Black

Starting the engine

আমরা যদি ওপরের কোডে print(dir(Car)) লিখি, তাহলে Car ক্লাসের তিনটি অ্যাট্রিবিউট দেখতে পাবো : ‘color’, ‘name’, ‘start’। সেই সঙ্গে অবশ্য আরো অ্যাট্রিবিউট দেখাবে, যেগুলো \_ দিয়ে শুরু, আপাতত সেগুলো নিয়ে চিন্তা করা দরকার নেই।

এখন পর্যন্ত আমরা সরাসরি Car ক্লাসের বিভিন্ন অ্যাট্রিবিউট ব্যবহার করেছি। এখন আমরা Car ক্লাসের অবজেক্ট তৈরি করবো। এই অবজেক্ট তৈরির কাজটিকে পাইথনের ভাষায় বলে ইনস্ট্যানশিয়েট (instantiate) করা। এজন্য অবজেক্টকে ইনস্ট্যান্সও বলা হয়ে থাকে।

class Car:

name = ""

color = ""

def start():

print("Starting the engine")

# creating a Car object

my\_car = Car()

my\_car.name = "Allion"

print(my\_car.name)

my\_car.start()

এখানে আমি প্রথমে Car ক্লাসের একটি অবজেক্ট তৈরি করলাম : my\_car = Car()। তারপর, my\_car – এর নাম দিয়ে দিলাম : my\_car.name = “Allion” এবং সেটি প্রিন্ট করে দেখলাম। শেষ লাইনে my\_car-কে চালু করার চেষ্টা করলাম, তার start() মেথড কল করে। কিন্তু এখানেই বিপত্তি। প্রোগ্রামটি যদি আমরা চালাই, তাহলে নিচের মতো আউটপুট দেখবো :

$ python car.py

Allion

Traceback (most recent call last):

File "car.py", line 12, in <module>

my\_car.start()

TypeError: start() takes 0 positional arguments but 1 was given

নাম প্রিন্ট হলো ঠিকই, কিন্তু তারপরে এরর দিলো যে, start() takes 0 positional arguments but 1 was given। এর অর্থ হচ্ছে, start() মেথড যখন তৈরি করা হয়েছে, সেখানে সেটি আর্গুমেন্ট হিসেবে কোনো কিছু নেয় না (def start()), মানে 0টি আর্গুমেন্ট নেয়, কিন্তু আমরা 1টি আর্গুমেন্ট পাঠাচ্ছি (but 1 was given)! কিন্তু আমরা কোথায় একটি আর্গুমেন্ট পাঠালাম? আমরা তো লিখেছি my\_car.start()। ব্র্যাকেটের ভেতরে কিছু লিখি নি। আমরা যখন কোনো অবজেক্টের মেথড কল করি (যেমন : my\_car.start()), তখন সেই মেথডের ভেতরে অবজেক্টটি আপনাআপনি চলে যায়। কেন যায়, সেটি আমরা পরবর্তি সময়ে আলোচনা করবো। আমাদের এখন যেটি করতে হবে, সেটি হচ্ছে, def start()-এর বদলে লিখতে হবে def start(self)।

class Car:

name = ""

color = ""

def start(self):

print("Starting the engine")

my\_car = Car()

my\_car.name = "Allion"

print(my\_car.name)

my\_car.start()

এখন প্রোগ্রামটি রান করলে ঠিকঠাক চলবে। self-এর বদলে অন্যকিছু লিখলেও চলে, কিন্তু এই ক্ষেত্রে পাইথনের রীতি হচ্ছে self লেখা।

আমরা যখন একটি Car ক্লাসের অবজেক্ট তৈরি করছি, চাইলে তখনই আমরা সেই অবজেক্টের বিভিন্ন বৈশিষ্ট্য বলে দিতে পারি। প্রথমে আমরা নিচের কোডটি টাইপ করে রান করবো, তারপর সেটি আলোচনা করবো।

class Car:

name = ""

color = ""

def \_\_init\_\_(self, name, color):

self.name = name

self.color = color

def start(self):

print("Starting the engine")

my\_car = Car("Corolla", "White")

print(my\_car.name)

print(my\_car.color)

my\_car.start()

প্রোগ্রামটি রান করলে ঠিকঠাক আউটপুট আসবে। এখানে আমি একটি নতুন মেথড ব্যবহার করেছি, \_\_init\_\_()। যখন কোনো ক্লাসের অবজেক্ট তৈরি করা হয়, তখন এই মেথডটি আপনাআপনি (অটোমেটিক) কল হয়। তাই যখন my\_car = Car(“Corolla”, “White”) স্টেটমেন্টটি চলে, তখন আসলে Car ক্লাসের \_\_init\_\_ মেথড কল হয়। সেই মেথডের প্রথম প্যারামিটার হচ্ছে self। এটি সবসময়ই দিতে হবে। তারপরে যেহেতু আমরা গাড়ির নাম ও রং সেট করে দিতে চাই, তাই name ও color নামে দুটি প্যারামিটার রাখছি। তারপরে ফাংশনের ভেতরে self.name-এ name অ্যাসাইন করছি, আর self.color-এ color অ্যাসাইন করছি। আমি যখন লিখছি self.name, সেটি বোঝাচ্ছে যে, যেই অবজেক্টটি আমি তৈরি করছি, তার name অ্যাট্রিবিউট। এখানে Car ক্লাসের ভেতরে যে name ডিক্লেয়ার করেছি (name = “”), self.name, আর init ফাংশনের name প্যারামিটার – তিনটি কিন্তু আলাদা। এখানে এসে ব্যাপারটা একটু এলোমেলো লাগতে পারে। তাই আমরা ওপরের কোডটি একটু পরিবর্তন করে লিখি।

class Car:

def \_\_init\_\_(self, n, c):

self.name = n

self.color = c

def start(self):

print("Starting the engine")

my\_car = Car("Corolla", "White")

print(my\_car.name)

print(my\_car.color)

my\_car.start()

প্রোগ্রামটি রান করলে আউটপুট আসবে এরকম –

$ python car.py

Corolla

White

Starting the engine

এখানে যখন আমি my\_car = Car(“Corolla”, “White”) লিখছি, তখন \_\_init\_\_(self, n, c)-এর self-এ যাচ্ছে my\_car অবজেক্টের রেফারেন্স, n-এ যাচ্ছে “Corolla”, আর c-তে যাচ্ছে “White”। তারপর যখন self.name = n স্টেটমেন্ট এক্সিকিউট হচ্ছে, তখন my\_car অবজেক্টের name নামে একটি অ্যাট্রিবিউট তৈরি হচ্ছে আর সেখানে n অ্যাসাইন হচ্ছে। একইভাবে color অ্যাট্রিবিউট তৈরি হয়ে সেখানে c-তে যা পাঠিয়েছিলাম, তা অ্যাসাইন হচ্ছে।

Car ক্লাসে যে দুটি ডেটা অ্যাট্রিবিউট তৈরি করেছিলাম (name ও color), সেগুলো কিন্তু আমি বাদ দিয়ে দিয়েছি। কারণ আমি অবজেক্ট তৈরি করার সময় init মেথডের ভেতরে self.name ও self.color যখন লিখছি, তখন সেই অবজেক্টের জন্য name ও color নামে অ্যাট্রিবিউট তৈরি হয়ে যাচ্ছে। একে বলে ইনস্ট্যান্স অ্যাট্রিবিউট, যা কেবল ওই ক্লাসের ইনস্ট্যান্সের (বা অবজেক্টের) থাকে। তবে এখন কিন্তু আর ক্লাসের নাম লিখে ডট দিয়ে name (ও color) একসেস করা যাবে না। আমরা যদি লিখি print(Car.name), তাহলে আমরা এরর পাবো : AttributeError: type object ‘Car’ has no attribute ‘name’। অর্থাৎ Car ক্লাসের name নামে কোনো অ্যাট্রিবিউট নেই। আমরা যখন এরকম লিখেছিলাম –

class Car:

name = ""

color = ""

তখন, এই name ও color–কে বলা হয় ক্লাস অ্যাট্রিবিউট। বেশিরভাগ সময়ই আমাদের এরকম অ্যাট্রিবিউট তৈরি করার দরকার পরবে না।

এখন ক্লাসের ভেতরে যেসব মেথড আছে, তারা যদি ওই ক্লাসের অবজেক্টের বিভিন্ন অ্যাট্রিবিউট একসেস করতে চায়, সেই কাজটি করতে পারবে, তবে অ্যাট্রিবিউটের নামের আগে অবশ্যই self লিখে ডট দিতে হবে, তাহলে পাইথন বুঝতে পারবে যে, অ্যাট্রিবিউটটি কোন অবজেক্টের সঙ্গে সংশ্লিষ্ট।

class Car:

def \_\_init\_\_(self, n, c):

self.name = n

self.color = c

def start(self):

print("name: ", self.name)

print("color: ", self.color)

print("Starting the engine")

my\_car = Car("Corolla", "White")

my\_car.start()

ওপরের প্রোগ্রামে আমরা start() মেথডের ভেতরে অবজেক্টের নাম ও রং প্রিন্ট করেছি। এখন একটি মজার জিনিস দেখাই। self-এ যে অবজেক্ট পাঠানো হয়, তার প্রমাণ পাওয়া যাবে নিচের প্রোগ্রাম চালালে –

class Car:

def \_\_init\_\_(self, n, c):

self.name = n

self.color = c

def start(self):

print("name: ", self.name)

print("color: ", self.color)

print("Starting the engine")

my\_car = Car("Corolla", "White")

Car.start(my\_car)

আমরা my\_car অবজেক্ট তৈরি করলাম। তারপর, Car.start() মেথড কল করলাম কিন্তু আর্গুমেন্ট হিসেবে my\_car অবজেক্ট ব্যবহার করলাম। এই প্রোগ্রামের আউটপুট কিন্তু হুবুহু আগের প্রোগ্রামের মতোই হবে। তবে বলে রাখা ভালো যে, সাধারণত এভাবে আমরা start() মেথড কল করবো না।

এখন আমরা চাইলে একাধিক কার অবজেক্ট তৈরি করতে পারি।

class Car:

def \_\_init\_\_(self, n, c):

self.name = n

self.color = c

def start(self):

print("name: ", self.name)

print("color: ", self.color)

print("Starting the engine")

my\_car1 = Car("Corolla", "White")

my\_car1.start()

my\_car2 = Car("Premio", "Black")

my\_car2.start()

my\_car3 = Car("Allion", "Blue")

my\_car3.start()

প্রোগ্রামটি রান করলে আউটপুট আসবে এরকম :

$ python car.py

name: Corolla

color: White

Starting the engine

name: Premio

color: Black

Starting the engine

name: Allion

color: Blue

Starting the engine

প্রতিটি অবজেক্টের অ্যাট্রিবিউটগুলো কিন্তু আলাদা। যেমন, my\_car1-এর color আর my\_car2-এর color আলাদা। এটি হচ্ছে অবজেক্ট ওরিয়েন্টেড প্রোগ্রামিংয়ের একটি বড় সুবিধা। আমরা যত খুশি অবজেক্ট তৈরি করতে পারি। প্রতিটি অবজেক্ট তার নিজস্ব অ্যাট্রিবিউট ধারণ করবে।

আরেকটি কথা বলা প্রয়োজন। আমরা যে \_\_init\_\_ মেথড ব্যবহার করছি, যা অবজেক্ট তৈরি হওয়ার সময় আপনাআপনি কল হয়, একে বলে কনস্ট্রাকটর (constructor)।

এখন ধরা যাক, Car ক্লাসের অবজেক্ট তৈরি করার পর আমার খেয়াল হলো, অবজেক্টের একটি ডেটা অ্যাট্রিবিউট দরকার, যেটি ক্লাসের মধ্যে নেই। আর আমি এখন ক্লাসটিও পরিবর্তন করতে চাইছি না। কিন্তু তাতে কোনো সমস্যা নেই। আমি চাইলে যেকোনো সময় আমাদের অবজেক্টের সঙ্গে একটি ডেটা অ্যাট্রিবিউট জুড়ে দিতে পারবো।

class Car:

def \_\_init\_\_(self, n, c):

self.name = n

self.color = c

def start(self):

print("Starting the engine")

car = Car("Corolla", "White")

car.year = 2017

print(car.name, car.color, car.year)

**ক্লাস ইনহেরিটেন্স**

ইনহেরিটেন্স (inheritance) যেকোন অবজেক্ট ওরিয়েন্টেড প্রোগ্রামিং এর জন্য এক অনন্য ফিচার (feature).

এটি খুবই একটি সাধারণ ধারণা। ধরা যাক, আপনার বাবার একটি গাড়ি আছে, অর্থাৎ এটি আপনারও গাড়ি, আবার আপনার নিজের কেনা একটি গাড়িও থাকতে পারে। এখানে আপনার বাবার গাড়িটি আপনার কাছে ইনহেরিট হচ্ছে।

প্রোগ্রামিং এর ক্ষেত্রেও তাই। যখন একটি প্যারেন্ট ক্লাসের (Parent Class) কোন একটি অ্যাট্রিবিউট (Attribute) বা মেথড (Method), চাইল্ড ক্লাসে (Child Class) ইনহেরিট হয় তখন তাকে**ইনহেরিটেন্স বলে**।

আগের পর্বে আমরা শুধুমাত্র একটা ক্লাস নিয়ে আলোচনা করেছি। এই পর্বে আমরা একাধিক ক্লাস ব্যবহার করে ইনহেরিটেন্স এর উদাহরণ দেখে নেব।

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | # This is an example of inheritance in Python  class MathClass: # Parent Class      def \_\_init\_\_(self,x,y):          self.x=x          self.y=y      def Multiply\_function(self):          z=self.x\*self.y          return z    class MathClass2(MathClass): # Child Class      def \_\_init\_\_(self,x,y):          self.x=x          self.y=y      def Division\_function(self):          z=self.x/self.y          return z    FirstObject=MathClass(5,10) # creating an object  SecondObject=MathClass2(4,2) # creating an object    print(FirstObject.Multiply\_function()) # Accessing a method  print(SecondObject.Division\_function()) # Accessing a method  print(SecondObject.Multiply\_function()) # Accessing a method using inheritance |
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এখানে দুইটা ক্লাস আছে, MathClass এবং MathClass2. এখন ২৩ নম্বর লাইনে SecondObject এ Multiply\_function() কল করা হয়েছে; কিন্তু MathClass2 তে এই নামে কোন ফাংশন নেই। মূলত এই ফাংশনটা MathClass থেকে ইনহেরিট হয়েছে।

আগে আমরা self কিওয়ার্ডটি ব্যবহার করছিলাম, কিন্ত ইনহেরিটেন্স এর জন্য ক্লাসের ভিতর যে ক্লাসকে ইনহেরিট করতে চাচ্ছি সেটার নাম দিতে হয় যেটা ১০ নম্বর লাইনে দেখানো হয়েছে।

প্যারেন্ট ক্লাস (Parent Class)

যে ক্লাসকে ইনহেরিট করা হবে সেটাকে প্যারেন্ট ক্লাস বলা হয়। উপরের উদাহরণে ২য় লাইনে যে MathClass ব্যবহার করা হয়েছে এটা প্যারেন্ট ক্লাস বা বেজ ক্লাস (Base Class)।

চাইল্ড ক্লাস (Child Class)

যে ক্লাসে কোন ক্লাসকে ইনহেরিট করা হবে তাকে চাইল্ড ক্লাস বলা হয়। উপরের উদাহরণের ১০ম লাইনে MathClass2 একটি চাইল্ড ক্লাস।

**রিসার্ভড কীওয়ার্ড কিভাবে ব্যবহার করবো ?**

এই অধ্যায়ে আপনি পাইথন কীওয়ার্ড(keywords) সম্মন্ধে জানবেন। কীওয়ার্ড হলো পাইথনের সংরক্ষিত শব্দ(word) যা সিনট্যাক্স এর অংশ।

আপনি [ভ্যারিয়েবল](https://www.sattacademy.com/python/python-variables.php) এবং [ফাংশন](https://www.sattacademy.com/python/python_functions.php) এর নাম দেওয়ার জন্য কীওয়ার্ড অথবা [আইডেন্টিফায়ার](https://www.sattacademy.com/python/python-identifier.php) ব্যবহার করতে পারবেন না। এগুলো পাইথন ভাষার সিনট্যাক্স এবং গঠন নির্ধারণের জন্য ব্যবহৃত হয়।

পাইথন এর কীওয়ার্ডসমূহ কেস-সেনসিটিভ(case-sensitive)।

পাইথন ৩.৬ এ ৩৩ টি কীওয়ার্ড আছে। এগুলো ভার্সন পরিবর্তনের সময় খুব সামান্যই পরিবর্তন হয়।

True, False এবং None কীওয়ার্ড ছাড়া অন্য সকল কিওয়ার্ডসমূহ ছোট হাতের অক্ষর(lowercase) লিখতে হয় এবং লিখার সময় হুবুহু লিখতে হবে। নিম্নে কীওয়ার্ডসমূহের তালিকা দেওয়া হলো।

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| পাইথন ভাষার কীওয়ার্ডসমূহ | | | | |
| False | class | finally | is | return |
| None | continue | for | lambda | try |
| True | def | from | nonlocal | while |
| and | del | global | not | with |
| as | elif | if | or | yield |
| assert | else | import | pass |  |
| break | except | in | raise |  |

#### ফাইল পরিচিতি

# **পাইথন ফাইল রিডিং এবং রাইটিং**

আমরা যখন কোন প্রোগ্রাম লিখি, রান করি সাধারণত ডেটা গুলো স্ক্রিনে দেখায়। এক সময় হারিয়ে যায়। আমরা চাই আমাদের প্রোগ্রাম যে ডেটা ইউজার থেকে ইনপুট নিবে, তা সেভ করে রাখতে, যেন ভবিষ্যৎ এও ব্যবহার করা যায়। আবার মাঝে মাঝে কোন ফাইল থেকে ডেটা পড়ে কোন অপারেশন করার দরকার হতে পারে। আর তার জন্য পাইথনে রয়েছে ফাইল রিডিং এবং রাইটিং অপশন।

কোন ফাইল থেকে ডেটা পড়া বা তাতে কিছু ডেটা রাখার জন্য আগে তা ওপেন করতে হয়। তা করা হয় open() দিয়ে। আর open() একটা অবজেক্ট রিটার্ণ করে। ওপেন এর ভেতর ফাইল এর নাম দিতে হয়। ধরে নিচ্ছি আমরা যে ডিরেক্টরিতে পাইথন প্রোগ্রামটি রেখেছি, ঐ একই ডিরেক্টরি/ফোল্ডারে file.txt নামক একটা ফাইল রয়েছে। যদি না থাকে, তাহলে একটা txt ফাইলে তৈরি করে নিন। file.txt এর ভেতরে কিছু লেখা রাখুন।

|  |  |
| --- | --- |
| 1  2  3 | f = open('file.txt')  content = f.read()  print(content ) |

এখানে প্রথম লাইনে আমরা ফাইলটি অবজেক্ট হিসেবে ওপেন করেছি।এরপর তার ভেতরের কন্টেন্ট গুলো রিড করেছি। এবং তা content নামক একটা ভ্যারিয়েবলে রেখেছি। শেষে কন্টেন্ট ভ্যারিয়েবলটি প্রিন্ট করেছি।

ফাইলের ভেতরে যাই থাকবে, তাই আমাদের আউটপূট দিবে।

এখন যদি আমরা ফাইলের ভেতরের শুধু প্রথম লাইন পড়তে চাই, তার জন্যঃ

|  |  |
| --- | --- |
| 1  2  3 | f = open('file.txt')  line = f.readline()  print(line) |

সব গুলো লাইন একটা একটা করে রিড করার জন্য আমরা একটা লুপ চালাতে পারি, যেমনঃ

|  |  |
| --- | --- |
| 1  2  3 | f = open( 'file.txt')  for line in f:      print(line) |

এখানে আমরা for লুপ ব্যবহার করেছি। for লুপ সম্পর্কে কন্ট্রোল স্টেটম্যান্ট চ্যাপ্টার থেকে জানা যাবে।

**ফাইলে কিছু ডেটা রাখা / ফাইল রাইটিংঃ**

আমরা যখন open() ব্যবহার করে কোন ফাইল ওপেন করি, তা ডিফল্ট ভাবে রিডিং মুডে ওপেন হয়। যেমন f = open( ‘file.txt’) এখানে আমাদের file.txt ফাইলটি রিডিং মুডে ওপেন হয়েছে। আমরা শুধু ফাইল থেকে ডেটা পড়তে পারব। কিন্তু কোন কিছু ফাইলে রাখতে পারব না। যদি আমরা কোন কিছু লিখতে চাই ফাইলে, তার জন্য মুড পরিবর্তন করতে হবে। যেমন রাইটিং মুডে ওপেন করার জন্যঃ

|  |  |
| --- | --- |
| 1 | f = open( 'file.txt','w') |

এখন ফাইলটি রাইটিং মুডে ওপেন হয়েছে। এবার আমরা এর ভেতরে কিছু লিখবঃ

|  |  |
| --- | --- |
| 1  2 | f = open( 'file.txt','w')  f.write('This is a testn') |

ফাইল নিয়ে কাজ করা শেষ হলে আমরা ফাইলটি ক্লোজ করব। close() ব্যবহার করে। এখন থেকে আমরা ফাইল ওপেন করে কাজ করা শেষে close() কল করে ফাইলটি ক্লোজ করব।

এখন যদি আমরা file.txt ফাইলটি ওপেন করে দেখি, তাহলে তার ভেতরে দেখতে পাবোঃ

|  |  |
| --- | --- |
| 1 | This is a test |

আগের ডেটা গুলো রিমুভ হয়ে গিয়েছে।

আমরা যদি ফাইলে কোন নাম্বার রাখতে চাই, তাহলে নাম্বারকে আগে স্ট্রিং এ কনভার্ট করে নিতে হবে, তারপর তা ফাইলে রাখতে পারব। যেমন আমরা pi এর মান ফাইলে রাখতে চাই, তার জন্যঃ

|  |  |
| --- | --- |
| 1  2  3  4  5 | pi = 3.14159265359  s = str(pi)  f = open( 'file.txt', 'w' )  f.write(s)  f.close() |

ফাইলটি ওপেন করলে এখন দেখতে পাবো পাই এর মান স্টোর করা হয়েছে। আমরা চাইলে পাই এর মানের সাথে কোন স্ট্রিং ও যোগ করে রাখতে পারিঃ

|  |  |
| --- | --- |
| 1  2  3  4  5 | pi = 3.14159265359  s = str(pi)  f = open( 'file.txt', 'w' )  f.write( 'Value of pi: ' + s)  f.close() |

এটা ফাইলে স্টোর কবেঃ Value of pi: 3.14159265359

এগুলো খুব সাধারণ কাজ। যদিও এই সাধারণ অপারেশন ব্যবহার করে আমরা অনেক গুলো কাজ করে ফেলতে পারি।

**ফাইল নিয়ে আরো কিছু কাজ**

ফাইল নিয়ে বলার মত তো কিছুই নাই। সরকারি দফতরে ফাইল নিয়ে যে কত্ত ধকল পোহাইতে হইছে তা কেবল আল্লাহ মালুম। এক টেবিল থেকে অন্য টেবিলে তো দূরে থাক, একই টেবিলে ফাইলের স্তুপে নিচ থেকে উপরে উঠাইতেও কি আর কম ধকল? তবে পাইথনে ফাইল নিয়ে কাজবাজ করা এতটা কঠিন না। ফাইল নিয়ে কাজ করতে গিয়ে আমরা তিনটা জিনিস শিখব। ফাইল ওপেন (open) করা, ওপেন করা ফাইল রিড (read) করা, রিড করার পর ফাইল রাইট (write) করা আর শেষমেষ ফাইল ক্লোজ (close) করা।

প্রথমে আমরা শিখব কিভাবে সাধের ফাইলটা ওপেন করা যায়। কারণ, ফাইল ওপেন না করে তো আর বাকি কাজ করা যাবে না। পাইথনে ফাইল ওপেন করার জন্য open() ফাংশনটা ব্যবহার করব আমরা। এই ফাংশনটা তিনটা প্যারামিটার নিয়ে কাজ করে।

* ফাইলের নাম: প্রথম প্যারামিটার হল ফাইলের নাম। আমাদের স্ক্রিপ্ট ও আলোচ্য ফাইল যদি একই ডিরেক্টরিতে হয় তবে শুধু ফাইলের নামটা স্ট্রিং হিসাবে দিতে হয়। ফাইল যদি আলাদা ডিরেক্টরিতে থাকে তবে পুরো পাথটা স্ট্রিং হিসাবে দিতে হবে।
* অ্যাক্সেস মোড: দ্বিতীয় প্যারামিটার হল অ্যাক্সেস মোড। একটা ফাইলকে আমরা বিভিন্ন কাজের জন্য ওপেন করতে পারি। সেক্ষেত্রে ভিন্ন ভিন্ন কাজের জন্য ভিন্ন ভিন্ন মোডে ফাইলটা ওপেন করতে হবে। নিচে কতগুলো মোডের নাম ও কোন কাজে লাগে তা দেয়া হল।

| মোড | বর্ণনা |
| --- | --- |
| r | এটা হল ডিফল্ট মোড। কোন মোড স্পেসিফাই করে না দেয়া হলে এটা আপনা-আপনি কাজ করে। এটা শুধু রিড করার জন্য একটা ফাইলকে ওপেন করে। আর ফাইল পয়েন্টার ফাইলের শুরুতে থাকে। |
| rb | সবকিছু মোড r এর মতই। শুধু তফাৎ হল ফাইলটা বাইনারি ফরম্যাটে ওপেন করে। |
| r+ | সবকিছু মোড r এর মতই। এক্সট্রা বেনেফিট হল ফাইলটা রাইটও করা যায়। |
| rb+ | r+ আর rb এর কম্বিনেশন। |
| w | ফাইলকে রাইট মোডে ওপেন করে। ফাইলের অস্তিত্ব না থাকলে নিজ থেকেই ফাইল তৈরি করে নেয়। আর অস্তিত্ব থেকে থাকলে পুরাতন ফাইলকে ওভাররাইট করে। |
| wb | সবকিছু মোড w এর মতই। শুধু তফাৎ হল ফাইলটা বাইনারি ফরম্যাটে ওপেন করে। |
| w+ | সবকিছু মোড w এর মতই। এক্সট্রা বেনেফিট হল ফাইলটা রিডও করা যায়। |
| wb+ | w+ আর wb এর কম্বিনেশন। |
| a | ফাইলকে অ্যাপেন্ড (append) মোডে ওপেন করে। এই মোডে ফাইল পয়েন্টার ফাইলের একেবারে শেষে থাকে। ফাইল রাইট করলে তা ফাইলের শেষে যোগ হয়। ফলে আগের সব ডাটা রক্ষিত থাকে। তবে ফাইলের অস্তিত্ব না থাকলে নিজ থেকেই ফাইল তৈরি করে নেয়। |
| ab | সবকিছু মোড a এর মতই। শুধু তফাৎ হল ফাইলটা বাইনারি ফরম্যাটে ওপেন করে। |
| a+ | সবকিছু মোড a এর মতই। এক্সট্রা বেনেফিট হল ফাইলটা রিডও করা যায়। |
| ab+ | a+ আর ab এর কম্বিনেশন। |

* বাফারিং: তৃতীয় প্যারামিটার হল বাফারিং। এটা একটু উচ্চতর বিষয়। আমরা এটা সম্পর্কে পরে জানব।

কয়েকটা উদাহরণ দিলে বিষয়গুলো আরো পরিষ্কার হয়ে যাবে আমাদের কাছে। এজন্য আমরা ছোট্ট একটা কাজ করব। আমাদের স্ক্রিপ্টের সাথে একই ডিরেক্টরিতে test.txt নামে একটা ফাইল তৈরি করব। তারপর ফাইলে The name of my country is Bangladesh. কথাটা লিখে সেইভ করে রাখব। এবার কয়েকটা প্রোগ্রাম লেখা যাক।

my\_file = open('test.txt', 'r')

content = my\_file.read()

print(content)

my\_file.close()

**আউটপুট**

The name of my country is Bangladesh.

প্রোগ্রামটার ময়নাতদন্ত করা যাক একটু। প্রথম লাইনে আমরা ফাইলটা রিড মোডে ওপেন করেছি। দ্বিতীয় লাইনে ফাইলটা read() ফাংশনের (আসলে মেথড) সাহায্যে রিড করে ডাটা content ভ্যারিয়েবলে অ্যাসাইন করেছি। আর শেষ লাইনে close() ফাংশন (মেথড) ব্যবহার করে ফাইলটা ক্লোজ করে দিয়েছি। আরেকটা প্রোগ্রাম দেখা যাক।

my\_file = open('test.txt', 'w')

my\_file.write('I am Maksudur Rahman Maateen.')

my\_file.close()

এখানে write() ফাংশন (মেথড) ব্যবহার করে আমরা ফাইলটা রাইট করেছি। এই ফাংশনের ভিতর স্ট্রিং হিসাবে যা দেয়া হবে তাই রাইট হবে ফাইলে। প্রোগ্রামটা রান করলে আমরা আউটপুট কিছুই পাব না। তবে ফাইলটা যদি নরমালি ওপেন করে দেখি তাহলে দেখব সেখানে এখন The name of my country is Bangladesh. এর পরিবর্তে I am Maksudur Rahman Maateen. লেখা রয়েছে। এবার আরেকটা প্রোগ্রাম দেখা যাক।

my\_file = open('test.txt', 'a')

my\_file.write('I am from Bangladesh.')

my\_file.close()

এই প্রোগ্রামটা রান করলেও আমরা আউটপুট কিছুই পাব না। তবে ফাইলটা যদি নরমালি ওপেন করে দেখি তাহলে দেখব সেখানে এখন I am Maksudur Rahman Maateen. এর পরে I am from Bangladesh. লেখা রয়েছে। এবার আরেকটা প্রোগ্রাম দেখা যাক।

my\_file = open('test.txt', 'r')

content = my\_file.read(5)

print(content)

content = my\_file.read()

print(content)

position = my\_file.tell()

print(position)

my\_file.seek(0, 0)

content = my\_file.read()

print(content)

my\_file.close()

**আউটপুট**

I am

Maksudur Rahman Maateen.I am from Bangladesh.
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I am Maksudur Rahman Maateen.I am from Bangladesh.

লম্বা-চওড়া একটা প্রোগ্রাম। আমরা এবার এটা ব্যাখায় যাব। দ্বিতীয় লাইনে read() এর ভিতর আমরা 5 ভ্যালু পাস করেছি। এর ফলে ফাইলের প্রথম ৫ টা ক্যারেক্টার পর্যন্ত রিড হবে শুধু। একটা কথাটা তো আমরা নিশ্চয়ই জানি, স্পেসও একটা ক্যারেক্টার। যাহোক, ষষ্ঠ লাইনে এসে আমরা tell() ফাংশন দিয়ে ফাইল পয়েন্টারের পজিশন খুঁজে বের করেছি। আর অষ্টম লাইনে seek() ফাংশন দিয়ে ফাইল পয়েন্টার আবার শুরুতে নিয়ে গিয়েছি। আরেকটা উদাহরণ দেখা যাক।

with open('test.txt', 'r') as my\_file:

content = my\_file.read()

print(content)

**আউটপুট**

I am Maksudur Rahman Maateen.I am from Bangladesh.

এই প্রোগ্রামে আমরা with স্টেটমেন্ট ব্যবহার করেছি। স্টেটমেন্টটা ব্যবহার করে ফাইলটা my\_file নামে ওপেন করেছি। বাদবাকি অপারেশন নরমাল। কেউ কি লক্ষ্য করেছি যে আমরা ফাইলটা ক্লোজ করিনি। আসলে এটাই এই স্টেটমেন্টের সুবিধা। কাজ শেষে বা কোন এরর পেলে নিজ থেকেই ফাইলটা ক্লোজ করে দেয়।

এই ছিল ফাইল নিয়ে আমাদের বেসিক আলোচনা। এখন বাড়ির কাজ আছে। একটা ফাইলে লুপ ঘুরিয়ে ১ থেকে ১০০ পর্যন্ত লাইন বাই লাইন রাইট করব আমরা। কি পারব তো সবাই? চেষ্টা করলে অবশ্যই পারব।

**লিস্ট কম্প্রিহেনশন**

লিস্ট শব্দের বাংলা অর্থ তালিকা। আমাদের বোধহয় ব্যখ্যা করার দরকার পড়ে না তালিকা কি জিনিস । পাইথনেও লিস্ট একই কাজ করে । সহজ কথায় লিস্ট হল কতগুলো আইটেমের একটি তালিকা । অনেক প্রোগ্রামিং ল্যাঙ্গুয়েজে লিস্ট ডিক্লেয়ার করার সময় বলে দিতে হয় লিস্টের আইটেমগুলোর টাইপ কি হবে, পাইথনে তার দরকার পড়ে না । একটি লিস্টের আইটেমগুলো বিভিন্ন টাইপের হতে পারে ।

কিভাবে লিস্ট ডিক্লেয়ার করব? (থার্ড) ব্রাকেটের ভিতরে কমা দিয়ে একেকটি আইটেম সেপারেট করে দিলেই লিস্ট তৈরি হয়ে যাবে । আসুন উদাহরণ দেখি:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | my\_list = [1,"a string",45.56]  print my\_list[0]  print my\_list[1]  print my\_list[2]    print my\_list    print type(my\_list[0])  print type(my\_list[1])  print type(my\_list[2]) |

প্রথমে কোডগুলো মনোযোগ দিয়ে পড়ুন । বোঝার চেষ্টা করূন এর আউটপুট কি হতে পারে ।

বরাবরের মত একটি পাইথন ফাইলে এই কোডগুলো লিখে রান করে দেখুন কি আউটপুট দেখায় । type() ফাংশনটির ব্যবহার আমরা আগেই দেখেছি । আউটপুট দেখে মিলিয়ে নিন আপনি কি আশা করেছিলেন আউটপুট হিসেবে আর কি এসেছে আউটপুট । যদি না মিলে, বোঝার চেষ্টা করূন কোথায় বুঝতে পারেন নি ।

এই কোড থেকে আমরা কি কি দেখলাম:

* কিভাবে লিস্ট ডিক্লেয়ার করতে হয়
* লিস্টের আইটেমগুলোর একটি ইন্ডেক্স ভ্যালু থাকে। এই ইন্ডেক্স ভ্যালু ব্যবহার করে আমরা n-তম আইটেমের মান বের করতে পারি
* এই ভ্যালুর মান 0 থেকে শুরু হয় । অর্থাৎ প্রথম আইটেমের ইন্ডেক্স 0, দ্বিতীয়টির 1 এভাবে n-তম আইটেমের ইন্ডেক্স (n-1)

লিস্ট সম্পর্কে আরো জানার আগে আমরা range() ফাংশনটির ব্যবহার দেখে নেই । এই ফাংশনটির একটি উদাহরণ দেখি :

|  |  |
| --- | --- |
| 1  2 | print range(0,10)  print range(0, 100, 10) |

এই ফাংশনটি সংখ্যার লিস্ট তৈরি করে । এর সিগনেচার অনেকটা এরকম: range(min,max,step) । এখানে min হল নূন্যতম ভ্যালু যেটা থেকে লিস্ট শুরু হবে । max হল সর্বোচ্চ ভ্যালু যেটার ঠিক আগের ভ্যালু পর্যন্ত লিস্ট তৈরি হবে । step হল মধ্যবর্তী ব্যবধান ।

উপরোক্ত কোড রান করালে প্রথমে আমরা পাব 0 থেকে শুরু করে 10 এর ঠিক আগের ভ্যালু অর্থাৎ 9 পর্যন্ত । যদি step না দেওয়া হয় তাহলে পাইথন এটার ভ্যালু 1 ধরে নেয় । দ্বিতীয় বার আমরা step হিসেবে 10 দিয়েছি । তাই এবার আমরা 0 থেকে শুরু করে প্রতি 10 ঘর পর পর সংখ্যার লিস্ট পাব 90 পর্যন্ত ।

আমরা লিস্ট প্র্যাকটিস করার জন্য range() ফাংশনটি ব্যবহার করে দ্রুত লিস্ট তৈরি করে নিব । আসুন ফেরা যাক লিস্টে । আমরা দেখেছি কিভাবে ইন্ডেক্স ব্যবহার করে আমরা লিস্টের আইটেমগুলো এক্সেস করেছি । ধরূন আমাদের লিস্টের সব ডাটা লাগবে না, আমরা একটি নির্দিষ্ট রেঞ্জ নিয়ে কাজ করতে চাই । পাইথন আমাদের সেই সুবিধা দেয় (যা অন্য অনেক ল্যাঙ্গুয়েজে পাওয়া যায় না ) । আসুন দেখি কিভাবে:

এই উদাহরণটি নিজেরা চেষ্টা করার জন্য প্রথমেই একটি লিস্ট তৈরি করে নেই ।

|  |  |
| --- | --- |
| 1 | sl = range(1,11) # A list containing the integers from 1 to 10 |

আসুন এবার লিস্ট নিয়ে নাড়া চাড়া করা যাক:

|  |  |
| --- | --- |
| 1  2  3  4  5 | list1to5 = sl[0:5]  print list1to5    list2to7 = sl[1:7]  print list2to7 |

এই কোড রান করালে দেখা যাবে list1to5 একটি লিস্ট যার ভ্যালু 1 থেকে 5 । sl[0:5] বলতে বোঝানো হয় sl নামক লিস্টের 0-তম আইটেম থেকে শুরু করে 5-তম আইটেমের আগের আইটেম পর্যন্ত আইটেমগুলো নিয়ে তৈরি একটি লিস্ট । এবার নিজে নিজেই বোঝার চেষ্টা করুন list2to7 এর ভ্যালু কি হতে পারে এবং কেন ।

এবার নিজে কিছু কাজ করুন:  
3 থেকে 9 পর্যন্ত লিস্ট বোঝাতে আমরা কি লিখব?  
sl[:5] এর ভ্যালু কত হবে?  
sl[4:] এর ভ্যালু কত হবে?  
sl[:] এর ভ্যালু কত হবে? কেন?

আমরা range ফাংশনে step এর ব্যবহার দেখেছিলাম । লিস্টের ক্ষেত্রেও step ব্যবহার করা যায় । যেমন:

|  |  |
| --- | --- |
| 1  2 | print sl[0:10:2]  print sl[0:9:3] |

অর্থাৎ শেষে আরেকটি কোলন দিয়ে আমরা step ভ্যালুটি নির্দেশ করে থাকি । তাই প্রথম ক্ষেত্রে আমরা 0-তম আইটেম থেকে শুরু করে 2টি আইটেম বাদ দিয়ে দিয়ে 10-তম আইটেমের আগের আইটেম পর্যন্ত যে আইটেগুলো আছে সেগুলোর লিস্ট পাব । নিজে নিজে বোঝার চেষ্টা করি দ্বিতীয় ক্ষেত্রে কি ঘটছে ।

যে কোন ভ্যালুর আগে মাইনাস চিহ্ন দিলে তার অবস্থান বিপরীত দিক থেকে বিবেচনা করা হয় । তাই শেষ দিক থেকে 5-তম আইটেমের ভ্যালু হবে sl[-5] । এভাবে শেষ দিক থেকে 2-তম আইটেমের আগ পর্যন্ত আইটেমগুলোর লিস্ট পাব: sl[:-2] । step এর ভ্যালু নেগেটিভ হলে গনণা উল্টো দিকে হবে । যেমন শেষ দিক থেকে 2-তম আইটেমের আগের আইটেম থেকে শুরু করে 3-তম আইটেম পর্যন্ত আইটেমগুলো 2 ধাপ করে পেছালে আমরা যে লিস্টটি পাব তার জন্য আমাদের কে লিখতে হবে : sl[-2:3:-2]

এভাবে নিজেরা ইচ্ছামত লিস্ট তৈরি করে তার বিভিন্ন অংশ আলাদা করার চেষ্টা করি । প্রথমবার দেখে লিস্টের সিন্ট্যাক্স খুব জটিল মনে হতে পারে । কিন্তু কিছুদিন অনুশীলন করলেই ঠিক হয়ে যাবে । পাইথনের চমৎকার ফিচারগুলোর মধ্যে অন্যতম হল লিস্ট এর এই ব্যবহার । একটি লিস্ট এর যে কোন অংশ নিয়ে আরেকটি লিস্ট খুব সহজেই তৈরি করা যায়। পাইথনে লিস্টের আরো চমকপ্রদ কিছু ব্যবহার রয়েছে যেগুলো নিয়ে ভবিষ্যতে কোন এক সময় লিখব ।

#### ডিক্শনারি কম্প্রিহেনশন

ডিকশনারি (Dictionary) পাইথনের একটি অন্যতম built-in  ডেটা টাইপ।  লিস্ট (list ) এর মত  এটিও একটা গুরুত্বপূর্ণ ডেটা টাইপ। আসলে ডিকশনারি ( **key:value pair**) বা **key: value জোড়া**ছাড়া আর কিছুই না । পাইথনের সিকোয়েন্স টাইপ যেমনঃ লিস্ট (list) কে আমরা নাম্বার (number) দিয়ে  ইনডেক্স (index) করে  থাকি  কিন্তু ডিকশনারি (Dictionary ) কে ইনডেক্স করা হয় key ব্যবহার করে ।  আর এখানে একজন প্রোগ্রামারকে  অবশ্যই  মনে রাখতে হবে keys গুলোকে অবশ্যই  immutable  টাইপের হতে হবে।  আর এটিই সবচেয়ে গুরুত্বপূর্ণ। immutableবলতে বোঝায় যেগুলোকে পরিবর্তন করা যায় না। মূলত পাইথনের ***immutable***টাইপ গুলোর মধ্যে String , Number কে  সাধারণত ***key***হিসেবে ব্যবহার করা হয়। নিচে পাইথনের ***immutable***আর ***immutable***টাইপ গুলো দেওয়া হল  আর এগুলোকে অবশ্যই  মাথায় রাখতে হবে।

#### ডেকরেটর সম্পর্কে প্রাথমিক ধারণা

“ডেকরেটর! ওই যে বিভিন্ন অনুষ্ঠানের সাজ সজ্জা করে মানে ডেকরেট করে….. তো পাইথনে আবার তাদের কি কাজ!”

পোস্টের টাইটেল দেখে যদি আপনার মনে এরকম প্রশ্নের উদয় হয় তাহলেও দোষের কিছু নেই। পাইথনে ডেকরেটর কিছুটা এডভান্স আর কমপ্লেক্স টপিক। তবে চিন্তা নেই, এই পোস্টে আমরা একটু সহজ ভাবে, ধাপে ধাপে জানার চেষ্টা করবো পাইথনে ডেকরেটর জিনিষটা কী, কীভাবে কাজ করে আর কীভাবেই বা ব্যাবহার করে।

@mydecorator

def myfunc():

      pass

ঠিক ঠাক ভাবে বললে, ডেকরেটর হল এক ধরনের callable যা অন্য callable এর ফাংশনালিটিকে মডিফাই করে। আরেকটু সহজ করে বললে, ডেকরেটর হল এক ধরনের ফাংশন যা অন্য ফাংশনের ফাংশনালিটিকে মডিফাই করে। [ডেকরেটর ক্লাসও হয়, তবে এ পোস্টে সেটা আলোচনা করবো না।] তো ধাপে ধাপে শুরু করা যাক। আমি ধরে নিচ্ছি ভ্যারিয়েবলের স্কোপ রেজ্যুলেশন সম্পর্কে আমাদের মোটামুটি ভাল ধারনা আছে, তাই এ সম্পর্কে আর বাড়তি কিছু লিখলাম না।

### ফাংশনের কারিকুরি

এই কোড ব্লক টা দেখি:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | def hello():  print("Hello World!")  hello()  # output: Hello World!  hi = hello # interesting!  print(hi)  # output: <function hello at 0x7ff330b412f0>  hi()  # output: Hello World! |

8 নম্বর লাইন থেকে কোডটা ইন্টারেস্টিং হওয়া শুরু করেছে। আমরা জানি পাইথনে সব কিছুই এক একটা অবজেক্ট। ফাংশনও। এই লাইনে আমরা hello কে hi তে এসাইন করেছি। লক্ষনীয়, এখানে hello এর পাশে () (ব্র্যাকেট/প্যারেন্থেসিস) দেই নি। অর্থাৎ এখানে hello ফাংশনটি এক্সিকিউট বা কল হয় নি। 10 নম্বর লাইনের আউটপুট দেখলে ব্যাপারটা আরো পরিষ্কার হবে। আর 13 নম্বর লাইনে hi কে কল করা হয়েছে, আউটপুট পেয়েছি ঠিক hello এর মত।

### ফাংশনের ভেতর ফাংশন!

হ্যা, পাইথনে আমরা ফাংশনের ভেতর ফাংশন ডিফাইন করতে পারি। অন্যভাবে বললে আমরা নেস্টেড ফাংশন বানাতে পারি। এরকম:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | def hello():  print("Inside hello")  def nested():  print("Inside nested")  nested()  print("Inside hello again")  hello() |

আউটপুট:

Inside hello

Inside nested

Inside hello again

আরেকটি কোড ব্লক দেখি:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | def count(value):  def increment():  return value + 1  print("Incremented value of {} is {}".format(value, increment()))  count(5)  # output: Incremented value of 5 is 6 |

শুরুতেই লিখেছিলাম ভ্যারিয়েবলের স্কোপ রেজ্যুলেশন সম্পর্কে লিখবো না। কোডটা একটু ভাল মত লক্ষ্য করলেই আশা করি বুঝতে পারবেন।

### ফাংশন থেকে ফাংশন রিটার্ন!

ফাংশন থেকে ইচ্ছা করলে আমরা ফাংশন রিটার্নও করতে পারি! এই কোডটা দেখলে ব্যাপারটা পরিষ্কার হবে:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | def hello():  def nested():  print("Inside nested")  return nested  hi = hello()  print(hi)  # output: <function hello.<locals>.nested at 0x7f1ed4e94488>  hi()  # output: Inside nested |

9 নম্বর লাইনে hello() কে কল করায় এটা nested কে রিটার্ন করেছে, তা এসাইন হয়েছে hi তে। পূর্বের কোড ব্লক গুলো ফলো করলে এটি সহজেই বোঝা যাবে।

আরেকটি কোড ব্লক দেখি:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | def count(value):  def increment(n):  return value + n  return increment  counter = count(5)  print(counter(1)) # Guess the output! |

কি, আউটপুট গেস করেছেন? এটা আর এক্সপ্লেইন করবো না। আউটপুট হবে 6।

### ফাংশনের আর্গুমেন্ট/প্যারামিটার হিসেবে ফাংশন

সরাসরি একটা কোড স্নিপেট দেখে ফেলি:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | def hello():  print("Hello World!")  def hi(func):  print("Hi!")  func()  hi(hello) |

এখানে hi ফাংশনের প্যারামিটার হিসেবে hello কে পাস করা হয়েছে। hi এর ভেতর hello কল হয়েছে। আউটপুট হবে এরকম:

Hi!

Hello World!

## **ডেকরেটর**

এখন হচ্ছে মূল বিষয়, ডেকরেটর। আমরা আগেই জেনেছি, ডেকরেটর হচ্ছে এমন ফাংশন যা অন্য ফাংশনের ফাংশনালিটি মডিফাই করে। এখন তাহলে একটু সাজানো গুছানো উদাহরণ দেখে নেই:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | def mydecorator(func):  def wrapper():  print("Before calling func()")  func()  print("After calling func()")  return wrapper  def hello():  print("Hello World!")  hello = mydecorator(hello)  hello() |

এখানে mydecorator ফাংশনটি প্যারামিটার হিসেবে আরেকটি ফাংশন এক্সপেক্ট করছে। এর মধ্যকার wrapper ফাংশনটিতে প্যারামিটারে পাওয়া ফাংশন কল করার আগে এবং পরে কিছু কাজ হচ্ছে। আর mydecorator থেকে wrapper কে রিটার্ন করা হচ্ছে। ১৫ নম্বর লাইনে mydecorator কে hello প্যারামিটার দিয়ে কল করা হয়েছে। রিটার্ন ভ্যালু এসাইন করা হয়েছে আবার hello তে। অর্থাৎ mydecorator এর মাধ্যমে hello মডিফাই হয়েছে। [প্রয়োজনে আবার খেয়াল করুন।] সব শেষ লাইনে hello() কল হয়েছে। আউটপুট হবে এরকম:

Before calling func()

Hello World!

After calling func()

নাম এবং কাজ দেখে বোঝাই যাচ্ছে mydecorator হচ্ছে আমাদের কাঙ্খিত সেই ডেকরেটর।

তবে ডেকরেটর ব্যাবহারের সুন্দর একটি সিনট্যাক্স আছে, @। উপরের কোড কে আমরা সুন্দর করে এভাবে লিখতে পারি:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | def mydecorator(func):  def wrapper():  print("Before calling func()")  func()  print("After calling func()")  return wrapper  @mydecorator  def hello():  print("Hello World!")  hello() |

অর্থাৎ, hello = mydecorator(hello) এই লাইনের পরিবর্তে আমরা hello ফাংশনটি ডিফাইনের ঠিক আগে @mydecorator লিখেছি। পূর্বের মত একই কাজ হবে।

### বাস্তব উদাহরণ

এবার একটি বাস্তব উদাহরণ দেখা যাক। মনে করি আমাদের একটি ফাংশন আছে, আমরা চাই যখন এটি কল হবে ঠিক ওই সময় যেন লগ হিসবে একটা ফাইলে থাকে। এর সমাধান দেখে নেয়া যাক:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | from datetime import datetime  from time import sleep  def log(func):  def wrapper():  with open('log.txt', 'a') as file:  now = datetime.now().strftime("%I:%M:%S%p on %d %B, %Y")  file.write(now + '\n')  func()  return wrapper  @log  def hello():  print('Hello World!')  for i in range(3):  hello()  sleep(5) |

এই প্রোগ্রাম রান করলে কারেন্ট ওয়ার্কিং ডিরেক্টরিতে log.txt নামের একটা ফাইল তৈরি হবে, সেটি খুললে hello() এক্সিকিউট হওয়ার সময় গুলো পাওয়া যাবে।

### প্যারামিটার/আর্গুমেন্ট সহ ডেকরেটর

যদি log ডেকরেটর টায় প্যারামিটার হিসেবে ফাইলের নাম দিয়ে দেয়া যেত, log.txt এর পরিবর্তে আমাদের প্রয়োজন মত নাম, তাহলে সুবিধা হতো না? হ্যা, ডেকরেটরে প্যারামিটার/আর্গুমেন্ট পাস করা সম্ভব। এজন্য আমাদের ডেকরেটরকে আরেকটা ফাংশনের মধ্যে নেস্টেড আকারে রাখা লাগবে। এরকম:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | from datetime import datetime  from time import sleep  def log(filename='log.txt'):  def log\_decorator(func):  def wrapper():  with open(filename, 'a') as file:  now = datetime.now().strftime("%I:%M:%S%p on %d %B, %Y")  file.write(now + '\n')  func()  return wrapper  return log\_decorator  @log(filename='history.txt')  def hello():  print('Hello World!')  for i in range(3):  hello()  sleep(5) |

এখন আমাদের লগ history.txt খুললে পাওয়া যাবে। আর যদি @log এ কোন প্যারামিটার পাস না করা হয়, তাহলে ডিফল্ট ভাবে log.txt তে লগ থাকবে।

এইত! এই ছিল পাইথনের ডেকরেটর‍্স‍ কনসেপ্ট। যদিও যেভাবে উপস্থাপন করতে চেয়েছিলাম সেভাবে পারি নি, তারপরও আশা করছি অপেক্ষাকৃত নতুনেরা উপকৃত হবে। সামনে কোন এক সময় ক্লাস ডেকরেটর নিয়ে লিখবো ইনশাআল্লাহ।

#### ডেকরেটর এর ব্যবহার

# **ফাংশন চাপ্টারে আমরা ফাংশন নিয়ে অল্প-বিস্তর ব্যাপক জ্ঞান লাভ করেছি। পাইথনে ফাংশন হল ফার্স্ট-ক্লাস অবজেক্ট। এর মানে হল আমরা ফাংশনকে নরমাল ভ্যালু বা ভ্যারিয়েবলের মত করে পাস করতে পারি, প্যারামিটার বা আর্গুমেন্ট হিসাবে ব্যবহার করতে পারি। বুঝলাম না মনে হয়। একটা উদাহরণ দেখা যাক।**

def get\_int\_as\_str(number):

return str(number)

def print\_int(my\_function, number):

print(my\_function(number))

return

print\_int(get\_int\_as\_str, 130)

**আউটপুট**

130

এখানে আমরা print\_int() ফাংশনের ভিতর get\_int\_as\_str() ফাংশনকে আর্গুমেন্ট হিসাবে পাস করেছি। পরে সেটা দিয়ে কোডিং কারিশমা দেখাইছি। এ তো গেল ফাংশনকে আর্গুমেন্ট হিসাবে পাস করার কথা। যদি ফাংশনকেই রিটার্ন করতে চাই? এও কি সম্ভব! হুম, সব সম্ভবের পাইথনে সবই সম্ভব।

def get\_int\_as\_str(number):

print(str(number))

return

def print\_int(my\_function, number):

return my\_function(number)

print\_int(get\_int\_as\_str, 130)

**আউটপুট**

130

এখানে আমরা print\_int() ফাংশনের ভিতর get\_int\_as\_str() ফাংশনকে ও একটা ইন্টিজার ভ্যালুকে আর্গুমেন্ট হিসাবে পাস করেছি। print\_int() ফাংশনের রিটার্ন অংশে আবার get\_int\_as\_str() ফাংশনকে রিটার্ন করেছি। এইক্ষেত্রে একটা কাহিনি আছে। get\_int\_as\_str() ফাংশনটা রিটার্ন হবার সময় এক্সিকিউট হওয়া শুরু করে। তাই দিনশেষে get\_int\_as\_str() ফাংশন যা রিটার্ন করে print\_int() ফাংশনও তাই রিটার্ন করে।

আমরা কিন্তু চাইলে get\_int\_as\_str() ফাংশনটাকে print\_int() ফাংশনের ভিতরেই ডিফাইন করতে পারতাম।

def print\_int(number):

def get\_int\_as\_str(number):

print(str(number))

return

get\_int\_as\_str(number)

return

print\_int(130)

**আউটপুট**

130

উপরের প্রোগ্রামটাকে আরেকটু মডিফাই করে নিচের চেহারা দিতে পারি আমরা।

def print\_int(number):

def get\_int\_as\_str(number):

print(str(number))

return

return get\_int\_as\_str(number)

print\_int(130)

**আউটপুট**

130

নিজেদের অজান্তেই কিন্তু আমরা একটা ডেকোরেটর লিখে ফেলেছি। এইক্ষেত্রে print\_int() হল ডেকোরেটর। পাইথনের ভাষায়, ডেকোরেটর হল এমন একটা ফাংশন যা অন্য কোন ফাংশনের কার্যপরিধি কোন প্রকার মডিফিকেশন ছাড়াই এক্সটেন্ড করে। ডেকোরেটর লেখার সিনট্যাক্স হল @decorator\_name। উপরের প্রোগ্রামটাকে এখন আমরা এভাবে লিখতে পারি।

def print\_int(my\_function):

def any\_function():

return my\_function

return any\_function()

@print\_int

def get\_int\_as\_str(number):

print(str(number))

return

get\_int\_as\_str(130)

**আউটপুট**

130

বুঝলাম সবাই? ডেকোরেটর তো বুঝলাম। কিন্তু এর সুবিধা তো বোধগম্য হল না। এরজন্য আমরা আরেকটা প্রোগ্রাম দেখব। আমরা এখন একটা ডেকোরেটর ফাংশন লিখব যেটা কোন ফাংশন এক্সিকিউট হতে কত সময় নেয় তা জাতিরে জানান দিবে। এইক্ষেত্রে পাইথন স্টান্ডার্ড মডিউল time এর time() ফাংশনের সহায়তা নেব আমরা।

from time import time

def timer(any\_function):

def count\_time():

start = time()

any\_function()

stop = time()

print(stop-start, 'seconds')

return

return count\_time

@timer

def hello():

print('Hello World!')

return

@timer

def another\_function():

for item in [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]:

print(item)

return

hello()

another\_function()

**আউটপুট**

Hello World!

0.006817340850830078 seconds

1

2

3

4

5

6

7

8

9

10

0.041167497634887695 seconds

## **বিল্ট-ইন ডেকোরেটর**

কাস্টম ডেকোরেটর নিয়ে বেশ আলোচনা হয়েছে। এবার আমরা পাইথনের শক্তিশালী তিনটি বিল্ট-ইন ডেকোরেটর সম্পর্কে জানব।

### ক্লাস মেথড - @classmethod

এই ডেকোরেটরটা সম্পর্কে জানার আগে আমরা এর একটা প্রয়োগ দেখব:

class MyClass:

"""Simple Class to define something"""

def \_\_init\_\_(self):

pass

def square(self, x):

return x\*\*2

@classmethod

def cube(self, x):

return x\*\*3

if \_\_name\_\_ == "\_\_main\_\_":

myclass = MyClass()

print(myclass.square(3))

print(myclass.cube(3))

print(MyClass.cube(3))

print(MyClass.square(3))

**আউটপুট**

9

27

27

Traceback (most recent call last):

File "/home/maateen/Desktop/test.py", line 19, in <module>

print(MyClass.square(3))

TypeError: square() missing 1 required positional argument: 'x'

আমরা একটা নিরীহ গোবেচারা ধরনের ক্লাস লিখেছি। এই ক্লাসে square() এবং cube() নামের দুটি মেথডও লিখেছি। আর বিশেষায়িত দিকটা হলো cube () মেথডে ক্লাসমেথড ডেকোরেটর ব্যবহার করেছি। আউটপুটে আমরা TypeError দেখতে পাচ্ছি। square() ফাংশনের একটা পজিশনাল আর্গুমেন্ট মিসিং। কাহিনিটা ময়নাতদন্ত করা যাক।

১৫ নম্বর লাইনে আমরা MyClass-এর একটা ইনস্ট্যান্স বা অবজেক্ট তৈরি করেছি এবং ১৬ ও ১৭ নম্বর লাইনে এই অবজেক্টটা ব্যবহার করে মেথড দুটো কল করেছি। আর তারা ঠিকমতো কাজও করেছে। ১৮ নম্বর লাইনে আমরা সরাসরি ক্লাসের নাম ধরে মেথড কল করেছি। এবারও কোনো সমস্যা হয়নি। কিন্তু ১৯ নম্বর লাইনে একই কাজ করতে গিয়ে এরর দেখাল। ঘটনা কী?

ঘটনা হলো, cube() মেথডে আমরা ক্লাসমেথড ডেকোরেটর ব্যবহার করেছি কিন্তু square() মেথডে তা করিনি। যখন ক্লাসমেথড ডেকোরেটর ব্যবহার করা হয় তখন ওই ফাংশন অবজেক্ট তৈরি না করেও কল করা যায়।

### স্ট্যাটিক মেথড - @staticmethod

সবার আগে আমরা স্ট্যাটিকমেথড ডেকোরেটরের একটা প্রয়োগ দেখব :

class MyClass:

"""Simple Class to define something"""

def \_\_init\_\_(self):

pass

def square(self, x):

return x\*\*2

@staticmethod

def cube(x):

return x\*\*3

if \_\_name\_\_ == "\_\_main\_\_":

myclass = MyClass()

print(myclass.square(3))

print(myclass.cube(3))

print(MyClass.cube(3))

print(MyClass.square(3))

**আউটপুট**

9

27

27

Traceback (most recent call last):

File "test.py", line 19, in <module>

print(MyClass.square(3))

TypeError: square() missing 1 required positional argument: 'x'

ঘটনা কিন্তু আগেরটাই। আর ঘটনার কারণও সেই আগেরটাই। তাহলে আমাদের মনে দুটি প্রশ্ন উঠতে পারে। প্রথমত, cube() মেথডে প্রথম আর্গুমেন্ট হিসেবে self ব্যবহার করা হয়নি কেন? দ্বিতীয়ত, দুটি ডেকোরেটরের মধ্যে তাহলে পার্থক্য কী?

স্ট্যাটিক মেথড ডেকোরেটরের ক্ষেত্রে মেথডের প্রথম আর্গুমেন্ট ক্লাস ইনস্ট্যান্স বা self হবে না। সাধারণ ফাংশন লেখার মতো করে লিখতে হবে। ক্লাসমেথড ডেকোরেটরের ক্ষেত্রে প্রথম আর্গুমেন্ট হবে ক্লাস বা ক্লাস ইনস্ট্যান্স। দুটোর মধ্যে এটাই হলো অমিল। আর দুজনের কাজই কিন্তু এক। একটা মেথডকে সরাসরি ক্লাস থেকে কল করতে পারা যায়। এই কাজই কিন্তু আমরা ওপরে করেছি।

### প্রোপার্টি - @property

পাইথনের অস্থির কনসেপ্টগুলোর মধ্যে প্রোপার্টি একটা। এই কনসেপ্ট অবজেক্ট ওরিয়েন্টেড প্রোগ্রামিংকে করেছে আরও পোক্ত। যাহোক, পাইথন শেলে একটা প্রোগ্রাম লিখি:

>>> class Weather:

...

... def \_\_init\_\_(self, temperature=0):

... self.temperature = temperature

...

... def to\_fahrenheit(self):

... return self.temperature \* 1.8

...

>>> weather = Weather()

>>> weather.temperature

0

>>> weather.temperature =25

>>> weather.temperature

25

>>> weather.to\_fahrenheit()

45.0

এখানে আমরা ক্লাসের ইনস্ট্যান্স থেকে এর প্রোপার্টি অ্যাক্সেস করেছি। এবার প্রোপার্টি ডেকোরেটর ব্যবহার করে আমরা একটা উদাহরণ দেখব :

class MyClass:

"""Simple Class to define something"""

def \_\_init\_\_(self, first\_name, last\_name):

self.first\_name = first\_name

self.last\_name = last\_name

@property

def full\_name(self):

return self.first\_name + ' ' + self.last\_name

if \_\_name\_\_ == "\_\_main\_\_":

myclass = MyClass('Maksudur', 'Rahman')

print(myclass.full\_name)

myclass.full\_name = 'New Name'

**আউটপুট**

Maksudur Rahman

Traceback (most recent call last):

File "test.py", line 15, in <module>

myclass.full\_name = 'New Name'

AttributeError: can't set attribute

প্রোপার্টি ডেকোরটের ব্যবহার করে আমরা full\_name() মেথডকে রিড-অনলি অ্যাট্রিবিউটে পরিণত করেছি। তাই সাধারণভাবে ডট চিহ্ন (.) দিয়ে full\_name-কে অ্যাক্সেস করতে পারছি। আর রিড-অনলি হওয়ায় এই অ্যাট্রিবিউটে নতুন কিছু দেওয়া যাচ্ছে না।

আশা করি বুঝেছি সবাই। তাহলে এরকম আরো কিছু ডেকোরেটর লিখে প্রাকটিস চালিয়ে যাই।

#### এটারেটর

## **লুপ চাপ্টারে for লুপের ভিতরে আমরা ইটারেটরের হালকা-পাতলা প্রয়োগ দেখেছিলাম। আমরা দেখেছিলাম, for লুপ দিয়ে লিস্ট, টাপল, ডিকশনারি, স্ট্রিং এসব অবজেক্টকে ইটারেট করা যায়। ইটারেট করা যায় বলে এদেরকে ইটারেবল অবজেক্ট বলে। বিল্ট-ইন ফাংশন iter() এর ভিতর যদি আমরা কেন ইটারেবল অবজেক্টকে পাস করি তবে তা একটা ইটারেটর রিটার্ন করে। আর \_\_next\_\_() মেথড দিয়ে আমরা একটা ইটারেটরের পরবর্তী এলিমেন্ট বা আইটেমকে অ্যাক্সেস করতে পারি। সবগুলো আইটেম অ্যাক্সেস করতে করতে যখন আর কোন আইটেম বাকি থাকে না তখন পাইথন StopIteration এরর থ্রো করে। একটা উদাহরণ দেখা যাক।**

>>> x = iter([1, 2, 3])

>>> x

<list\_iterator object at 0x7f0f1694b1d0>

>>> x.\_\_next\_\_()

1

>>> x.\_\_next\_\_()

2

>>> x.\_\_next\_\_()

3

>>> x.\_\_next\_\_()

Traceback (most recent call last):

File "<pyshell#6>", line 1, in <module>

x.\_\_next\_\_()

StopIteration

আমরা এখন একটা ইটারেটর ক্লাস পয়দা করব। আমাদের এই ইটারেটর বিল্ট-ইন range() ফাংশনের মত কাজ করবে, তবে রিভার্সলি। মানে range(5) মানে তো 0, 1, 2, 3, 4। কিন্তু আমাদের তৈরি ইটারেটর ক্লাস এটাকে 5, 4, 3, 2, 1, 0 এরকম কিছু একটা বানাবে। তো চেষ্টা করা যাক।

class revrange:

def \_\_init\_\_(self, n):

self.n = n

self.i = n

def \_\_iter\_\_(self):

return self

def \_\_next\_\_(self):

if self.n >= 0:

if self.i == self.n:

self.n = self.n - 1

return self.i

else:

self.i = self.n

self.n = self.n - 1

return self.i

else:

raise StopIteration

for temp in revrange(5):

print(temp)

**আউটপুট**

5

4

3

2

1

0

\_\_iter\_\_() মেথডটা কিন্তু খুব গুরুত্বপূর্ণ এখানে। এটা ছাড়া পুরো ক্লাসটাই অচল হয়ে থাকবে।

**জেনারেটর**

একটি [জেনারেটর](http://www.python.org/dev/peps/pep-0255/" \t "_blank) হ'ল এমন একটি ফাংশন যা কোনও অবজেক্টকে কল করে যার উপর আপনি কল করতে পারেন next, যেমন প্রতিটি কলের জন্য এটি কিছু মান দেয়, যতক্ষণ না এটি StopIterationব্যতিক্রম উত্থাপন করে , যা সংকেত দেয় যে সমস্ত মান উত্পন্ন হয়েছে। এ জাতীয় অবজেক্টকে *পুনরুক্তি* বলা হয় ।

সাধারণ ফাংশনগুলি returnজাভা হিসাবে যেমন ব্যবহার করে একটি একক মান প্রদান করে । পাইথনে অবশ্য একটি বিকল্প রয়েছে, যাকে বলে yield। yieldকোনও ফাংশনে কোথাও ব্যবহার করা এটিকে জেনারেটর করে তোলে। এই কোডটি পর্যবেক্ষণ করুন:

>>> def myGen(n):

... yield n

... yield n + 1

...

>>> g = myGen(6)

>>> next(g)

6

>>> next(g)

7

>>> next(g)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

StopIteration

যেমন আপনি দেখতে পাচ্ছেন, myGen(n)এটি একটি ফাংশন যা ফল দেয় nএবং n + 1। [next](http://docs.python.org/3/library/functions.html" \l "next" \t "_blank)সমস্ত মান প্রাপ্ত না হওয়া পর্যন্ত প্রতিটি কল একক মান দেয় yield forলুপগুলি nextব্যাকগ্রাউন্ডে কল করে,

>>> for n in myGen(6):

... print(n)

...

6

7

তেমনিভাবে *[জেনারেটর এক্সপ্রেশন রয়েছে](http://www.python.org/dev/peps/pep-0289/" \t "_blank)* যা কিছু সাধারণ জেনারেটরের সংক্ষিপ্তভাবে বর্ণনা করার একটি উপায় সরবরাহ করে:

>>> g = (n for n in range(3, 5))

>>> next(g)

3

>>> next(g)

4

>>> next(g)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

StopIteration

নোট করুন যে জেনারেটর এক্সপ্রেশনগুলি অনেকগুলি *[তালিকা বোঝার](http://docs.python.org/3/tutorial/datastructures.html" \l "list-comprehensions" \t "_blank)* মতো :

>>> lc = [n for n in range(3, 5)]

>>> lc

[3, 4]

লক্ষ্য করুন যে কোনও জেনারেটর অবজেক্ট *একবার* তৈরি হয়েছিল তবে এর কোডটি একবারে চালানো হয় *না* । কেবলমাত্র nextকোডটি বাস্তবায়নের জন্য (অংশের) কল । কোনও জেনারেটরে কোড সম্পাদন বন্ধ হয়ে যায় যখন কোনও yieldবিবৃতি পৌঁছে যায়, যার উপর এটি একটি মান দেয়। nextতারপরে পরবর্তী কলের ফলে জেনারেটরটি শেষের পরে যে রাজ্যে রেখেছিল সেই স্থানেই মৃত্যুদন্ড কার্যকর করা যায় yield। এটি নিয়মিত ক্রিয়াকলাপগুলির সাথে একটি মৌলিক পার্থক্য: যারা সর্বদা "শীর্ষে" সম্পাদন শুরু করে এবং কোনও মান ফেরত দেওয়ার পরে তাদের রাষ্ট্রটি বাতিল করে দেয়।

এই বিষয় সম্পর্কে আরও কিছু বলা দরকার। এটি উদাহরণস্বরূপ sendকোনও জেনারেটরে ( [রেফারেন্স](http://docs.python.org/3/reference/expressions.html" \l "yield-expressions" \t "_blank) ) ডেটা পাওয়া সম্ভব । তবে এটি এমন একটি বিষয় যা আমি আপনাকে জেনারেটরের প্রাথমিক ধারণাটি না বোঝা পর্যন্ত ততক্ষণ সন্ধান করার পরামর্শ দিই না।

এখন আপনি জিজ্ঞাসা করতে পারেন: কেন জেনারেটর ব্যবহার? বেশ কয়েকটি ভাল কারণ রয়েছে:

* কয়েকটি ধারণা জেনারেটর ব্যবহার করে আরও বেশি সংবেদনশীলভাবে বর্ণনা করা যায়।
* মানগুলির তালিকায় ফিরিয়ে দেয় এমন একটি ফাংশন তৈরির পরিবর্তে, একটি জেনারেটর লিখতে পারে যা উড়ে মানগুলি উত্পন্ন করে। এর অর্থ হ'ল কোনও তালিকা তৈরি করার দরকার নেই, যার ফলে ফলাফলটি আরও মেমরির দক্ষ। এইভাবে কেউ এমন কোনও ডেটা স্ট্রিমগুলি বর্ণনা করতে পারে যা মেমরির সাথে ফিট করার পক্ষে খুব বড় large
* জেনারেটর *অসীম* স্ট্রিমগুলি বর্ণনা করার জন্য একটি প্রাকৃতিক উপায়ে অনুমতি দেয় । উদাহরণস্বরূপ [ফিবোনাচি সংখ্যাগুলি](http://en.wikipedia.org/wiki/Fibonacci_number" \t "_blank) বিবেচনা করুন :
* >>> def fib():
* ... a, b = 0, 1
* ... while True:
* ... yield a
* ... a, b = b, a + b
* ...
* >>> import itertools
* >>> list(itertools.islice(fib(), 10))
* [0, 1, 1, 2, 3, 5, 8, 13, 21, 34]

এই কোডটি [itertools.islice](http://docs.python.org/3/library/itertools.html" \l "itertools.islice" \t "_blank)অসীম স্ট্রিম থেকে সীমাবদ্ধ সংখ্যক উপাদান গ্রহণ করতে ব্যবহার করে। আপনাকে [itertools](http://docs.python.org/3/library/itertools.html" \t "_blank)মডিউলটিতে ফাংশনগুলি ভালভাবে দেখার পরামর্শ দেওয়া হচ্ছে , কারণ এগুলি খুব সহজেই উন্নত জেনারেটর লেখার জন্য প্রয়োজনীয় সরঞ্জাম।

  Py **পাইথন সম্পর্কে <= 2.6:** উপরের উদাহরণগুলিতে nextএকটি ফাংশন যা \_\_next\_\_প্রদত্ত বস্তুটিতে পদ্ধতিটিকে কল করে । পাইথনে <= 2.6 এ o.next()পরিবর্তে কিছুটা আলাদা কৌশল ব্যবহার করা হয়েছে next(o)। পাইথন ২.7 এর next()কল রয়েছে .nextযাতে আপনার নীচের ২.7 ব্যবহার করার দরকার নেই:

>>> g = (n for n in range(3, 5))

>>> g.next()

3

একটি জেনারেটর কার্যকরভাবে একটি ফাংশন যা এটি শেষ হওয়ার পূর্বে (ডেটা) ফেরত দেয় তবে এটি এই মুহুর্তে বিরতি দেয় এবং আপনি সেই মুহুর্তে ফাংশনটি আবার শুরু করতে পারেন।

>>> def myGenerator():

... yield 'These'

... yield 'words'

... yield 'come'

... yield 'one'

... yield 'at'

... yield 'a'

... yield 'time'

>>> myGeneratorInstance = myGenerator()

>>> next(myGeneratorInstance)

These

>>> next(myGeneratorInstance)

words

ইত্যাদি। জেনারেটরগুলির (বা এক) উপকারটি হ'ল যেহেতু তারা একবারে ডেটার সাথে এক টুকরো লেনদেন করে, আপনি প্রচুর পরিমাণে ডেটা মোকাবেলা করতে পারেন; তালিকাগুলি সহ অতিরিক্ত মেমরির প্রয়োজনীয়তা একটি সমস্যা হয়ে উঠতে পারে। জেনারেটর, ঠিক তালিকার মতো, পুনরাবৃত্তিযোগ্য, তাই সেগুলি একই পদ্ধতিতে ব্যবহার করা যেতে পারে:

>>> for word in myGeneratorInstance:

... print word

These

words

come

one

at

a

time

নোট করুন যে জেনারেটর উদাহরণস্বরূপ অসীম মোকাবিলার জন্য আরেকটি উপায় সরবরাহ করে

>>> from time import gmtime, strftime

>>> def myGen():

... while True:

... yield strftime("%a, %d %b %Y %H:%M:%S +0000", gmtime())

>>> myGeneratorInstance = myGen()

>>> next(myGeneratorInstance)

Thu, 28 Jun 2001 14:17:15 +0000

>>> next(myGeneratorInstance)

Thu, 28 Jun 2001 14:18:02 +0000

জেনারেটর একটি অসীম লুপকে আবদ্ধ করে, তবে এটি কোনও সমস্যা নয় কারণ আপনি প্রতিবার যখনই জিজ্ঞাসা করবেন কেবল তখনই প্রতিটি উত্তর পান।
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প্রথমত, **জেনারেটর** শব্দটি মূলত পাইথনে কিছুটা অশুভ সংজ্ঞায়িত হয়েছিল, যার ফলে প্রচুর বিভ্রান্তি হয়েছিল। আপনি সম্ভবত গড় **iterators** এবং **iterables** (দেখুন [এখানে](http://docs.python.org/library/stdtypes.html" \l "typeiter" \t "_blank) )। তারপরে পাইথনে **জেনারেটর ফাংশন** (যা একটি জেনারেটরের বস্তু ফেরত দেয়), **জেনারেটর অবজেক্টস** (যা পুনরুক্তি করা হয়) এবং **জেনারেটর এক্সপ্রেশন** (যা **জেনারেটরের** সাথে মূল্যায়ন করা হয়) রয়েছে।

মতে [জন্য শব্দকোষ এন্ট্রি](http://docs.python.org/glossary.html" \l "term-generator" \t "_blank)*[জেনারেটরের](http://docs.python.org/glossary.html" \l "term-generator" \t "_blank)* মনে হচ্ছে যে সরকারী পরিভাষা এখন যে **জেনারেটরের** "উত্পাদক ফাংশন" জন্য ছোট। অতীতে ডকুমেন্টেশন শর্তাবলীকে বেমানানভাবে সংজ্ঞায়িত করেছিল, তবে ভাগ্যক্রমে এটি ঠিক করা হয়েছে।

যথাযথ হওয়া এবং আরও নির্দিষ্টকরণ ছাড়াই "জেনারেটর" শব্দটি এড়ানো এখনও ভাল ধারণা হতে পারে।

2

হুম আমি মনে করি আপনি ঠিক বলেছেন, কমপক্ষে পাইথন ২.6 এর কয়েকটি লাইনের পরীক্ষা অনুযায়ী। একটি জেনারেটর এক্সপ্রেশন একটি পুনরুক্তি (ওরফে 'জেনারেটর অবজেক্ট') দেয়, জেনারেটর নয়।
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একটি জেনারেটর তৈরির জন্য জেনারেটরগুলি শর্টহ্যান্ড হিসাবে বিবেচনা করা যেতে পারে। তারা জাভা আইট্রেটারের মতো আচরণ করে। উদাহরণ:

>>> g = (x for x in range(10))

>>> g

<generator object <genexpr> at 0x7fac1c1e6aa0>

>>> g.next()

0

>>> g.next()

1

>>> g.next()

2

>>> list(g) # force iterating the rest

[3, 4, 5, 6, 7, 8, 9]

>>> g.next() # iterator is at the end; calling next again will throw

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

StopIteration

আশা করি এটি আপনার সন্ধান করছে / এটিকে সহায়তা করে।

**হালনাগাদ:**

অন্যান্য অনেক উত্তর প্রদর্শিত হচ্ছে, জেনারেটর তৈরির বিভিন্ন উপায় রয়েছে। উপরের উদাহরণ হিসাবে আপনি প্রথম বন্ধনী বাক্য গঠন ব্যবহার করতে পারেন, বা আপনি ফলন ব্যবহার করতে পারেন। আর একটি আকর্ষণীয় বৈশিষ্ট্য হ'ল জেনারেটরগুলি "অসীম" হতে পারে - পুনরাবৃত্তিকারীরা থামে না:

>>> def infinite\_gen():

... n = 0

... while True:

... yield n

... n = n + 1

...

>>> g = infinite\_gen()

>>> g.next()

0

>>> g.next()

1

>>> g.next()

2

>>> g.next()

3

...

1

এখন, জাভা এর রয়েছে Streamযা জেনারেটরের সাথে অনেক বেশি সাদৃশ্যযুক্ত, আপনি সম্ভবত দৃশ্যমান একটি বিস্ময়কর পরিমাণ ঝামেলা ছাড়াই পরবর্তী উপাদানটি পেতে পারেন না।
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জাভা সমতুল্য নেই।

এখানে কিছুটা নিবিড় উদাহরণ রয়েছে:

#! /usr/bin/python

def mygen(n):

x = 0

while x < n:

x = x + 1

if x % 3 == 0:

yield x

for a in mygen(100):

print a

জেনারেটরে একটি লুপ থাকে যা 0 থেকে এন পর্যন্ত চলে এবং লুপ ভেরিয়েবলটি 3 এর একাধিক হয়, এটি চলকটি দেয়।

forলুপের প্রতিটি পুনরাবৃত্তির সময় জেনারেটর কার্যকর করা হয়। এটি যদি প্রথমবারের মতো উত্পাদক কার্যকর করে থাকে তবে এটি শুরুতে শুরু হয়, অন্যথায় এটি পূর্ববর্তী সময় থেকে ফলন করেছিল।

#### ল্যামডা ফাঙ্শন

# **সাধারণভাবে যখন def কিওয়ার্ড ব্যবহার করে একটি ফাংশন তৈরি করা হয় তখন স্বয়ংক্রিয় ভাবে এটিকে একটি ভ্যারিয়েবলে অ্যাসাইন করে দেয়া হয় যার মাধ্যমে একে পরবর্তীতে কল করা যায়। আবার অন্যদিকে, খুব সহজেই স্ট্রিং বা ইন্টিজার টাইপ ভ্যালুকে কোন রকম ভ্যারিয়েবলে অ্যাসাইন করা ছাড়াও তৈরি করা যায়। ঠিক এই সুবিধাটি (ভ্যারিয়েবলে অ্যাসাইন না করা) ফাংশনের ক্ষেত্রেও উপযোগ করা যায় এবং lambda এর মাধ্যমে। এভাবে তৈরি ফাংশনকে anonymous ফাংশন বলা হয়ে থাকে।**

ল্যাম্বডার ব্যবহার খুব ফলপ্রসূ হয় যখন খুব সিম্পল যেমন এক লাইনের একটি ফাংশনকে আরেকটি ফাংশনের আর্গুমেন্ট হিসেবে পাঠানোর দরকার পরে। অর্থাৎ যখন সেই এক লাইনের কাজ করা ফাংশনকে আলাদা ভাবে def দিয়ে ডিফাইন/তৈরি করা অনর্থক মনে হয়।

lambda x,y: x+y – প্রথমে lambda কিওয়ার্ড লিখে এর আর্গুমেন্ট গুলোকে লেখা হয় এবং একটি কোলন দেয়ার পর এই ল্যাম্বডা তথা ফাংশনের কর্মকাণ্ড লেখা হয়। যেমন এই ল্যাম্বডাটি দুটো আর্গুমেন্ট নেয় এবং কাজের কাজ বলতে সেই দুটোকে যোগ করে।

উদাহরণ –

>>> def my\_function(func, arg):

... return func(arg)

...

>>> print(my\_function(lambda x: 2 \* x, 5))
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উপরের উদাহরণে, my\_function আর্গুমেন্ট হিসেবে একটি ফাংশন এবং একটি ভ্যালু নেয়। এরপর, আমরা যখন my\_function কে কল করছি এবং তার মধ্যে একটি ফাংশন এবং একটি ভ্যালু পাঠিয়ে দেয়ার দরকার মনে করছি তখন ফাংশন না পাঠিয়ে একটি ল্যাম্বডা lambda x: 2 \* x কে পাঠাচ্ছি এবং 5 পাঠাচ্ছি। ওদিকে, my\_function সেই ল্যাম্বডাকে ফাংশন হিসেবে ধরে নিয়ে এক্সিকিউট করছে এবং যেহেতু সেই ল্যাম্বডা ফাংশনের আবার একটি আর্গুমেন্ট আছে x, তার জন্য নিজের রিসিভ করা আর্গুমেন্ট 5 কে পাঠাচ্ছে (ফরওয়ার্ড করছে)।

আরেকটি উদাহরণ,

>>> print((lambda x,y: x + 2 \* y)(2,3))
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এখানকার ল্যাম্বডাটি দুটো আর্গুমেন্ট x এবং y নিয়ে x+2y সূত্র ব্যবহার করে একটি রেজাল্ট রিটার্ন করে। আমরা 2 এবং 3 কে পাঠিয়েছি এবং রিটার্ন হিসেবে 8 পেয়েছি যেটা print এর মাধ্যমে প্রকাশিত হয়েছে। যেহেতু ল্যাম্বডা anonymous ফাংশন তাই একে আলাদা করে কল করার দরকার হয় না। এ ধরনের ফাংশনের একটি অসুবিধা হচ্ছে এর মধ্যে শুধু এক লাইনের এক্সপ্রেশন/কোড প্রসেস করা সম্ভব।

print("Nuhil") লিখে যেভাবে একটি String ভ্যালুকে কোথাও স্টোর করা ছাড়াই তৈরি এবং প্রিন্ট করা সম্ভব হল, সেভাবেই উপরের উদাহরণে x+2y নিয়ে কাজ করা ফাংশনকে তৈরি এবং কল করা দুটোই সম্ভব হল কোথাও ষ্টোর (def) করা ছাড়াই।

**রেকারশন**

কোন কিছু যদি নিজেকে নিজে পুনরায় ডাকে, করে তাই হচ্ছে **[রিকারশন/ Recursion।](https://en.wikipedia.org/wiki/Recursion_(computer_science))** যেমন একটা ছবির মধ্যে ঐ ছবিটি, ঐ ছবিটির ভেতরে আবার ঐ ছবিটি… এ প্রসেসটা হচ্ছে রিকারশনের একটা উদারহণ।

একটা খালি মাঠে গিয়ে নিজেকে নিজে ডাকলে বা একটা বিশাল হল রুমে নিজের নাম ধরে ডাকা ডাকি করলে রিকার্শন অনুভব করা যাবে।

নিচের ছবিটা দেখি, এটাও রিকারশন।

গুগলে Recursion লিখে সার্চ করে দেখুন। বার বার লেখা উঠবে Did you mean: Recursion। বানান ঠিক থাকার পর ও এটা দেখাবে। গুগল মজা করে একটা রিকারশন বসিয়ে দিয়েছে Recursion সার্চ টার্ম এর উপর।

**Recursive Algorithm** হচ্ছে যে অ্যালগরিদম নিজেকে নিজে কল করে, তা। কম্পিউটার প্রোগ্রামিং এ  রিকারসিভ অ্যালগরিদম ব্যবহার করে কোন প্রোগ্রামে রিকারশন ব্যবহার করা হয়। বিভিন্ন প্রোগ্রামিং ল্যাঙ্গুয়েজে একটি ফাংশন নিজেকে কল করার মাধ্যমে রিকারশন এর প্রয়োগ করা হয়। আমরা রিকার্সিভ ফাংশন ব্যবহার করে দুই একটা রিকার্সিভ অ্যালগরিদম দেখব। আর প্রোগ্রামিং ল্যাঙ্গুয়েজ হিসেবে ব্যবহার করব সি।

রিকার্সিভ ফাংশন কি তা তো এখন সহজেই বলা যাচ্ছে তাই না? যে ফাংশন নিজেকে নিজে কল করে, তাই হচ্ছে রিকার্সিভ ফাংশন। ফাংশন সম্পর্কে ধারণা না থাকলে এ লেখাটা দেখা যেতে পারেঃ**[সি তে ফাংশন](https://jakir.me/c-functions/)**

রিকারশনের সুবিধে হচ্ছে কোড সহজ করে, অনেক গুলো কোড লেখার পরিবর্তে কয়েক লাইনের কোড দিয়ে একটা সমস্যা সমাধান করা যায়।

***void f() {***  
***f() …***  
***}***

এটা একটা রিকার্সিভ ফাংশন, কারণ ফাংশনটি নিজেকে নিজে কল করেছে। এটাকে বলে সরাসরি কল। আবার ফাংশন সরাসরি কল না করেও এমন একটা ফাংশনকে কল করতে পারে, যে ফাংশনটি প্রথম ফাংশনকে কল করে। নিচের উদারহণটি দেখিঃ

***void f() {***  
***g() …***  
***}***

***void g() {***  
***f() …***  
***}***

f ফাংশনটি g ফাংশনকে কল করেছে। আবার g ফাংশন f ফাংশনকে কল করেছে। এটাও রিকার্সিভ ফাংশন।

আমরা একটা রিকার্সিভ ফাংশন লিখি, যেটা ইউজার থেকে একটা নাম্বার নিবে, তারপর ঐ সংখ্যা থেকে এর পর ১ থেকে ঐ সংখ্যা পর্যন্ত সকল সংখ্যা প্রিন্ট করবে। এটা সিম্পল একটা প্রোগ্রাম। তবে আমরা এ প্রোগ্রামটি নতুন ভাবে লিখব। রিকারশন ব্যবহার করে। প্রোগ্রামটি যেহেতু সিম্পল, তাহলে আমরা একটু ভালো করে দেখলেই বুঝতে পারব। আর প্রোগ্রামটি কিভাবে কাজ করে, তা বুঝতে পারলেই আমরা রিকার্শন বুঝে ফেলব। এরপর আমরা কমপ্লেক্স সব প্রোগ্রাম রিকারশন ব্যবহার করে সহজেই লিখে ফেলতে পারব। আগে ফাংশনটি **Pseudo code [সুডো কোড]** এ আগে লিখি, এরপর সি প্রোগ্রামিং এ ইমপ্লিমেন্টেশন দেখব।

[**Pseudo code**](https://en.wikipedia.org/wiki/Pseudocode) হচ্ছে একটা প্রোগ্রাম বা একটা অ্যালগরিদমের ধাপ গুলো সাধারণ মানুষের ব্যবহার উপযোগি করে লেখা কিছু কোড। এগুলো কোন প্রোগ্রামিং ল্যাঙ্গুয়েজ ব্যবহার করে লেখা হয় না। এমন ভাবে লেখা হয় যেন মানুষ বুঝতে পারে। নিচে printInt নামে একটি ফাংশনের সুডো কোড দেওয়া হলো, যা ১ থেকে ঐ সংখ্যা পর্যন্ত সকল সংখ্যা প্রিন্ট করবে।

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | printInt( k ) {      if (k == 0) {      return 0;  }  print(k );  printInt( k - 1 );  } |

ফাংশনটি প্যারামিটার হিসেবে একটা ইন্টিজার নিবে। এরপর চেক করবে সংখ্যাটা কি ০? যদি শুন্য হয়, ঐখানেই ফাংশনের কাজ শেষ হবে। যদি ০ না হয় তাহলে ইন্টিজারটি প্রিন্ট করবে। এবং ঐ ইন্টিজার সংখ্যাটি থেকে ১ বিয়োগ করে আবার printInt কে কল করবে। মানে নিজেকে নিজে কল করবে।