**using System;**

**using System.Collections.Generic;**

**using System.Linq;**

**using System.Text;**

**using System.Threading.Tasks;**

**namespace ConsoleApp3**

**{**

**class priorityqueue**

**{**

**node[] Arr;-> θ(1)**

**int length = 0;-> θ(1)**

# public void enqueue(node x)

**{**

**insert\_value(x); O(log|V|)**

**}**

# public node dequeue()

**{**

**return extract\_min();O(log|V|)**

**}**

public bool empty() total= θ(1)

**{**

**return (length == 0);-> θ(1)**

**}**

# public priorityqueue()

**{**

**Arr = new node[10000];-> θ(1)**

**}**

public int count() **{ return length; }** -> O(1)

void insert\_value(node val) total= O(log|V|)

**{**

**length = length + 1;-> θ(1)**

**Arr[length] = null; //assuming all the numbers greater than 0 are to be inserted in queue.**

**increase\_value(length, val); = O(log|V|)**

**}**

public void increase\_value(int i, node val) total= O(log|V|)

**{**

**Arr[i] = val;//1**

**while (i > 1 && Arr[i / 2].F >= Arr[i].F)**

**total =#of itrations\*O(Body)= O(log|V|)\* O(1)=. O(log|V|)**

**{**

**swap(ref Arr[i / 2], ref Arr[i]); ->O(1).**

**i = i / 2;**

**}**

**}**

void min\_heapify(int i, int N) total= O(log|V|)

**{**

**int left = 2 \* i; ];-> θ(1)**

**int right = 2 \* i + 1; -> θ(1)**

**int smallest; ];-> θ(1)**

**if (left <= N && Arr[left].F < Arr[i].F) ];-> θ(1)**

**smallest = left; ];-> θ(1)**

**else**

**smallest = i; ];-> θ(1)**

**if (right <= N && Arr[right].F < Arr[smallest].F) ];-> θ(1)**

**smallest = right; ];-> θ(1)**

**if (smallest != i) ];-> θ(1)**

**{**

**swap(ref Arr[i], ref Arr[smallest]); ];-> O(1)**

**min\_heapify(smallest, N); ];-> O(log(|V|)**

**}**

**}**

void build\_minheap(int N) Total =O(V)

**{**

**for (int i = N / 2; i >= 1; i--)**

**min\_heapify(i, N);**

**}**

void swap(ref node x, ref node y) ->O(1)

**{**

**node t = x; ->O(1)**

**x = y; ->O(1)**

**y = t; ->O(1)**

**}**

node extract\_min() Total=O(log|V|)

**{**

**if (length == 0) -> θ(1)**

**{**

**throw new InvalidOperationException("Can’t remove element as queue is empty");**

**}**

**node min = Arr[1]; -> θ(1)**

**Arr[1] = Arr[length]; -> θ(1)**

**length = length - 1; -> θ(1)**

**min\_heapify(1, length); O(log|V|)**

**return min; -> θ(1)**

**}**

**}**

**class Program**

**{**

static priorityqueue pq; **-> θ(1)**

# public static void astar(node start)

# **{**

**pq = new priorityqueue();-> θ(1)**

**node root = start; -> θ(1)**

**pq.enqueue(root); O(log(V))**

**while (!pq.empty()) total =#of itrations\*O(Body)=O(E)\*O( log(V))=O(E log(v))**

**{**

**node top = pq.dequeue();O()**

**if (top.H == 0) -> θ(1)**

**{**

**Console.WriteLine(top.Level); -> θ(1)**

**return; -> θ(1)**

**}**

**top.getadj();-> O(1)**

**//c ->as a constant**

**//counter of adj list max will be 4**

**for (int i = 0; i < top.adj.Count(); i++)) total =#of itrations\*O(Body)=O(C)\*O(log|v|)=O( clog|v|)**

**{**

**node front = top.adj[i]; -> θ(1)**

**front.F = front.Level + front.H; -> θ(1)**

**pq.enqueue(front); O(log|v|)**

**}**

**}**

**}**

**class node**

**{**

**public int[,] borad; -> θ(1)**

**public List<node> adj; -> θ(1)**

**public int index0i; -> θ(1)**

**public int index0j; -> θ(1)**

**public int indexPi; -> θ(1)**

**public int indexPj; -> θ(1)**

**public int Level; -> θ(1)**

**public int F; -> θ(1)**

**public int H; -> θ(1)**

**public int N; -> θ(1)**

# public node(int[,] tmp, int N, int ii, int jj, int H, int Level)

{

**borad = tmp; -> θ(1)**

**indexPi = -1; -> θ(1)**

**indexPj = -1; -> θ(1)**

**this.N = N; -> θ(1)**

**this.H = H; -> θ(1)**

**this.Level = Level; -> θ(1)**

**this.index0i = ii; -> θ(1)**

**this.index0j = jj; -> θ(1)**

**adj = new List<node>();-> θ(1)**

**}total = -> θ(1)**

# public node(int[,] tmp, int N, int ii, int jj, int H, int indexPi, int indexPj, int Level)

{

**borad = tmp; -> θ(1)**

**this.N = N; -> θ(1)**

**this.index0i = ii; -> θ(1)**

**this.index0j = jj; -> θ(1)**

**this.Level = Level; -> θ(1)**

**this.indexPi = indexPi; -> θ(1)**

**this.indexPj = indexPj; -> θ(1)**

**this.H = H; -> θ(1)**

**adj = new List<node>();-> θ(1)**

**} total=-> θ(1)**

# int ham(node tmp, int n, int iOfLastCell, int jOfLastCell)

**{**

**int h = tmp.H;**

**if (((tmp.index0i \* tmp.N + tmp.index0j) + 1) == n) -> θ(1)**

**{**

**h--;-> θ(1)**

**}**

**if (((iOfLastCell \* tmp.N + jOfLastCell) + 1) == n) -> θ(1)**

**{**

**h++;-> θ(1)**

**}**

**return h; -> θ(1)**

**}**

# void swap(ref int x, ref int y)

**{**

**int t = x; -> θ(1)**

**x = y; -> θ(1)**

**y = t; -> θ(1)**

**}**

# public bool issame(node tmp, int i, int j)

**{**

**if (i == tmp.indexPi && j == tmp.indexPj) -> θ(1)**

**{**

**return true; -> θ(1)**

**}**

**return false; -> θ(1)**

**}**

# public void getadj()

**{**

**// node tt;**

**node parent = this;**

**if (index0i > 0) -> θ(1)**

**{//swap**

**int[,] temp = new int[N, N]; -> θ(1)**

**Array.Copy(borad, temp, borad.Length); O(borad.length))**

**int nn = temp[index0i - 1, index0j]; -> θ(1)**

**int hh = ham(parent, nn, index0i - 1, index0j); -> θ(1)**

**swap(ref temp[index0i, index0j], ref temp[index0i - 1, index0j]); -> θ(1)**

**node t1 = new node(temp, N, index0i - 1, index0j, hh, index0i, index0j, parent.Level + 1); -> θ(1)**

**if (!issame(parent, index0i - 1, index0j)) O(1)**

**{**

**adj.Add(t1);  O(1)**

**}**

**}**

**if (index0i + 1 < N) -> θ(1)**

**{**

**int[,] temp = new int[N, N]; -> θ(1)**

**Array.Copy(borad, temp, borad.Length); O(borad.length)**

**int nn = temp[index0i + 1, index0j]; -> θ(1)**

**int hh = ham(parent, nn, index0i + 1, index0j); -> θ(1)**

**swap(ref temp[index0i + 1, index0j], ref temp[index0i, index0j]); -> θ(1)**

**node t2 = new node(temp, N, index0i + 1, index0j, hh, index0i, index0j, parent.Level + 1); -> θ(1)**

**if (!issame(parent, index0i + 1, index0j)) O(1)**

**{**

**adj.Add(t2);  O(1)**

**}**

**}**

**if (index0j > 0)**

**{**

**int[,] temp = new int[N, N]; -> θ(1)**

**Array.Copy(borad, temp, borad.Length); O(borad.length))**

**int nn = temp[index0i, index0j - 1]; -> θ(1)**

**int hh = ham(parent, nn, index0i, index0j - 1); -> θ(1)**

**swap(ref temp[index0i, index0j], ref temp[index0i, index0j - 1]); -> θ(1)**

**node t3 = new node(temp, N, index0i, index0j - 1, hh, index0i, index0j, parent.Level + 1); -> θ(1)**

**if (!issame(parent, index0i, index0j - 1)) O(1)**

**{**

**adj.Add(t3);O(1)**

**}**

**}**

**if (index0j + 1 < N) -> θ(1)**

**{**

**int[,] temp = new int[N, N]; -> θ(1)**

**Array.Copy(borad, temp, borad.Length); O(borad.length))**

**int nn = temp[index0i, index0j + 1]; -> θ(1)**

**int hh = ham(parent, nn, index0i, index0j + 1); -> θ(1)**

**swap(ref temp[index0i, index0j], ref temp[index0i, index0j + 1]); -> θ(1)**

**node t4 = new node(temp, N, index0i, index0j + 1, hh, index0i, index0j, parent.Level + 1); -> θ(1)**

**if (!issame(parent, index0i, index0j + 1)) O(1)**

**{**

**adj.Add(t4);O(1)**

**}**

**}**

**}**

**}**

# Analysic of build\_minheap:-

Let *h = log n* represent the height of the heap. The work required for the siftDown approach is given by the sum

(0 \* n/2) + (1 \* n/4) + (2 \* n/8) + ... + (h \* 1).

Each term in the sum has the maximum distance a node at the given height will have to move (zero for the bottom layer, h for the root) multiplied by the number of nodes at that height. In contrast, the sum for calling siftUp on each node is

(h \* n/2) + ((h-1) \* n/4) + ((h-2)\*n/8) + ... + (0 \* 1).

It should be clear that the second sum is larger. The first term alone is *hn/2 = 1/2 n log n*, so this approach has complexity at best *O(n log n)*.

One method (there are other analyses that also work) is to turn the finite sum into an infinite series and then use Taylor series. We may ignore the first term, which is zero:

[![Taylor series for buildHeap complexity](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhoAAADgBAMAAAC3AdJDAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAELtEIolmzTLd71R2q5nTe5OIAAAACXBIWXMAAA7EAAAOxAGVKw4bAAATkElEQVR4Ae1de4wkRRn/emd2dnZndnd4XQAVVkX+UIRNOAk5iY5vOT1ufRweAaUJAYJxw5p4mviIq3IBDz33ohESEx0DMUYTb40eePIafCQaT7MERE08GEGI0QirniKHOta7q6qrarprXt27U7mbrqrv+31V9dvq11R93wAMKZ3Y9GnYD+XT0mAx0/M+7fmhfFoaLGbSqzk/lFdTAwVdfG3Loz0/lEdDA4bcBQ2PFv1QHg0NGPKXYMWjRT+UR0MDhhyotDxa9EN5NDRYSLAyfYHc4nhNLtnyOgrpvcOmm6f68kLpx1J/yx+VCvashkKKNzXs2vmV3OvZ9cqaJzDTsEc8ezcdegIzDbvDs3dTdU9gZ9g9D1z7kFWrcmTLotfTtNWiJCg2Kotgbt7d7na4s0/nSrD1X3CX1EU1e9LOsLKkVvWuVFq7apuleXe7i6WTGr3rhmypUFmBH8kVSn7+MFTnlJoeFsZ+AWBp3t3uOas97IVqamYBfq/WyKUnYbopl73zU+1vkdRut59nRmY/VgOwNM/aPXicgA4ilMTAs9/17kYn4NQ8HLPr3A6zdbs0haTUnqPab37sWQbbV0aXUUvzrN0b/k51i4vt6IQtN/bVmYmeH3ZCZWXeZrW4DocLNmG6+vP+w/SDK5dp7pfwlQKYm+ftjrWbDHXKv1kGoLo2uWrtsdDyy1yHJmvTBi0twZNVm1CqD0KpQLNXaTWnt5dZDX9Z+TDcdhKYm+ftBgcFCfcJexPh5Kf6xcalUL6iJlrSMuMh7H1AqzMVZwCKL1YFZ6hFKLdXeA17zTgA14Rgbl60+4XnOCh6qZmslS7ltT05nuji9gOPu6TG9n8G8OlGJAleiu4WzahMclf+V6tIUhxvryVR60rnTTc4xluqFflVP3EjSwDSy0Px0n8gJKpT0oR8W1AkrsInU/fFZc0smzWycTVRnlyG3xlQVKgJStROKQRQXh4wG+hpQknBQce9S9GUC6e363KxL3kXG1MhXGlo1MXGWB3dKtF/kTAbnxcllnktv7XqAle5IN1aXXrdyFxsILtp58YUwmy/ZTHqEWYDVypppt1SyskKz/wvmV4XWm42AtO56pobeODvXx4LRY8wG7OixDNfw9Vp02TbeFanNePSJ2yUb9NU+IDHmkjw2WVVyoVKLbtuXIwqXwaTq+hAYXjYkzX08dejKP0aZXDaeRxX2ZOizNWK7a/zbL+OlI3bkflZ9ArQbqPMzNGjHzl6dAG3eAR/7JtHH0S4rgixjKW/Hv3NJ8hQMRvHYBaPlcBAsMFVyVE8nfNmiXn6gRqREm8XV/Gnc5SlnbWiJAOpss4zpdI02XLNjdMByg35iwHMRuy6AfDYqslyh7pp03nbAZNO7GTjAjA9jLvYQAOvrsE5BdEJwYY6+T8uFIwZVZmrTDR5rl9HFxvlJ86P3gmiDlA2ig+iZ3D2H8nYdWOsDhMhHPuM0MZsfF6UeGZ6jefoMTiHlYtzqkApHVVKAMlQGshVPOW8PcsGOR3wVLtteoamwvI30UnB/iML0dPXZB0uDZnN4J3P7o4/fQG8R2/zIVRRnge4ZkWXROXxpShPcxiFkwtFNbr6pAO2mDAKGRvBnAEUG0XpgK6FSSisotmGM5Z0fU0XcGUXSsckL5cXmG6sXfT2ceRyuxDNWiZEU0FPhVCv2VaXakq/eikUlw7NW9nYS5ULyhfrAoWF/WFjskUbNn1+D6qrpnqtDr3R60l/o4fi7VzlBJS5CnauVp564bKVja9S7e3zDBXgv5VA4cr+sLHYwrbN6UEorpklSm2Cb3vgtJBDWihzG0yvzHwbgqcfP/fpumFcpUeJdvBlDiKEMxT8dNeuK/rDRmE/7p0lHYVKaBGlrd7DASXM7zdgfH3ylKb1unHh00R9YoGjFnFGoHDBwCGu7i5tmWnZDez84qvswlQScXstPjZPgNMrp1V21y1nShBSNsTtdQe+aaPEUDjbFzaaLjaKX/sgbrgH6bIaNhK89dAnj1NrZ67uD56ic+M1/6nTOvFZBcLGOL0NnXzLe9oNKmMoXIijqEo3n4W6i43xN3xruRvrAluJ3i7+SSvZoxe+w8bTVsrG/RGKnTL8gS0O6UnNFnCx8SCamj1pprpLpHcQg9Ums0vmjNYGuiqTuYGuljxRNYHSAL0qHtp12Z5lmzF8Q/mSTdhd/T0ueGXXrlsNzzAATpTLYmLZWMuqil8g0L8+pEIITafZc03SjigTKF2dgw14CMrNdNYSau8//9Utp6qRjY4op8kkwvIz36lb9apX9HYhRzSEFprRWWhP+4//0SDshDJAslkl9s6/Pk3//FBpWhiO7vQ8bbd0WZr2/VBpWhiO7iRv9mKeSXL0QyWxPFydt1TeRTuQig0/1HBHmqT1+6762RloNeFhSMWGHypJf4ar8+dV1n4qNvxQwx1pktYPXOHDhh8qSX+GqhOsHLrxRanPFD/UUAeaqPFy64yQKBae+UkiAFHyQyW3P9IcMTBiYMTAiIERAyMGRgyMGNh0DPx0GS7iL3GJB1/dDQV9R25icIYVx2/eM7P8trQd3H3Twp+KqTlM28rg9W+E0z4ElZTtluvBrXXYgGygLSz/1tmgC3AOhgoAr13eiGy8AM7YVq8qI7+poRQNhWA1eOKODitSBliHKqdrSgdsj8SFI83yK/+gGJP8OZR6qXDREfj0ozWpogdZp2tKD+x7mpgOPYFdwsxbRbs02jVc8efo2lpyA8Niw+wizvttcwZ3ozja/zgkNiwu4nwcFmfwDiiO9j8OiQ2LizgfxznmB4kOKI72Pw6JDeEins4ZnDuWm1H+LHDksNiYYh7q3N0kmTO4E4WG1O0W/GGxwV3E0zmDO1H4D9zlFvxhscFdxNM5gztRmI0V/IGS5+bRYbEhXMRTOYPbUPy1hmzc92fD4ppC+B3Mh58zuIoSrzVk474/G4MZsbMVP2dwBSVea9DG/T5uwXcOw1NYeFgF+jmDKyjxWkM27mPzntcNtWcDKJXO1hrxcwZXUOK1hmzcx/ZzwsYLX6GRAeDnDC6jyGvNne+682GycR83kGQLfuWaVy/WY70ZZMUl/IFAatTPGVxG4deaQn37KvI3TJG2Fr89tZxCv+eqO0x7YDs5gyO3bZQWtM7IKPxaU4Ftmkan4mqhQVTMfred0D2QCzaEhzo2yp/OUTZyuWA5pVEbisa4eq+im6AwvqYqEfNqVX9Ll/zWYN/PGTxCsRhXHzaYdlZNhE7xAISnxK+iMNF0Nmw+UyQUjXEVHIN5p52Y8Mw6+uZdC/wQU+pvRewOCyC81VK1HKFIjKttpfVyXTGwo6YU9UKhcQPcqFcOvFw5S2sy5gyeaG+9hCIxrvb/4ND3VMP7QrWslcp/ueXylJNJs9CX4vX63zDR3voYKt631XhVZmu4h7rqDI6ji03yPhv2GZtRHKAeU7OBPdGHlCZbtGHFGZxEF3PtrTeizCOo6nPOrCbVYk90qTjILPNQV53BJ3F0MbS3nnbEMDeMKHO30y50U/91s61+13IPddUZfApHF0N767GHaNPgn2BG9aqv2BO9V7bS2eEe6uJGyZ3BfweOvfVWVLrGrdrTK1ZRXwXMQz3mDB48j/fW06bjZ4oN1auunjmc6wb3UI85g481HXvrrahesdFnT3RbN7mHeswZ/IgNgeutKBcohazfnui2rtg81CtNGwLX21AuTBpZ/z3Rbb0x+2Sbo4tFNsyoSN5VrtDJf70r606wcVyW6GKRISMqEneX678nuq1/Zg91S3QxYcSMEuIuM0P3RPdbR/ZDdcnVIOD8a+N0odz8UIMYT3dt8Ie/dCsgfqjuejoAtN86sh9qAMPpsgm0jvwp/BV+PdXc8EN12dUBwPE6Mkmp2PBDDWA4XTbht47sh+qyqwOAo3Xk1+GltHRnih9qAMPpsolU68iiLT+UgI8yIwZGDIwYGDEwYmDEwIiBEQOYAbTVKLQwcWXb56d4LMbyUT37g5trlp6eevPPLZINWz1bdwztsEO2IUWMDXPAgM3KhjlgwCZlwxIwIBEb5XZ7wXzanNf+m1mQ2Vp6plgCBiRj44MnWEYXnJAXNnbU6RAoG5aAAU42iszNo7xkIQNV54SN8svZENhV1BwwwMkG/5FNlQ01ZEJO2IB7VTbMf14nG9x7SWFDC5mQFzae6pqNmZCaUNgA1YUxL2x8qWs2Juu5ZkOKlnDk7oYXG5GJ6i9+yCzkc25I0RLGwuk1HzYkE2eLjfv5ZEOKlnBd9Mu67J7CuNEO+lU0MlFagkdyPTdEjAX840nCZRGzYQifQHdr6GxEJtCW2zvyzcYUi7EAxWOwj88CzAZ365KDLpDdGjE2hImd9XIj32zwaAlQXocfERciNB7Mhinowgoea4wNYeILUJ2bxyrohxGVZ9Hc3GF5tASArxf3lOhQCBuGoAt0t0aMDWFiqvaWhZCayCkbIloCvOruHQ9IbEA86AKNFRBjQ5goXP7939cMbGghE/Ly9MXIIHMD1PAJWER3a8TY4Cj5qM4NWZKbtzbRaXzdAFDCJ+AKultjk7KhhE/AbNBYAZuUDSV8AmaD7tbYpGwoQRdw5ATMiOEOS6vVz4133QApfIIUOWHjzY0O4QzoVRSk8AlS5ATKhsWNnM+QfM4NHi0hiqmAx8PYEE/nuO69+AMnfW4wE/SA7awjJcxGVBNZx8JcPm+gMUXhEwBE5ASdDcxQLOVqbiQ7U6TwCRBFTtjAZ0rsj0oq+JkivEJBipyw8eaGiQS+FIJkjA0pfIIUOcHBBl+P0d9h1eYyfd3g8QH4UkjEhjl8goENZkKsx3A21HUUzkmm2eDxAfhSiGBDDbrAxxK7pyABN8HXYxgb2joKt5BpNlh8AJgJeXfZmbJ9nlUENSFBGcPc4Cb4egyfG+q3PNxIltng8QGAL4WgTpPrhhp0gQ/FxIYwwddj8ssGiw+Al0JEUDbChhp0wcUGM4HXY/jrDH3e0OYGE2Z5brD4AHgpRARlI2yI2ysPusAIiZ8p1ARejxGvMyY2uDDDbLD4AGQphAdlI2dKLOgCnx0xNpgJvB4jXmdMbHBhhtlg8QHoUggPyobnxv3Ry8UCJ4IcY2wwE3Q9hr3OSGyUX4JTE2OpMMNssPgAdClkIsR9plfRWNAFKjJcRakJth7DXmckNjgOHakww2yghZMW6iddCmFB2dgdVhqGnI3NDWqCrsfw1xkjG0yYfTbwUsjVIigbuYrKDMh5CxtkPUa8zpjY4MIss0HjA+ClkFNFULaUbFATeD1GvM4QNrR1FC7MMhvyn53nMRsiYMDnPsCr6dEwN1QFXKJzI16Pa/LIhghXv1QKlVFtTjZWKAeFtfLciA0eMKC6VmyM2OABA97eKq57sLHBdlbzgAHVtbLH3FD4y3kB31N4wIDCXGFOGU6iq6iCyHkBsyECBixVQ2U4m5INETBg7zUKGabvvlSFjVaa3fpG25BOfuP1NtFGrUdrhqFlbM+0n7NIRtUjBkYMjBgYMTBiYMRAJwbMy8mdUFjuj0xifSg6luXkBH3xRyYwPiwVbckwRTf8kSkaGbCq/5j8kQMeorG5yEVPFrvHVDmyZXFeVpfybqSkmMWs5KInd889ppN2hpUlWV3Ku5GSYhazkYue0jv3mOYPQ3VO0Y8KbmSkl80c/01ktXcdxvQkTDdVgCh1QAq9bGamuJef0r0OY7rdvlLbAam0kr2CcNFTuuYeE/oS/TB3CFRgqOBG6tpZKwsXPaVj7jGhrS9PVhX9qOBGRnrZzAkXPbl72nKyLML58RD2codATdYBqWmPiiMGRgyMGBgxkJ4B12tOemt5R7hec4Yytg6+S8Y++WBkQwLves2RAYPPMxe9+C8nR3tncU7dwUFk650wsgUV73jNGTwDQ2/R8ZozlL6JWZuidR+MbF7gXa85MmBz5OlrToffVx4yFVuM7ZdqAPe8zyhClWaM0GZgfJATfc3ZtyzXZS3fMnYoaEHQnF4wygDMGKQ8QwAMjA75SdRhsbpsXhm6CApLaGrraS+uMGHo6tKbgPwYMgNfpKMzXKYOixMAxpUhVF8fb8W6/1VcY8AwG+8G8mPIDIwOuUnUYfFa1F/TNzXVVbQ9sK4PpvQorjFhqI05uA3QD94yMD7kJDGHxbNQd01slNdA7DiPRnTh0zhvwhAbhSaKLId+DJmB8SEniTksNlB3yUiiblMXxQa6PNSjSpILQsJGAxU0DC3P1JAEzQ1gYKyYj8R8Hhuot+rImIviOtx9clMbShXcbExjffxjyAy8ruEzW2QOi+RX2lQ2mIvigWJ8y/hWwoYBwxi9Gw8X/xgyAx/I7PC1jjGHxWhkuouiYSRBqLEhYQija6iRahN9MLDBhtaNjBSZz2PQQP1R5wZzUcQCLVV27bp1N/JuaqB6HYPLAWaD/Bgy1kCpQT5z8THWwt1soP/ayKiLIhbE07m4qoH+axhSriJGCuTHkLEGSg3ymYsPykb8bkldFMv47xxPhI04hrIzhvTJjyEzsMVG3Orwa9hvIqMnKW1liLoomp+c9h//I+p5HENtXIJkB9vtNfL0hfJmG8Mfur0HJ1pErqdqGwZdU2hiYJcNrpqt4/iyuT8XmKtJrQ0zxzEM7LLBVTN2bBn7E5irma5ZWG4yMQO7bTDdjB3M39zo39SonTZjZmpMi4HdNlSLG68005Mh/R+VJaFomfJdjAAAAABJRU5ErkJggg==)](https://i.stack.imgur.com/959f6.png)
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