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# Abstract

Circline is an easy syntax language that natively support Node, Edge and Graph definition. The optimal goal of this language is to provide a clear view on the Tree or graph relationship in reality. User could use this language to build his/her own graph and do some common algorithm such as Dijkstra, Breadth-First Search and Depth-First Search. It contains scanner, parser, organizer, ast, cast, semantic, code generation and external C libraries. These are the core components of Circline. This report generally explained the usage and implementation of the Circline.
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# Introduction

## Background

Graph is an important data structure in computer science widely used to present a complex relationship between events and resources, such as tree, S-T flow and even Neural Networks. However, current programming language could only provide limited functionalities in building a graph and the relationship between different nodes would not be clearly shown. Hence, there is a need to create a comprehensive programming language that designed specifically for graph to present the relationship among objects.

## Aims and Objectives

To facilitate the use of graph, Circline, a Graph-Oriented language, was created. It should be designed in a user-friendly way and the graph should present all necessary information such as the relationship between nodes, the type of edge and relationship between graphs and nodes. Moreover, Circline should be easy to understand and as fast as possible. It should allow user to use the basic data structure such as Array, List and Dictionary. User could also use this language to build his/her own functions. If all functionalities indicated before could be achieved, the user will be able to build up complicated graph algorithm to make full use of graph in their calculation.

Circline has easier syntax for describing a graph closed to script language. It allows user to define a variable, functions anywhere and allow nested functions. The function definition of Circline is in a Java style and the usage of them is closed to Python. The highlighted feature of Circline is its native support for Node, Edge and Graph definition. The followings would describe the usage of them.

As an example, to create a graph with three nodes (a, b, c), where a is root node and link with node b and c. We could easily define it like:

node a = node(); node b = node(); node c = node(); graph gh = a -- [b, c];

In above example, we first define three nodes and then link them using the symbol “--”, which defines edges linking node a and node b, c. As you can see, Circline use special syntax like “--” to define the edge, which is more straightforward and convenient.

This report would firstly introduce the Setup and Usage for this language through a step-by-step tutorial. Then, the full language reference manual would be provided to form a comprehensive overview of the language feature. Project Plan and Language Architecture would describe the timeline and detailed implementation of Circline. Finally, performance analysis and testing suite would be introduced.

# Tutorial
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## Hello World

To compile the compiler, open circline folder in the terminal and run **make all**. To test that everything is okay, run **make test**.Then, a series of test cases would run and show success in the terminal.

Here is a simple program in our language, **hello**.

|  |
| --- |
| print( “Hello World!” ); |

To run this program, follows the steps shown in the previous illustration graph or just run

|  |
| --- |
| $ sh circline.sh hello  Hello World! |

## Graph Creation

First, you should define all nodes.

|  |
| --- |
| node a = node("a");  node b = node("b");  node c = node("c");  node d = node("d");  node e = node("e"); |

**Note**: the value of the node could be one of the int, bool, float and string.

**Attention: In the entire reference document, single letters are reference to node defined as above.**

Second, define the graph.

|  |
| --- |
| graph g = a -> b -> c; |

Then, you could show the graph by

|  |
| --- |
| print(g); |

The output would be:

|  |
| --- |
| --------------------------------------  #Nodes: 3 Root Node: 4  node 3: b  node 2: c  node 4: a  #Edges: 2  edge 3-> 2  edge 4-> 3  -------------------------------------- |

**Note**: Each node has been assigned a global unique id.

You could merge graphs into a more complicated graph:

|  |  |
| --- | --- |
| graph g1 = a->b->c;  graph g2 = c->d;  print(g1 + g2); | --------------------------------------  #Nodes: 4 Root Node: 4  node 3: b  node 2: c  node 4: a  node 1: d  #Edges: 3  edge 3-> 2  edge 4-> 3  edge 2-> 1  -------------------------------------- |

You could manipulate the graph by removing nodes:

|  |  |
| --- | --- |
| graph g1 = (g-a).get(0);  print( g1 ); | --------------------------------------  #Nodes: 2 Root Node: 3  node 3: b  node 2: c  #Edges: 1  edge 3-> 2  -------------------------------------- |

**Note**: (g-a) returns a list<graph> object, list.get(0) return the first graph.

You could traverse the graph by getting the neighbors of a particular node:

|  |  |
| --- | --- |
| graph g = a -> [b, c, d];  list<node> l = g@a;  print( l ); | list:[node 3: b  node 2: c  node 1: d  ] |

For more information on tutorials, please refer the testing example in Testing section for complicated implementation and code generation test cases.

# Language Reference Manual

## Types and Literals

### Primitive Types

|  |  |  |
| --- | --- | --- |
| **Name** | **Prefix** | **Description** |
| Boolean | bool | true | false  Example:  true  false |
| Integer | int | Possible value:  32-bit signed Integer (-2147483638 ~ 2147483647)  Example:  -123  43  0 |
| Floating point | float | Possible value:  A IEEE 754 double-precision (64-bit) numbers  Example:  0.356  3.4e-16  1. |
| String | string | Possible value:  A sequence of ASCII enclosed by double quotes  Example:  “I’m Haikuo! Talent Guy!”  “”  “Hello world!\n” |
| Null | null | A type represent ‘nothing’  Example:  null |

### Node

Node is used to define a point in the graph, it could be linked to other nodes or graph. Each node could only store a single value. The stored node value could be one of the following types: **int**, **float**, **bool** and **string**.

|  |
| --- |
| node( 1 )  node( true )  node( 4.5 )  node( “Hello world!” ) |

To retrieve the value of node, there are two options:

1. print

|  |  |
| --- | --- |
| print( node(1) );  print( node(true) );  print( node(1.2) );  print( node("Node") ); | => node 0: 1  => node 2: true  => node 1: 1.200000  => node 0: Node |

1. cast

|  |  |
| --- | --- |
| int( node( 1 ) )  bool( node( true ) )  float( node( 4.5 ) )  string( node( “Hello world!” ) ) | => 1  => true  => 4.5  => “Hello world!” |

The cast functions could retrieve the value in the node.

### Graph

Graph is a set of linked nodes, it’s like a component in the union-find problem, which means that two unlinked graph can’t be represented by one graph without operation. A graph variable keeps the following information:

1. All nodes shown in the graph.
2. The Edge (direction, value), by which the nodes are connected.

#### Undirected Graph

|  |  |
| --- | --- |
| **Define undirected graph without edge value.** | |
| graph gh = a -- b -- c -- [a,d,e];  print( gh.nodes() ); |  |
| **Output** |
| list:[node 3: c  node 5: a  node 2: d  node 1: e  node 4: b  ] |

|  |  |
| --- | --- |
| **Define undirected graph with edge value.** | |
| graph gh= a--0&b--3&c--[1&a, 4&d, 3&e];  print( gh@(d,c) );  print( gh@(c,d) ); |  |
| **Output** |
| 3  3 |

#### Directed Graph

|  |  |
| --- | --- |
| **Define a simple directed graph, which could be defined by a single statement.** | |
| graph gh = a -> b -> [ c -> b, d ];  print( gh ); |  |
| **Output** |
| --------------------------------------  #Nodes: 4 Root Node: 5  node 4: b  node 3: c  node 2: d  node 5: a  #Edges: 4  edge 3-> 4  edge 4-> 3  edge 4-> 2  edge 5-> 4  -------------------------------------- |

|  |  |
| --- | --- |
| **Define a complicated directed graph with edge values, which cannot be defined by a single statement, through graph merging.** | |
| graph gh =  a ->0& b ->2& c ->[1&a, 4&b] +  d ->4& c + e ->3& c;  print( gh ); |  |
| **Output** |
| --------------------------------------  #Nodes: 5 Root Node: 5  node 3: c  node 5: a  node 4: b  node 2: d  node 1: e  #Edges: 6  edge 3-> 5: 1  edge 3-> 4: 4  edge 4-> 3: 2  edge 5-> 4: 0  edge 2-> 3: 4  edge 1-> 3: 3  -------------------------------------- |

|  |  |
| --- | --- |
| **Define a linked list.** | |
| graph gh= a->b->c->d->e;  print( gh ); |  |
| **Output** |
| --------------------------------------  #Nodes: 5 Root Node: 5  node 2: d  node 1: e  node 3: c  node 4: b  node 5: a  #Edges: 4  edge 2-> 1  edge 3-> 2  edge 4-> 3  edge 5-> 4  -------------------------------------- |

|  |  |
| --- | --- |
| **Define a binary tree Since the edge of BST has direction, assign a direction value for each edge..** | |
| bool l = true;  bool r = false;  graph gh = a -> [  l&b -> [ l&d, r&e -> l&f],  r&c -> [ l&h -> r&g, r&i ]  ];  print( gh ); |  |
| **Output** |
| --------------------------------------  #Nodes: 9 Root Node: 8  node 8: a  node 7: b  node 5: d  node 4: e  node 3: f  node 6: c  node 1: h  node 2: g  node 0: i  #Edges: 8  node 7-> 5: true  node 4-> 3: true  node 7-> 4: false  node 8-> 7: true  node 1-> 2: false  node 6-> 1: true  node 6-> 0: false  node 8-> 6: false  -------------------------------------- |

### List

List literals are a sequence of literals enclosed in square braces. The items are separated by commas or semicolons.

|  |  |
| --- | --- |
| print( [1, 2, 3, 4] );  print( [1.2, -3.4] );  print( ["a", "ab", "abc"] );  print( [true, false, 1>2] ); | => list:[1, 2, 3, 4]  => list:[1.200000, -3.400000]  => list:[a, ab, abc]  => list:[true, false, false] |

This is not allowed: [1, “apple”, 3]

To assign the list to a variable, the type of the element must be declared.

|  |  |
| --- | --- |
| list<int> li = [1, 2, 3, 4];  print(li);  list<float> lf = [1.2, -3.4];  print(lf);  list<string> ls = ["a", "ab"];  print(ls);  list<bool> lb = [1<2, 1>2];  print(lb); | => list:[1, 2, 3, 4]  => list:[1.200000, -3.400000]  => list:[a, ab]  => list:[true, false] |

The list in our language support the following methods: size(), pop(), push(), add(), set(), remove(), get(). Details of these methods will be discussed in the List paragraph.

**Attention**: Lists are strongly typed — all elements of an list must be of the same type. Besides, <int> would be automatically converted to <float>, <node> would be automatically converted to <graph> when necessary.

|  |  |
| --- | --- |
| print([1, 2, 3.]);  list<graph> lgh = [a, b->c ];  print( lgh.get(0).size() );  print( lgh.get(1).size() ); | => list:[1.000000, 2.000000, 3.000000]  => 1  => 2 |

### Dict

Dict defines a list of key-value pairs. The key-value pairs in it is are enclosed by curly braces, and are separated by commas.

**Supported key types**: int, string and node.

**Supported value types**: int, float, string, node, graph

The value should be subject to the convention of the identifiers, and it should be unique. For a given dict, both key and value could be only one type, which can be chosen from all types in Circline, and we should declare it. A key-value pair should contain both key and value, no single key or single value is allowed.

Here are some examples:

|  |
| --- |
| dict<string> = {“name1”: “circle”, “name2”: “heha”};  dict<int> = {1: “circle”, 2: 1};  dict<string> = {“name1”:1, 1:”name2”}; /\* error \*/ |

## Operators and Expressions

### Comments

Only one type of the comment is accepted, enclosed by “/\*” and “\*/”, such as

|  |
| --- |
| /\* write an Ocaml a line \*/ |
| /\* Write an Ocaml a line,  Keep you happy a day \*/ |

The elements in the middle are automatically ignored.

### Identifiers

Identifiers are sequence combination of letters (both upper and lower case), digits, and underscores. The function identifier and variable identifier is the same type and the starting element of a function name must be a letter.

Valid names:

|  |
| --- |
| Merge\_sort  apple  a3b\_a21  a12  I\_Like\_Ocaml |

Invalid names:

|  |
| --- |
| \_bash  1st  3a5  I-Like-ocaml |

### Arithmetic Operators

The arithmetic operators are +, -, \*, /, %.

The + and - operators have same precedence, \* and / have same precedence. \* and / have a higher precedence than + and -. We support automatic promotion of int and float, which we can have int + int, float + float and int + float, same as other arithmetic operators. But other primary types are not allowed as for the arithmetic operators.

Valid input:

|  |
| --- |
| 1 + 2  1 - 2  1 \* 2  1 / 2  1.0 + 2.0  1.0 \* 2, 1 / 2.0  1002 % 2 |

Invalid Input:

|  |
| --- |
| 1.0 + true  1 + “”  1 + {}  1 + []. |

### Logical and Relational Operators

Relational Operator >, <, >=, <= and == are in the same precedence, which is lower than round bracket and higher than and, or, not. For example:

|  |
| --- |
| if(a==1 and b <=2) |

means both a equals to 1 and b smaller or equals to 2.

|  |
| --- |
| if(c or (a and b)) |

means boolean variable a, b and c are judged by c or result of (a and b). If a = true, b = true, c = true the result will be true.

### List Operators

#### .size()

Size operator can return the length of a list, it’s used as aList.size().

|  |  |
| --- | --- |
| list<int> aList= [1, 2, 3, 4];  aList.size(); | => 4 |

#### .get(int index)

A specific element can be selected and used by using the index of the element:

|  |  |
| --- | --- |
| list<int> aList= [1, 2, 3, 4];  aList.get(1); | => 2 |

Besides, user can get the last element of a list by setting the index as -1.

|  |  |
| --- | --- |
| aList.get(-1)  aList.get(-2) | => 4  => 3 |

#### .set(int index, list.type value)

List can change the value of an element in the list by calling set() function:

|  |  |
| --- | --- |
| [1,2,3,4,5].set(1,3);  [“Dog”, “is”, “a”, “nerd”].set(0,”Pig”); | => [1,3,3,4,5]  => [“Pig”, “is”, “a”, “nerd”] |

#### .add/push(list.type value)

List can easily append new elements using +. What is need to be careful is that, the element to be appended should be the same type as the list, and it should be only one element, to append another list, see the section Concat.

|  |  |
| --- | --- |
| [1].add(2);  [“str1”].add(“str2”);  [1].add( “str”); | => [1,2]  => [“str1”,”str2”]  => Error |

#### .pop()

List can use pop to remove the last element from the list.

|  |  |
| --- | --- |
| [1,2,3].pop() | => [1,2] |

#### Concat (+)

As mentioned in Append, two list can be concatenated together also using +. Similarly, the two list should be same type, otherwise error is reported.

|  |  |
| --- | --- |
| [1,2,3] + [4,5,6]  [“str1”,”str2”,”str3”] + [“str4”,”str5”,”str6”]  [“str1”,”str2”,”str3”] + [1,2,3] | => [1,2,3,4,5,6]  => [“str1”, ”str2”, ”str3”, “str4”, ”str5”, ”str6”]  => ERROR |

#### .remove(int index)

User can delete a specific element of the list using .remove(index), for example:

|  |  |
| --- | --- |
| string[] aList =  [“big”, “fat”, “cat”, “cat”];  aList.remove(0);  aList.remove(-1); | => [“fat”, “cat”, “cat”]  => [“fat”, “cat”] |

**Example:**

|  |  |
| --- | --- |
| list<int> li = [1, 2, 3];  print(li);  li.add(4);  print(li);  print(li.get(0));  li.set(0, 4);  print(li);  li.remove(0);  print(li);  print(li.size());  print(li.pop());  print(li);  print(li.push(5)); | => list:[1, 2, 3]  => list:[1, 2, 3, 4]  => 1  => list:[4, 2, 3, 4]  => list:[2, 3, 4]  => 3  => 4  => list:[2, 3]  => list:[2, 3, 5] |

### Dict Operators

#### .get(dict.keytype key)

The value could be easily obtained from dict by calling get function. The current keytype: Node, String and Integer.

|  |  |
| --- | --- |
| dict<int> aDict = {“pig”: 123}  aDict.gete(“pig”)  dict<string> bDict = {10: “Dog”}  bDict.get(10) | => 123  => “Dog” |

#### .remove(dict.keytype key)

aDict.remove(keyname) allows user to remove a specific key-pair value. However, the keyname should exist, otherwise there will be an error.

|  |  |
| --- | --- |
| dict<string> d = {  “pig”: “some”,  “dog”: “sam”  }  d.remove(“pig”);  d.remove(“pig”); | => { “dog”: “sam” }  => Error |

#### .put(dict.keytype key, dict.valuetype value)

The put function can insert a new key-value pair to the existing dictionary.

aDict.put(“hey”, “buddy”); /\* aDict={“hey” : “buddy” }\*/

#### .size()

Return the size of Dictionary

#### .keys()

Return the List of keys.

{10: “hi”, 20 : “aa”, 30: “bb”}.keys(); /\* return [10,20,30] \*/

**Example:**

|  |  |
| --- | --- |
| dict<int> d\_int =  {1: 11, 2: 22, 3: 33};  print(d\_int);  print(d\_int.get(1));  print(d\_int.put(4, 44));  print(d\_int.remove(2));  print(d\_int.size());  list<int> l\_int = d\_int.keys();  print(l\_int);  print(d\_int.has(2));  print(d\_int.has(3)); | => {2: 22, 1: 11, 3: 33}  => 11  => {2: 22, 1: 11, 3: 33, 4: 44}  => {1: 11, 3: 33, 4: 44}  => 3  => list:[1, 3, 4]  => false  => true |

### Graph

#### Definition

There are three link operators:

1. “--” Double Link
2. “->” Right Link
3. “<-” Left Link

##### <node> <op> <Edge Value> & <node> => <graph>

Link two nodes together with specified edge value, and return a graph, whose root is the first node.

##### <node> <op> <Edge Value> & <graph> => <graph>

**Attention**: The following statements are equal to each other.

1. a -- 1&b-- 1&c
2. a -- 1& (b--1&c)

##### <node> <op> <Edge Value> & [ <node/graph> ] => <graph>

##### <node> <op> [ <Edge Value> & <node/graph> ] => <graph>

If the second operand is of type graph[], link the first node with a list of graphs by connecting the node and roots of graphs with the same edge value.

a -- 1& [ b--2&c, d--3&e ] =>

a -- [ 1& (b -- 2&c), 1& (d -- 3&c) ] =>

a -- [ 1&b -- 2&c, 1&d -- 3&c ]

If the second operand is of type node[], link the first node with all nodes in the list with the same edge value.

a -- 2&[ b, c, d ] => a -- [ 2&b, 2&c, 2&d ]

**Attention 1**: If both node and graph are existed in the same list, all nodes will be automatically converted to graphs with single node.

a -- 1&[ b, c --2&d ] =>

a -- [ 1&b, 1&(c -- 2&d) ] =>

a -- [ 1&b, 1&c -- 2&d ]

**Attention 2**: If the edge value are not of the same, must use the full definition.

a -- [ 1&b, 2&c, 3&d --4&e]

a -- [ 1&b, 2&c -- 3&[d, e] ] =>

a -- [ 1&b, 2&c -- [3&d, 3&e] ]

#### Methods

##### .root()

Return the root of a graph.

(a -- b -- c).root() => a

##### .size()

Return the size of the graph (number of nodes).

(a -- b -- c).size() => 3

##### .nodes()

Return a list of nodes in the graph with random order.

( a -- b -- [ c, d ] ).nodes() => [ a, b, c, d ]

**Exemples:**

|  |  |
| --- | --- |
| graph gh = a->b->c  gh.root()  gh.size()  gh.nodes()  (d<-e).root()  (a--[b,c]).root()  ((a--[b,c])~c).root()  (a->[b->c, d<-e]).size()  (a->[b->c, d<-e]).nodes() | => /\* Define a new graph \*/  => a  => 3 /\* Num of nodes \*/  => [b, c, a] /\* List of nodes \*/  => d  => a  => c  => 5  => [a, b, c, d, e] |

#### Operator

##### Reset Root: <graph> ~ <node>=> <graph>

Change the root of a graph to the specific node, and return a new graph. If the node is not existed in the graph, throws an error.

|  |  |
| --- | --- |
| graph g1 = a->b->c  g1.root()  g2 = gh~b  g1.root()  g2.root()  ( (a -- b -- c) ~ b ).root() | => /\* Define a new graph\*/  => a  => /\* return a new graph \*/  => a /\* old graph’s root remains unchanged \*/  => b /\* new graph with different root \*/  => b |

##### Merge Graph: <graph> + <graph>=> <graph>

Merge the nodes and edges of the two graphs, if there is a conflict in the edge, use the edge value in the second graph. The root of the returned graph is the same as the first graph.

**Attention:**

The two graphs should have shared nodes. Otherwise, return a new graph which is exactly the same the first graph.

|  |  |
| --- | --- |
| a -- 0&b + c -- [1&a, b&2, 4&d, 3&e]=>  [ a -- 0&b -- 2&c -- [ 1&a, 4&d, 3&e ] ] | |
| Original Graph | Return |
|  |  |
| a -- 0&b -- 2&c -- 1&a + b -- 3&c =>  a -- 0&b -- c&3 -- 1&a | |
| Original Graph | Return |
|  |  |

##### Remove Nodes: <graph> - <node>=> <graph>[]

The only operator available here is the delete “-”, which would remove the specific nodes as well as all connected edges from the graph and return a list of remaining graphs. The root of the first graph in the list is guaranteed to be the original root, unless the node got deleted is the root itself, in which case the root is randomly assigned. For the graphs other than the first in the return list, the root node is randomly assigned.

|  |  |
| --- | --- |
| a -- 0&b -- 2&c -- [1&a, 3&d, 4&e] - e =>  [ a -- 0&b -- 2&c -- [ 1&a, 4&d ] ] | |
| Original Graph | Return |
|  |  |
| a -- 0&b -- 2&c -- [1&a, 3&d, 4&e] - c =>  [ a -- 0&b, d, e ] | |
| Original Graph | Return |
|  |  |

##### Remove Edges: <graph> - <graph>=> <graph>[]

Remove the edges from the first graph if the edge is existed in the second graph, regardless of the edge value. The return value is a list of graphs. The first graph in the list share the same root with the original first graph. For other graphs in the list, the root is randomly assigned.

|  |  |
| --- | --- |
| a -- 0&b -- 2&c -- [ 1&a, 4&d, 3&e ] - a -- c -- b =>  [ a -- 0&b, d -- 4&c -- 3&e ] | |
| Original Graph | Return |
|  |  |

## Control Flow

### Loops

|  |  |
| --- | --- |
| **while loops** | |
| dict<int> di = {0:0};  int i = 1;  while (i<3) {  di.put(i, i);  i = i + 1;  }  print(di); | => {2: 2, 1: 1, 0: 0} |
| **for loops** | |
| list<int> li = [0];  int i;  for (i=1; i<5; i=i+1) {  li.add(i);  }  print(li); | => list:[0, 1, 2, 3, 4] |

### Conditionals

There are only one form of conditional expressions in our language:

**if (boolean expression) {**

**statement**

**} else {**

**statement**

**}**

Here is a simple example:

|  |  |
| --- | --- |
| int a = 2;  if(a>3) {  print(10);  }  else {  print("True");  } | True |

## Program Structure

### Functions

#### Default Functions

|  |
| --- |
| **void print( <T> args ... )** |
| **Arguments Type:**  One or more arguments of the following type  <T> = <int> <float> <bool> <string> <list> <dict> <node> <graph> <null> |
| **Single Argument Example:**  print(1) => 1  print(-1.2) => -1.20000  print(1>2) => false  print(true) => true  print(“Hello World!”) => Hello World!  print([1,2,3]) => list: [1, 2, 3]  print({“a”: 1}) => {a: 1}  print(node(“a”)) => node 0: a  **Multi Arguments Example:**  print(1,true,3) =>  1  true  3 |
| **void printf( <string>, <T> args... )** |
| **Arguments Type:**  The first argument should be a format string (%d, %f, %s).  One or more arguments of the following type  <T> = <int> <float> <string> |
| int a = 1;  float b = 1.2;  string d = "What!";  printf("%d--\n%.2f--\n%s\n", a, b , d) =>  1--  1.20--  What! |
| **int int( <T> arg )** |
| **Arguments Type:**  <T> = <int> <node> <edge> |
| int( 1 ) => 1  int( node(12) ) => 12 // Get the node value  int( (a->2&b)@(a,b) ) => 2 // Get the edge value |
| **float float( <T> arg )** |
| **Arguments Type:**  <T> = <int> <float> <node> <edge> |
| float(1.2) => 1.200000  float(1) => 1.000000  float( node(1.2) ) => 1.200000 // Get Node Value  float( (a -- (3.2)& b)@(a,b) ) => 3.200000 // Get Edge Value |
| **bool bool( <T> arg )** |
| **Arguments Type:**  <T> = <bool> <node> <edge> |
| bool(1>3) => false  bool(1<3) => true  bool( node(2>3) ) => false // Get Node Value  bool( (a -- (2<3)& b)@(a,b) ) => true // Get Edge Value |
| **int int( <T> arg )** |
| **Arguments Type:**  <T> = <int> <node> <edge> |
| int( 1 ) => 1  int( node(12) ) => 12 // Get the node value  int( (a->2&b)@(a,b) ) => 2 // Get the edge value |

#### Customized Functions

Functions are defined by normal C style, as shown in the following example.

|  |
| --- |
| string hello() {  return “Hello world!”;  }  /\* Return value will be cast to return type if possible \*/  float somefunction( int a ) {  return 1 + a;  }  /\* Usage of null \*/  node printNode( node a ) {  print(a);  return null;  } |

### Scoping & Nested functions

The outest scope is the whole program, which is also called global scope. Inside the program, you could create local scope such as functions. Local scope could access the value of outer scope. When the program looks for a variable, it first find the variable in local scope. If not found, it will look at the outer scope until global scope. If it could not find the variable in any scope, the program will raise exception. That’s to say, you could access the variable of outer scope.

|  |
| --- |
| int d = 1;  int b(int c) {  int d = 2;  int a() {  return d + c;  }  return a();  }  print(b(3)); /\* Output 5 \*/  print(d); /\* Output 1 \*/ |

# Project Plan

The group met two to three times per week (Wednesday after class and Monday before meeting TA). After several group discussion at the beginning, a draft timeline table was set down at the beginning of the semester. The timeline table indicate the major milestones of the project and its corresponding person. The responsible member is the person in charge of the target and all the other member should generally follow the plan that responsible member decided. All the members should follow code, test and push three steps. The implementation of circline could be generally categorized into three steps.

The first two deadline is considerable a good practise on teamwork. During these time, each of the member found their personal talent in this project and ready to tackle the challenge. The implementation of the language is the most funny, boring and hard time. Since the start of scanner, parser, the team stick on thinking of LRM and implementing them really fast. However, since the start of code generation and semantic check, the team realize, an ignorable design error were occurred at the beginning. The actual LLVM would only support a C flavored grammar.

Several discussion were focusing on the syntax of the language. The team agreed to keep the original syntax and do transformation of the token from the parser to the semantic and code generation. The name of this operation is called Second Step implementation. During this great expedition, the organizer were created to translate the language and BFS search were applied in Ocaml to rearrange the function and variables. After the implementation of it. The problem on code generating was solved.

The Third Step implementation is to appeal the need of this language, supporting on List, Dict, Graph and Node operation. At this stage, the team decided to write the C library from scratch to implement all the complex data structure. Then, the Code generation would call these data structures and semantic could start checking on them. On 14th Dec 2016, the overall Circline body was completed and it could do BFS and DFS search. On 18th Dec 2016, the support on Dijkstra Algorithm indicate that the Circline is fully functional. The team is moving on to final error checking procedure. The automated testing suite implemented at the beginning was helpful to accelerate the testing speed and the warning were solved in each stage of Circline.

## Ocaml Style

• Indent with two spaces.

• Indent to indicate scope.

• Never Wrap lines.

• Comments are not required, but should be included for confusing or weird-looking code.

• Pattern match all cases.

• Use a pipe character | with all match cases, including the first one.

• Be as specific as possible when throwing exceptions.

• Do not repeat code — refactor if possible.

• Be descriptive and consistent in naming everywhere.

• Use lowercase letters and underscores in naming.

## Circline Style

• Indent with four spaces.

• Indent to indicate scope.

• No wrap lines.

• Array items should be by default be single space separated, with a space separating the open

and closing brackets/braces.

• The closing brace/bracket/parenthesis on multi-line constructs should be lined up under the

first character of the line that starts the multi-line construct.

• Use camelCase for both variable names & function names.

• Writing multiple statements on the same line is discouraged.

• All variables should be initialized in declaration.

• Declare all variables at the beginning of the functions.

## Project Timeline

|  |  |
| --- | --- |
| Time | Achievement |
| 10.22 | Finish Scanner and Ast |
| 10.23 | Finish Tokenize and test files |
| 10.25 | Established Travis CI online testing |
| 10.31 | Build Parser and parserize file for testing |
| 11.1 | Makefile Linking the whole project |
| 11.6 | Parser second step implementation, start code gen and semantic |
| 11.13 | Finish parser, add cast and start on Organizer |
| 11.19 | Organizer first step complete |
| 11.20 | Hello World to Circline |
| 11.26 | Organizer BFS complete and Semantic second step complete |
| 11.30 | Code gen second step complete |
| 12.1 | Start on C library linking |
| 12.6 | Graph and Node C library finished |
| 12.15 | List and Dict C library C library finished |
| 12.17 | Major bug fix, Semantic third step complete |
| 12.18 | Dijkstra Algorithm complete, maintenance on data structure APIs |
| 12.19 | Final Checking |

For more information, please check <https://github.com/jimmykobe1171/circline/commits/master>

## Roles and Responsibilities

|  |  |
| --- | --- |
| **Target** | **Responsible Member** |
| The purpose and usage of language | Everyone |
| Preliminary Project Plan | Jia Zhang |
| Language Definition and Syntax | Zehao Song |
| Implementation Procedure and goals for each step | Haikuo Liu |
| Testing plan and automated testing suite design | Qing Lan |
| Scanner design and implementation | Zehao Song |
| ast file and tokenize testing suite | Jia Zhang |
| Parser design and first step implementation | Haikuo Liu |
| Mid term project summary and plan for next term | Jia Zhang |
| Parser design second step Level adding | Qing Lan |
| Semantic Checking Plan and implementation | Jia Zhang |
| Code Generation First step implementation | Zehao Song |
| The need of organizer! First step implementation | Qing Lan |
| Maintenance of Parser and Scanner for current plan | Haikuo Liu |
| Code Generation Second step implementation | Zehao Song, Haikuo Liu |
| Testing suite maintenance for semantic check and code gen | Qing Lan |
| Semantic Check Second Step implementation | Jia Zhang |
| Organizer Modification and Code Generation Replanning | Haikuo Liu, Qing Lan |
| C External Library Implementation - Dict & List | Qing Lan, Haikuo Liu |
| C External Library Implementation - Graph | Zehao Song |
| Code Generation Third Step implementation | Haikuo Liu, Zehao Song |
| Code generation and Semantic Checking sync | Zehao Song, Jia Zhang |
| Finalizing system design | Jia Zhang |

## Commits
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# Language Architecture

![](data:image/png;base64,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)

## Scanner (scanner.mll)

The scanner generates tokens, which are keywords, arithmetic operators, graph operators, logical operators, primary types, literals, and symbols. Apart from matching regular expressions, its tasks are:

1. Converting escape sequences into string literals.
2. Discarding whitespace and characters that are no longer needed.
3. Removing comments (for each /\* comments \*/).

## Parser (parser.mly)

The parser takes in the tokens passed to it from scanner and produce an abstract syntax tree (AST) based on the definitions provided and the input tokens. The top level of the AST is a list containing all statements. Then we parse the statements list into functions, variables, etc. The layout of the Parser can be represented as following:
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## Optimizer (organizer.ml)

The major need of the organizer is to reconstruct the Circline to be closed to C. The way it works is similar to Cython to Python. The Script-Language grammar would work well in Circline however not ideal to LLVM. The major job could be concluded into two parts:

1. Lift all Variable declarations to the front of its scope.
2. Rearrange the order among all function declarations and variable

For the first part, organizer would store all variables in the ‘locals’ field of its corresponding function scope. These variable declaration would be placed directly after the declaration of the function. For the case such as int apple = 10; The statement is splitted into two parts: Keep apple = 10 at it original position and move int apple; to the front. This would ensure the variable would not be assigned a value until the original position. A function label would add to the front of variable, which provide an ease for semantic check used to identify the variables has the same name however from different scopes.

The second problem needs a complex algorithm to solve, which could be described as shown in the graph below:
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The nested function could be in any types of data structures. However, these function could only be declared at the beginning in c in order to use them. Hence, a Breadth-First Search would be applied in here. All the functions were arranged inside out. Similarly, we label the function name with their parent names and leave the usage of function right at the position and drag the declaration at the front. After these operation, the final tokens would be necessary to be parsed in C. In brief, Organizer establish a bridge between Circline and C.

## Semantic Check (semant.ml)

The input of semantic check module is the output of Optimizer discussed above, which is a list of function objects defined in cast.ml.

For each function, we need to check its returnType, args, locals and body. For example, the function body consists of a list statements, so we need to check every statement in function body. For a statement, it consist of expression, so we need to check every expression. This is kind of performing DFS on the AST tree.

There is one thing that need to be mentioned. Since we support nested function, we need to check the situation that accessing a variable that is defined in the scope of its parent function. As described in Optimizer, we store the parent name for every function. When we encounter an expression that evaluate a variable, we first loop up the variable in local scope. If we could not find it in local scope, we will use the parent name stored in function object to access the parent scope and find the variable there. Such process continues until we reach the main scope, which is the outest scope and acts like global scope. If we could not find the variable at the end, we will raise exception.

## Code Generator (codegen.ml)

The input of the code generator is the semantic-checked AST. The output of the code generator is a **.ll** file in LLVM syntax.

The structure of the code generator is very similar to that of **microC**.

1. Declare the context, module and linked C library.
2. Declare all types (int, float, bool, string, list, dict, node, graph).
3. Declare all external functions
4. Declare the name-function map & name-variable map
5. Translate each function in the program
   1. Declare all variables and stored into name-variable map
   2. Translate each statement
      1. Translate each expression

Compared to **microC**, statements in **circline** are the same. The expressions are not the same. For LLVM primary types, including int, float, bool, the operation are directly built in ocaml.

For complicated struct type, all operations are handled by C Library. The basic idea is pass the struct pointers between each declared C functions.

## C library

Most of the complicated functions are implemented by C, including:

1. List Operation
   1. create list
   2. concat list
   3. list add/push elements
   4. list get elements
   5. list setelements
   6. list remove/pop elements
   7. get list size
   8. print out list
2. Dict Operation
   1. create dict
   2. dict put key-value pairs
   3. dict remove key-value pairs
   4. dict get value
   5. check key existence in dict
   6. get dict size
   7. get list of keys
   8. print out dict
3. Node Operation
   1. create node
   2. get node value
4. Graph Operation
   1. create graph
   2. add nodes / edges
   3. remove nodes
   4. graph merge
   5. graph subtraction
   6. graph get / set root
   7. graph get all nodes
   8. get neighbors of node in the graph
   9. graph get edges
   10. print out graph

How to use the C library in ocaml code generator? Here is a brief illustration.

First, write the C functions in utils.c, eg. **show()** functions.

Second, compile the utils.c file into LLVM IR by the command **clang -S -emit-llvm**. As shown in the graph (**utils.ll**), a function with name **show** is defined.

Third, in the **codegen.ml**, an external function should be declared and called when necessary, as shown in the graph (**code.ll**)

Finally, combine / link **code.ll** and **utils.bc** together to generate the final executable file **code**.
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# Testing

### Examples

#### > Breadth-first search (BFS)

|  |
| --- |
| list<node> bfs(graph gh, node r) {  if (gh == null or gh.size() == 0) { return null; }  int i; node curr; node tmp\_n; list<node> children;  dict<node> set = { r: r };  list<node> res = null;  list<node> queue = [ r ];  while (queue.size() > 0) {  curr = queue.get(0); queue.remove(0);  if (res == null) { res = [curr]; } else { res.add(curr); }  children = gh@curr;  for (i=0; i<children.size(); i=i+1) {  tmp\_n = children.get(i);  if (not set.has( tmp\_n )) {  set.put( tmp\_n, tmp\_n );  queue.add(tmp\_n);  }  }  }  return res;  } |

Here are examples:

|  |  |
| --- | --- |
|  | |
| bfs(gh, a)  bfs(gh, b)  bfs(gh, c)  bfs(gh, d)  bfs(gh, e)  bfs(gh, f) | => [ a, b, c, d, e, f ]  => [ b, a, c, d, e, f ]  => [ c, e, f, a, b, d ]  => [ d, a, b, c, e, f ]  => [ e, c, f, a, b, d ]  => [ f, c, e, a, b, d ] |

#### > Depth First Search (DFS)

|  |
| --- |
| list<node> dfs(graph gh, node r) {  if (gh == null or gh.size() == 0) { return null; }  int i; node curr; node tmp\_n; list<node> children;  bool found;  dict<int> set = { r: 0 };  list<node> res = [r];  list<node> stack = [ r ];  while (stack.size() > 0) {  curr = stack.get( stack.size() - 1 );  set.put(curr, 1);  children = gh@curr;  found = false;  for (i=0; (not found) and (i<children.size()); i=i+1) {  tmp\_n = children.get(i);  if (not set.has( tmp\_n )) { set.put( tmp\_n, 0 ); }  if (set.get(tmp\_n) == 0) {  stack.push(tmp\_n);  res.add(tmp\_n);  found = true;  }  }  if (not found) {  set.put(r, 2);  stack.pop();  }  }  return res;  } |

Here are examples:

|  |  |
| --- | --- |
|  | |
| dfs(gh, a)  dfs(gh, b)  dfs(gh, c)  dfs(gh, d)  dfs(gh, e)  dfs(gh, f) | => [ a, b, c, e, f, d ]  => [ b, a, c, e, f, d ]  => [ c, e, f, a, b, d ]  => [ d, a, b, c, e, f ]  => [ e, c, f, a, b, d ]  => [ f, c, e, a, b, d ] |

#### > Dijkstra’s Algorithm for Shortest Path

|  |
| --- |
| void dijkstra(graph gh, node sour) {  dict<int> distance = { sour: 0 };  list<node> queue = gh.nodes();  dict<node> parent = {sour: sour};  int i;  for (i=0; i<queue.size(); i=i+1) {  distance.put(queue.get(i), 2147483647);  parent.put(queue.get(i), null);  }  distance.put(sour, 0);  while (queue.size() > 0) {  updateDistance( findMin() );  }  queue = gh.nodes();  for (i=0; i<queue.size(); i=i+1) {  showRes(queue.get(i));  }  node findMin() {  node minNode = queue.get(0);  int minDis = distance.get(minNode);  int minIndex = 0;  int i; node tmp;  for (i = 1; i < queue.size(); i=i+1) {  tmp = queue.get(i);  if ( distance.get(tmp) < minDis ) {  minNode = tmp;  minDis = distance.get(tmp);  minIndex = i;  }  }  queue.remove(minIndex);  return minNode;  }  void updateDistance(node u) {  int i; int dv; int dis; node v;  list<node> neighs = gh@u;  int du = distance.get(u);  for (i = 0; i<neighs.size(); i=i+1) {  v = neighs.get(i);  dv = distance.get(v);  dis = int( gh@(u, v) );  if ((dis + du) < dv) {  distance.put(v, dis+du);  parent.put(v, u);  }  }  }  void showRes(node dest) {  list<node> res = [dest];  node tmp = parent.get(dest);  while (tmp != null) {  res.add( tmp );  tmp = parent.get(tmp);  }  int i;  printf("%s -> %s : %d [ ", string(sour), string(dest), distance.get(dest) );  for (i=res.size()-1; i > 0; i=i-1) {  printf("%s, ", string( res.get(i) ));  }  if (i == 0) {  printf("%s ]\n", string( res.get(i) ));  } else {  print("]");  }  }  } |

Here are examples:

|  |
| --- |
|  |
| Dijkstra Results:  a -> a : 0 [ a ]  a -> e : 2 [ a, b, e ]  a -> g : 5 [ a, b, e, c, g ]  a -> b : 1 [ a, b ]  a -> c : 4 [ a, b, e, c ]  a -> f : 5 [ a, b, e, c, f ]  a -> d : 3 [ a, d ] |

### Automated Test Suite

By simply calling **make test**, the functionalities of scanner, parser, semantic checker would be tested. Test cases for each file were created in the tests folder. Before the implementation of each component of circline, the test cases would be built for future verification. In order to compare the input and output, several helper Ocaml file were created. For Scanner, a tokenize.ml file were created to convert the output of scanner to string. Parser use parserize.ml to printout the corresponding ast function called. Semantic check used semantic\_check.ml to print out the error information.
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In order to test it automatically, all of the test file were linked with makefile.

#### Scanner Test Cases
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#### Parser Test Cases
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#### Semantic Check Test Cases

![](data:image/png;base64,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)

![](data:image/png;base64,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)

#### Code Generator Test Cases
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This project is using Travis CI to lively test all code in every commit to the github.

# Conclusion

Circline is almost complete now. The project started from September, a concept thinking of building a graph, to a comprehensive language that support much more. Step by steps, a reasonable Language reference Manual was created. Referenced by the manual, scanner and parser were built. Although several difficulties were tackled since the LLVM appeared not friendly to Circline’s syntax, the team found the solution to converted into C style. Makefile played a significant role in the build of the program. It reduce the total amount of time to compile and test all of the test files. Finally, with several example implemented, the Circline programming language was proved to be useful.

Special thanks to Alexandra Francine Medway, the TA of Circline team, for her patience and continuous support on the Circline Language design and implementation.

# Lessons Learned

The importance of the structure of the program file and automation test: a good structure of the program files improve our efficiency a lot, thus we can have a strong “make” command to compile all the source files and run the automatic test easily. This makes our life much easier. Thanks to the tester, a good test plan were created in the very early of the semester. This provided the team an ease to debug, and convenient for members to coordinate with each other. TravisCI helps the team a lot at the beginning. Unfortunately, when LLVM were applied to use, the team experienced the hardship on it, caused by the virtual machine provided by TravisCi not support LLVM. Team’s TA suggested that every test document should be prepared before every commit so that there would be no concern for TravisCI to compile the source code and it solved this problem.

Use C or any other language as library. Initially, the team did not know that llvm support C library addition. Once this method was found, team rapidly implemented the essential data structure. It was much more convenient to code in C and build corresponding APIs.

Ocaml is a hard language to hands on quickly, however improves the overall speed of developing circline: When we first learn Ocaml, we can hardly write down even ten lines of code, because it’s not easy to use as Java. But when we are getting familiar with it, we find it enable correctness guarantees that are impossible in imperative languages. Because once you fix all the compile errors, you can almost conduct no run time error. This save us a tons of time to debug our code.

Variable type is not as easy as what we thought. Variable type causes us a lot of troubles when we were writing the code code generation, it’s much harder than what we thought it would be. Our language could support a lot of types when we designed it, and it didn’t bother us before the code generation. But when we were writing the code generation, we found that type support in LLVM was not very strong, and we had to spend a lot of time dealing with types. So if we could start again, we may choose to encapsulate all types in the C struct, or allow less types in our language so that we can have more time focusing on other interesting part of our language.

# Appendix

For complete Code with test cases. Please find it in the code files

## Scanner.mll

|  |
| --- |
| {  open Parser  let unescape s =  Scanf.sscanf ("\"" ^ s ^ "\"") "%S%!" (fun x -> x)  }  let digit = ['0'-'9']  let letter = ['a'-'z' 'A'-'Z']  let variable = letter (letter | digit | '\_') \*  let escape = '\\' ['\\' ''' '"' 'n' 'r' 't']  let ascii = ([' '-'!' '#'-'[' ']'-'~'])  rule token =  parse [' ' '\t' '\r' '\n'] { token lexbuf }  (\* comment \*)  | "/\*" { comment lexbuf }  (\* calculation \*)  | '+' { PLUS }  | '-' { MINUS }  | '\*' { TIMES }  | '/' { DIVIDE }  | '%' { MOD }  (\* separator \*)  | ';' { SEMICOLUMN }  | ',' { SEQUENCE }  | '=' { ASSIGN }  | ':' { COLUMN }  | '.' { DOT }  (\* logical operation \*)  | "and" { AND }  | "or" { OR }  | "not" { NOT }  | "if" { IF }  | "else" { ELSE }  | "for" { FOR }  | "while" { WHILE}  | "break" { BREAK }  | "continue" { CONTINUE }  | "in" { IN }  | "return" {RETURN}  (\* comparator \*)  | '>' { GREATER }  | ">=" { GREATEREQUAL }  | '<' { SMALLER }  | "<=" { SMALLEREQUAL }  | "==" { EQUAL}  | "!=" { NOTEQUAL}  (\* graph operator \*)  | "--" { LINK }  | "->" { RIGHTLINK }  | "<-" { LEFTLINK }  | '@' { AT }  | '&' { AMPERSAND }  | '~' { SIMILARITY }  (\* primary type \*)  | "void" { VOID }  | "int" { INT }  | "float" { FLOAT }  | "string" { STRING }  | "bool" { BOOL }  | "node" { NODE }  | "graph" { GRAPH }  | "list" { LIST }  | "dict" { DICT }  | "null" { NULL }  (\* integer and float \*)  | digit+ as lit { INT\_LITERAL(int\_of\_string lit) }  | digit+'.'digit\* as lit { FLOAT\_LITERAL(float\_of\_string lit) }  | '"' ((ascii | escape)\* as lit) '"' { STRING\_LITERAL(unescape lit) }  (\* quote \*)  | '"' { QUOTE }  (\* boolean operation \*)  | "true" | "false" as boollit { BOOL\_LITERAL(bool\_of\_string boollit)}  (\* bracket \*)  | '[' { LEFTBRACKET }  | ']' { RIGHTBRACKET }  | '{' { LEFTCURLYBRACKET }  | '}' { RIGHTCURLYBRACKET }  | '(' { LEFTROUNDBRACKET }  | ')' { RIGHTROUNDBRACKET }  (\* id \*)  | variable as id { ID(id) }  | eof { EOF }  and comment =  parse "\*/" {token lexbuf}  | \_ {comment lexbuf} |

## Parser.mli

|  |
| --- |
| type token =  | PLUS  | MINUS  | TIMES  | DIVIDE  | MOD  | SEMICOLUMN  | SEQUENCE  | ASSIGN  | COLUMN  | DOT  | GREATER  | GREATEREQUAL  | SMALLER  | SMALLEREQUAL  | EQUAL  | NOTEQUAL  | AND  | OR  | NOT  | IF  | ELSE  | FOR  | WHILE  | BREAK  | CONTINUE  | IN  | RETURN  | LINK  | RIGHTLINK  | LEFTLINK  | SIMILARITY  | AT  | AMPERSAND  | INT  | FLOAT  | STRING  | BOOL  | NODE  | GRAPH  | LIST  | DICT  | NULL  | VOID  | QUOTE  | LEFTBRACKET  | RIGHTBRACKET  | LEFTCURLYBRACKET  | RIGHTCURLYBRACKET  | LEFTROUNDBRACKET  | RIGHTROUNDBRACKET  | EOF  | ID of (string)  | INT\_LITERAL of (int)  | STRING\_LITERAL of (string)  | FLOAT\_LITERAL of (float)  | BOOL\_LITERAL of (bool)  val program :  (Lexing.lexbuf -> token) -> Lexing.lexbuf -> Ast.program |

## Parser.mly

|  |
| --- |
| %{ open Ast %}  /\* Arithmetic Operators \*/  %token PLUS MINUS TIMES DIVIDE MOD  /\* Separator \*/  %token SEMICOLUMN SEQUENCE ASSIGN COLUMN DOT  /\* Relational Operators \*/  %token GREATER GREATEREQUAL SMALLER SMALLEREQUAL EQUAL NOTEQUAL  /\* Logical Operators & Keywords\*/  %token AND OR NOT IF ELSE FOR WHILE BREAK CONTINUE IN RETURN  /\* Graph operator \*/  %token LINK RIGHTLINK LEFTLINK SIMILARITY AT AMPERSAND  /\* Primary Type \*/  %token INT FLOAT STRING BOOL NODE GRAPH LIST DICT NULL VOID  /\* Quote \*/  %token QUOTE  /\* Bracket \*/  %token LEFTBRACKET RIGHTBRACKET LEFTCURLYBRACKET RIGHTCURLYBRACKET LEFTROUNDBRACKET RIGHTROUNDBRACKET  /\* EOF \*/  %token EOF  /\* Identifiers \*/  %token <string> ID  /\* Literals \*/  %token <int> INT\_LITERAL  %token <string> STRING\_LITERAL  %token <float> FLOAT\_LITERAL  %token <bool> BOOL\_LITERAL  /\* Order \*/  %right ASSIGN  %left AND OR  %left EQUAL NOTEQUAL  %left GREATER SMALLER GREATEREQUAL SMALLEREQUAL  %left PLUS MINUS  %left TIMES DIVIDE MOD  %right NOT  %right LINK RIGHTLINK LEFTLINK AMPERSAND  %left SIMILARITY AT  %right LEFTROUNDBRACKET  %left RIGHTROUNDBRACKET  %right COLUMN  %right DOT  %start program  %type < Ast.program> program  %%  /\* Program flow \*/  program:  | stmt\_list EOF { List.rev $1 }  stmt\_list:  | /\* nothing \*/ { [] }  | stmt\_list stmt { $2 :: $1 }  stmt:  | expr SEMICOLUMN { Expr($1) }  | func\_decl { Func($1) }  | RETURN SEMICOLUMN { Return(Noexpr) }  | RETURN expr SEMICOLUMN { Return($2) }  | FOR LEFTROUNDBRACKET for\_expr SEMICOLUMN expr SEMICOLUMN for\_expr RIGHTROUNDBRACKET LEFTCURLYBRACKET stmt\_list RIGHTCURLYBRACKET  {For($3, $5, $7, List.rev $10)}  | IF LEFTROUNDBRACKET expr RIGHTROUNDBRACKET LEFTCURLYBRACKET stmt\_list RIGHTCURLYBRACKET ELSE LEFTCURLYBRACKET stmt\_list RIGHTCURLYBRACKET  {If($3,List.rev $6,List.rev $10)}  | IF LEFTROUNDBRACKET expr RIGHTROUNDBRACKET LEFTCURLYBRACKET stmt\_list RIGHTCURLYBRACKET  {If($3,List.rev $6,[])}  | WHILE LEFTROUNDBRACKET expr RIGHTROUNDBRACKET LEFTCURLYBRACKET stmt\_list RIGHTCURLYBRACKET  {While($3, List.rev $6)}  | var\_decl SEMICOLUMN { Var\_dec($1)}  var\_decl:  | var\_type ID { Local($1, $2, Noexpr) }  | var\_type ID ASSIGN expr { Local($1, $2, $4) }  var\_type:  | VOID {Void\_t}  | NULL {Null\_t}  | INT {Int\_t}  | FLOAT {Float\_t}  | STRING {String\_t}  | BOOL {Bool\_t}  | NODE {Node\_t}  | GRAPH {Graph\_t}  | DICT SMALLER INT GREATER {Dict\_Int\_t}  | DICT SMALLER FLOAT GREATER {Dict\_Float\_t}  | DICT SMALLER STRING GREATER {Dict\_String\_t}  | DICT SMALLER NODE GREATER {Dict\_Node\_t}  | DICT SMALLER GRAPH GREATER {Dict\_Graph\_t}  | LIST SMALLER INT GREATER {List\_Int\_t}  | LIST SMALLER FLOAT GREATER {List\_Float\_t}  | LIST SMALLER STRING GREATER {List\_String\_t}  | LIST SMALLER BOOL GREATER {List\_Bool\_t}  | LIST SMALLER NODE GREATER {List\_Node\_t}  | LIST SMALLER GRAPH GREATER {List\_Graph\_t}  formal\_list:  | /\* nothing \*/ { [] }  | formal { [$1] }  | formal\_list SEQUENCE formal { $3 :: $1 }  formal:  | var\_type ID { Formal($1, $2) }  func\_decl:  | var\_type ID LEFTROUNDBRACKET formal\_list RIGHTROUNDBRACKET LEFTCURLYBRACKET stmt\_list RIGHTCURLYBRACKET {  {  returnType = $1;  name = $2;  args = List.rev $4;  body = List.rev $7;  }  }  /\* For loop decl\*/  for\_expr:  | /\* nothing \*/ { Noexpr }  | expr { $1 }  expr:  literals {$1}  | NULL { Null }  | arith\_ops { $1 }  | graph\_ops { $1 }  | NODE LEFTROUNDBRACKET expr RIGHTROUNDBRACKET { Node($3) }  | ID { Id($1) }  | ID ASSIGN expr { Assign($1, $3) }  | expr AT LEFTROUNDBRACKET expr SEQUENCE expr RIGHTROUNDBRACKET { EdgeAt($1, $4, $6) }  | LEFTBRACKET list RIGHTBRACKET { ListP(List.rev $2) }  | LEFTCURLYBRACKET dict RIGHTCURLYBRACKET { DictP(List.rev $2) }  | LEFTROUNDBRACKET expr RIGHTROUNDBRACKET { $2 }  | ID LEFTROUNDBRACKET list RIGHTROUNDBRACKET { Call($1, List.rev $3) }  | INT LEFTROUNDBRACKET list RIGHTROUNDBRACKET { Call("int", List.rev $3) }  | FLOAT LEFTROUNDBRACKET list RIGHTROUNDBRACKET { Call("float", List.rev $3) }  | BOOL LEFTROUNDBRACKET list RIGHTROUNDBRACKET { Call("bool", List.rev $3) }  | STRING LEFTROUNDBRACKET list RIGHTROUNDBRACKET { Call("string", List.rev $3) }  | expr DOT ID LEFTROUNDBRACKET list RIGHTROUNDBRACKET {CallDefault($1, $3, List.rev $5)}  /\* Lists \*/  list:  | /\* nothing \*/ { [] }  | expr { [$1] }  | list SEQUENCE expr { $3 :: $1 }  list\_graph:  | expr AMPERSAND expr { { graphs = [$3]; edges = [$1] } }  | list\_graph SEQUENCE expr AMPERSAND expr  { { graphs = $5 :: ($1).graphs; edges = $3 :: ($1).edges } }  list\_graph\_literal:  | LEFTBRACKET list\_graph RIGHTBRACKET {  { graphs = List.rev ($2).graphs; edges = List.rev ($2).edges }  }  dict\_key\_value:  | expr COLUMN expr { ($1, $3) }  /\* dict \*/  dict:  | /\* nothing \*/ { [] }  | dict\_key\_value { [$1] }  | dict SEQUENCE dict\_key\_value {$3 :: $1}  arith\_ops:  | expr PLUS expr { Binop($1, Add, $3) }  | expr MINUS expr { Binop($1, Sub, $3) }  | expr TIMES expr { Binop($1, Mult, $3) }  | expr DIVIDE expr { Binop($1, Div, $3) }  | expr EQUAL expr { Binop($1, Equal, $3) }  | expr NOTEQUAL expr { Binop($1, Neq, $3) }  | expr SMALLER expr { Binop($1, Less, $3) }  | expr SMALLEREQUAL expr { Binop($1, Leq, $3) }  | expr GREATER expr { Binop($1, Greater, $3) }  | expr GREATEREQUAL expr { Binop($1, Geq, $3) }  | expr AND expr { Binop($1, And, $3) }  | expr MOD expr { Binop($1, Mod, $3) }  | expr OR expr { Binop($1, Or, $3) }  | NOT expr { Unop (Not, $2) }  | MINUS expr { Unop (Neg, $2) }  | expr SIMILARITY expr { Binop($1, RootAs, $3) }  | expr AT AT expr { Binop($1, ListEdgesAt, $4) }  | expr AT expr { Binop($1, ListNodesAt, $3) }  graph\_ops:  | expr LINK expr { Graph\_Link($1, Double\_Link, $3, Null) }  | expr LINK list\_graph\_literal { Graph\_Link($1, Double\_Link, ListP(($3).graphs), ListP(($3).edges)) }  | expr LINK expr AMPERSAND expr { Graph\_Link($1, Double\_Link, $5, $3) }  | expr RIGHTLINK expr { Graph\_Link($1, Right\_Link, $3, Null) }  | expr RIGHTLINK list\_graph\_literal { Graph\_Link($1, Right\_Link, ListP(($3).graphs), ListP(($3).edges)) }  | expr RIGHTLINK expr AMPERSAND expr { Graph\_Link($1, Right\_Link, $5, $3) }  | expr LEFTLINK expr { Graph\_Link($1, Left\_Link, $3, Null) }  | expr LEFTLINK list\_graph\_literal { Graph\_Link($1, Left\_Link, ListP(($3).graphs), ListP(($3).edges)) }  | expr LEFTLINK expr AMPERSAND expr { Graph\_Link($1, Left\_Link, $5, $3) }  literals:  INT\_LITERAL {Num\_Lit( Num\_Int($1) )}  | FLOAT\_LITERAL {Num\_Lit( Num\_Float($1) )}  | STRING\_LITERAL {String\_Lit($1) }  | BOOL\_LITERAL {Bool\_lit($1) } |

## Ast.ml

|  |
| --- |
| (\* Binary Operators \*)  type binop =  Add (\* + \*)  | Sub (\* - \*)  | Mult (\* \* \*)  | Div (\* / \*)  | Mod (\* % \*)  | Equal (\* == \*)  | Neq (\* != \*)  | Less (\* < \*)  | Leq (\* <= \*)  | Greater (\* > \*)  | Geq (\* >= \*)  | And (\* and \*)  | Or (\* or \*)  (\* Graph Only \*)  | ListNodesAt (\* <graph> @ <node> \*)  | ListEdgesAt (\* <graph> @@ <node> \*)  | RootAs (\* <graph> ~ <node> \*)  (\* Unary Operators \*)  type unop =  Neg (\* - \*)  | Not (\* not \*)  (\* Numbers int | float \*)  type num =  Num\_Int of int (\* 514 \*)  | Num\_Float of float (\* 3.1415 \*)  (\* Variable Type \*)  type var\_type =  Int\_t (\* int \*)  | Float\_t (\* float \*)  | String\_t (\* string \*)  | Bool\_t  | Node\_t  | Graph\_t  | Dict\_Int\_t  | Dict\_Float\_t  | Dict\_String\_t  | Dict\_Node\_t  | Dict\_Graph\_t  | List\_Int\_t  | List\_Float\_t  | List\_String\_t  | List\_Bool\_t  | List\_Node\_t  | List\_Graph\_t  | Void\_t  | Null\_t  (\* Type Declaration \*)  type formal =  | Formal of var\_type \* string (\* int aNum \*)  type graph\_op =  | Right\_Link  | Left\_Link  | Double\_Link  type expr =  Num\_Lit of num  | Null  | String\_Lit of string  | Bool\_lit of bool  | Node of expr  | Graph\_Link of expr \* graph\_op \* expr \* expr  | EdgeAt of expr \* expr \* expr  | Binop of expr \* binop \* expr  | Unop of unop \* expr  | Id of string  | Assign of string \* expr  | Noexpr  | ListP of expr list  | DictP of (expr \* expr) list  | Call of string \* expr list (\* function call \*)  | CallDefault of expr \* string \* expr list  and edge\_graph\_list = {  graphs: expr list;  edges: expr list;  }  type var\_decl =  | Local of var\_type \* string \* expr  (\* Statements \*)  type stmt =  Expr of expr (\* set foo = bar + 3 \*)  | Return of expr  | For of expr \* expr \* expr \* stmt list  | If of expr \* stmt list \* stmt list  | While of expr \* stmt list  | Var\_dec of var\_decl  | Func of func\_decl  (\* Function Declaration \*)  and func\_decl = {  returnType: var\_type;  name: string;  args: formal list;  body: stmt list;  }  (\* Program entry point \*)  type program = stmt list |
|  |

## Cast.ml

|  |
| --- |
| (\* Binary Operators \*)  type binop =  Add (\* + \*)  | Sub (\* - \*)  | Mult (\* \* \*)  | Div (\* / \*)  | Mod (\* % \*)  | Equal (\* == \*)  | Neq (\* != \*)  | Less (\* < \*)  | Leq (\* <= \*)  | Greater (\* > \*)  | Geq (\* >= \*)  | And (\* and \*)  | Or (\* or \*)  (\* Graph Only \*)  | ListNodesAt (\* <graph> @ <node> \*)  | ListEdgesAt (\* <graph> @@ <node> \*)  | RootAs (\* <graph> ~ <node> \*)  (\* Unary Operators \*)  type unop =  Neg (\* - \*)  | Not (\* not \*)  (\* Numbers int | float \*)  type num =  Num\_Int of int (\* 514 \*)  | Num\_Float of float (\* 3.1415 \*)  (\* Variable Type \*)  type var\_type =  Int\_t (\* int \*)  | Float\_t (\* float \*)  | String\_t (\* string \*)  | Bool\_t  | Node\_t  | Edge\_t  | Graph\_t  | Dict\_Int\_t  | Dict\_Float\_t  | Dict\_String\_t  | Dict\_Node\_t  | Dict\_Graph\_t  | List\_Int\_t  | List\_Float\_t  | List\_Bool\_t  | List\_String\_t  | List\_Node\_t  | List\_Graph\_t  | List\_Null\_t  | Void\_t  | Null\_t  (\* Type Declaration \*)  type formal =  | Formal of var\_type \* string (\* int aNum \*)  type graph\_op =  | Right\_Link  | Left\_Link  | Double\_Link  type expr =  Num\_Lit of num  | Null  | String\_Lit of string  | Bool\_lit of bool  | Node of int \* expr  | Graph\_Link of expr \* graph\_op \* expr \* expr  | EdgeAt of expr \* expr \* expr  | Binop of expr \* binop \* expr  | Unop of unop \* expr  | Id of string  | Assign of string \* expr  | Noexpr  | ListP of expr list  | DictP of (expr \* expr) list  | Call of string \* expr list (\* function call \*)  | CallDefault of expr \* string \* expr list  and edge\_graph\_list = {  graphs: expr list;  edges: expr list;  }  type var\_decl =  | Local of var\_type \* string \* expr  (\* Statements \*)  type stmt =  Expr of expr (\* set foo = bar + 3 \*)  | Return of expr  | For of expr \* expr \* expr \* stmt list  | If of expr \* stmt list \* stmt list  | While of expr \* stmt list  (\* Function Declaration \*)  and func\_decl = {  returnType: var\_type;  name: string;  args: formal list;  body: stmt list;  locals: formal list;  pname: string; (\* parent func name \*)  }  (\* Program entry point \*)  type program = func\_decl list |
|  |

## Organizer.ml

|  |
| --- |
| module A = Ast  module C = Cast  module StringMap = Map.Make(String)  let node\_num = ref 0  let convert\_binop = function  A.Add -> C.Add  | A.Sub -> C.Sub  | A.Mult -> C.Mult  | A.Div -> C.Div  | A.Mod -> C.Mod  | A.Equal -> C.Equal  | A.Neq -> C.Neq  | A.Less -> C.Less  | A.Leq -> C.Leq  | A.Greater -> C.Greater  | A.Geq -> C.Geq  | A.And -> C.And  | A.Or -> C.Or  | A.ListNodesAt -> C.ListNodesAt  | A.ListEdgesAt -> C.ListEdgesAt  | A.RootAs -> C.RootAs  let convert\_unop = function  A.Neg -> C.Neg  | A.Not -> C.Not  let convert\_num = function  A.Num\_Int(a) -> C.Num\_Int(a)  | A.Num\_Float(a) -> C.Num\_Float(a)  let convert\_var\_type = function  A.Int\_t -> C.Int\_t  | A.Float\_t -> C.Float\_t  | A.String\_t -> C.String\_t  | A.Bool\_t -> C.Bool\_t  | A.Node\_t -> C.Node\_t  | A.Graph\_t -> C.Graph\_t  | A.List\_Int\_t -> C.List\_Int\_t  | A.List\_Float\_t -> C.List\_Float\_t  | A.List\_String\_t -> C.List\_String\_t  | A.List\_Node\_t -> C.List\_Node\_t  | A.List\_Graph\_t -> C.List\_Graph\_t  | A.List\_Bool\_t -> C.List\_Bool\_t  | A.Dict\_Int\_t -> C.Dict\_Int\_t  | A.Dict\_Float\_t -> C.Dict\_Float\_t  | A.Dict\_String\_t -> C.Dict\_String\_t  | A.Dict\_Node\_t -> C.Dict\_Node\_t  | A.Dict\_Graph\_t -> C.Dict\_Graph\_t  | A.Void\_t -> C.Void\_t  | A.Null\_t -> C.Null\_t  let convert\_graph\_op = function  | A.Right\_Link -> C.Right\_Link  | A.Left\_Link -> C.Left\_Link  | A.Double\_Link -> C.Double\_Link  let rec get\_entire\_name m aux cur\_name =  if (StringMap.mem cur\_name m) then  let aux = (StringMap.find cur\_name m) ^ "." ^ aux in  (get\_entire\_name m aux (StringMap.find cur\_name m))  else aux  let increase\_node\_num =  let node\_num = ref(!node\_num) in  !(node\_num) - 1  let rec convert\_expr m = function  A.Num\_Lit(a) -> C.Num\_Lit(convert\_num a)  | A.Null -> C.Null  | A.String\_Lit(a) -> C.String\_Lit(a)  | A.Bool\_lit(a) -> C.Bool\_lit(a)  | A.Node(a) -> node\_num := (!node\_num + 1); C.Node(!node\_num - 1, convert\_expr m a)  | A.Graph\_Link(a,b,c,d) -> C.Graph\_Link(  convert\_expr m a,  convert\_graph\_op b,  convert\_expr m c,  (match (c,d) with  | (A.ListP(\_), A.ListP(\_))  | (A.ListP(\_), A.Noexpr)  | (A.ListP(\_), A.Null) -> convert\_expr m d  | (A.ListP(\_), \_) -> C.ListP([convert\_expr m d])  | \_ -> convert\_expr m d  ))  | A.EdgeAt(a,b,c) -> C.EdgeAt(convert\_expr m a, convert\_expr m b, convert\_expr m c)  | A.Binop(a,b,c) -> C.Binop(convert\_expr m a, convert\_binop b, convert\_expr m c)  | A.Unop(a,b) -> C.Unop(convert\_unop a, convert\_expr m b)  | A.Id(a) -> C.Id(a)  | A.Assign(a,b) -> C.Assign(a, convert\_expr m b)  | A.Noexpr -> C.Noexpr  | A.ListP(a) -> C.ListP(convert\_expr\_list m a)  | A.DictP(a) -> C.DictP(convert\_dict\_list m a)  | A.Call(a,b) -> C.Call(get\_entire\_name m a a, convert\_expr\_list m b)  | A.CallDefault(a,b,c) -> C.CallDefault(convert\_expr m a, b, convert\_expr\_list m c)  and convert\_expr\_list m = function  [] -> []  | [x] -> [convert\_expr m x]  | \_ as l -> (List.map (convert\_expr m) l)  and convert\_dict m = function  (c,d) -> (convert\_expr m c, convert\_expr m d)  and convert\_dict\_list m = function  [] -> []  | [x] -> [convert\_dict m x]  | \_ as l -> (List.map (convert\_dict m) l)  let convert\_edge\_graph\_list m = function  {A.graphs = g; A.edges = e} -> {C.graphs = convert\_expr\_list m g; C.edges = convert\_expr\_list m e}  let convert\_formal = function  | A.Formal(v, s) -> C.Formal(convert\_var\_type v, s)  let convert\_formal\_list = function  [] -> []  | [x] -> [convert\_formal x]  | \_ as l -> (List.map convert\_formal l)  (\* create a main funcition outside of the whole statement list \*)  let createMain stmts = A.Func({  A.returnType = A.Int\_t;  A.name = "main";  A.args = [];  A.body = stmts;  })  let rec get\_funcs\_from\_body\_a = function  [] -> []  | A.Func(\_) as x::tl -> x :: (get\_funcs\_from\_body\_a tl)  | \_::tl -> get\_funcs\_from\_body\_a tl  let rec get\_body\_from\_body\_a = function  [] -> []  | A.Func(\_)::tl -> get\_body\_from\_body\_a tl  | \_ as x::tl -> x :: (get\_body\_from\_body\_a tl)  let rec mapper parent map = function  [] -> map  | A.Func{A.name = n; \_}::tl ->  mapper parent (StringMap.add n parent map) tl  | \_-> map  let convert\_bfs\_insider my\_map = function  A.Func{A.name = n; A.body = b; \_}->  let curr = get\_funcs\_from\_body\_a b in  let my\_map = mapper n my\_map curr in  (curr,my\_map)  | \_->([],my\_map)  let rec bfser m result = function  [] ->(List.rev result, m)  | A.Func{A.returnType = r; A.name = n; A.args = args; A.body = b} as a ::tl -> let result1 = convert\_bfs\_insider m a in  let latterlist = tl @ (fst result1) in  let m = (snd result1) in  let addedFunc = A.Func({  A.returnType = r; A.name = n; A.args = args; A.body = get\_body\_from\_body\_a b  }) in  let result = result @ [addedFunc] in  bfser m result latterlist  | \_->([], m)  (\* convert stament in A to C, except those Var\_dec and Func, we will convert them separately \*)  let rec convert\_stmt m = function  A.Expr(a) -> C.Expr(convert\_expr m a)  | A.Return(a) -> C.Return(convert\_expr m a)  | A.For(e1, e2, e3, stls) -> C.For(convert\_expr m e1, convert\_expr m e2, convert\_expr m e3, List.map (convert\_stmt m) stls)  | A.If(e, stls1, stls2) -> C.If(convert\_expr m e, List.map (convert\_stmt m) stls1, List.map (convert\_stmt m) stls2)  | A.While(e, stls) -> C.While(convert\_expr m e, List.map (convert\_stmt m) stls)  | \_ -> C.Expr(C.Noexpr)  let rec get\_body\_from\_body\_c m = function  [] -> []  | A.Var\_dec(A.Local(\_, name, v))::tl when v <> A.Noexpr -> C.Expr(C.Assign(name, convert\_expr m v)) :: (get\_body\_from\_body\_c m tl)  | A.Var\_dec(A.Local(\_, \_, v))::tl when v = A.Noexpr -> (get\_body\_from\_body\_c m tl)  | \_ as x::tl -> (convert\_stmt m x) :: (get\_body\_from\_body\_c m tl)  let rec get\_local\_from\_body\_c = function  [] -> []  | A.Var\_dec(A.Local(typ, name, \_))::tl -> C.Formal(convert\_var\_type typ, name) :: (get\_local\_from\_body\_c tl)  | \_::tl -> get\_local\_from\_body\_c tl  (\* convert the horizental level function list in A to C \*)  let rec convert\_func\_list\_c m = function  [] -> []  | A.Func{A.returnType = r; A.name = n; A.args = a; A.body = b} :: tl -> {  C.returnType = convert\_var\_type r;  C.name = get\_entire\_name m n n;  C.args = convert\_formal\_list a;  C.body = get\_body\_from\_body\_c m b;  C.locals = get\_local\_from\_body\_c b;  C.pname = if n = "main" then "main" else get\_entire\_name m (StringMap.find n m) (StringMap.find n m)  } :: (convert\_func\_list\_c m tl)  | \_::tl -> convert\_func\_list\_c m tl  (\* entry point \*)  let convert stmts =  let funcs = createMain stmts in  let horizen\_funcs\_m = bfser StringMap.empty [] [funcs] in  convert\_func\_list\_c (snd horizen\_funcs\_m) (fst horizen\_funcs\_m) |
|  |

## Semant.ml

|  |
| --- |
| open Cast  open Printf  module StringMap = Map.Make(String)  (\* Pretty-printing functions \*)  let string\_of\_typ = function  Int\_t -> "int"  | Float\_t -> "float"  | String\_t -> "string"  | Bool\_t -> "bool"  | Node\_t -> "node"  | Graph\_t -> "graph"  | List\_Int\_t -> "list<int>"  | List\_Float\_t -> "list<float>"  | List\_String\_t -> "list<string>"  | List\_Node\_t -> "list<node>"  | List\_Graph\_t -> "list<graph>"  | List\_Bool\_t -> "list<bool>"  | List\_Null\_t -> "list<null>"  | Dict\_Int\_t -> "dict<int>"  | Dict\_Float\_t -> "dict<float>"  | Dict\_String\_t -> "dict<string>"  | Dict\_Node\_t -> "dict<node>"  | Dict\_Graph\_t -> "dict<graph>"  | Void\_t -> "void"  | Null\_t -> "null"  | Edge\_t -> "edge"  let string\_of\_op = function  Add -> "+"  | Sub -> "-"  | Mult -> "\*"  | Div -> "/"  | Mod -> "%"  | Equal -> "=="  | Neq -> "!="  | Less -> "<"  | Leq -> "<="  | Greater -> ">"  | Geq -> ">="  | And -> "and"  | Or -> "or"  | ListNodesAt -> "@"  | ListEdgesAt -> "@@"  | RootAs -> "~"  let string\_of\_uop = function  Neg -> "-"  | Not -> "not"  let string\_of\_graph\_op = function  Right\_Link -> "->"  | Left\_Link -> "<-"  | Double\_Link -> "--"  let rec string\_of\_expr = function  Num\_Lit(Num\_Int(l)) -> string\_of\_int l  | Num\_Lit(Num\_Float(l)) -> string\_of\_float l  | Null -> "null"  | String\_Lit(l) -> l  | Bool\_lit(true) -> "true"  | Bool\_lit(false) -> "false"  | Node(\_, e) -> "node(" ^ string\_of\_expr e ^ ")"  | EdgeAt(e, n1, n2) -> string\_of\_expr e ^ "@" ^ "(" ^ string\_of\_expr n1 ^ "," ^ string\_of\_expr n2 ^ ")"  | Graph\_Link(e1, op, e2, e3) ->  "graph\_link(" ^ string\_of\_expr e1 ^ " " ^ string\_of\_graph\_op op ^ " " ^ string\_of\_expr e2 ^ " " ^ string\_of\_expr e3 ^ ")"  | Binop(e1, o, e2) ->  string\_of\_expr e1 ^ " " ^ string\_of\_op o ^ " " ^ string\_of\_expr e2  | Unop(o, e) -> string\_of\_uop o ^ " " ^ string\_of\_expr e  | Id(s) -> s  | Assign(v, e) -> v ^ " = " ^ string\_of\_expr e  | Noexpr -> ""  (\* TODO: maybe revise to a more meaningful name \*)  | ListP(\_) -> "list"  | DictP(\_) -> "dict"  | Call(n, \_) -> "function call " ^ n  | CallDefault(e, n, \_) -> "function call " ^ string\_of\_expr e ^ "." ^ n    exception SemanticError of string  (\* error message functions \*)  let undeclared\_function\_error name =  let msg = sprintf "undeclared function %s" name in  raise (SemanticError msg)  let duplicate\_formal\_decl\_error func name =  let msg = sprintf "duplicate formal %s in %s" name func.name in  raise (SemanticError msg)  let duplicate\_local\_decl\_error func name =  let msg = sprintf "duplicate local %s in %s" name func.name in  raise (SemanticError msg)  let undeclared\_identifier\_error name =  let msg = sprintf "undeclared identifier %s" name in  raise (SemanticError msg)  let illegal\_assignment\_error lvaluet rvaluet ex =  let msg = sprintf "illegal assignment %s = %s in %s" lvaluet rvaluet ex in  raise (SemanticError msg)  let illegal\_binary\_operation\_error typ1 typ2 op ex =  let msg = sprintf "illegal binary operator %s %s %s in %s" typ1 op typ2 ex in  raise (SemanticError msg)  let illegal\_unary\_operation\_error typ op ex =  let msg = sprintf "illegal unary operator %s %s in %s" op typ ex in  raise (SemanticError msg)  let invaid\_list\_type\_error typ =  let msg = sprintf "invalid list type: %s" typ in  raise (SemanticError msg)  let invaid\_dict\_type\_error typ =  let msg = sprintf "invalid dict type: %s" typ in  raise (SemanticError msg)  let inconsistent\_list\_element\_type\_error typ1 typ2 =  let msg = sprintf "list can not contain objects of different types: %s and %s" typ1 typ2 in  raise (SemanticError msg)  let inconsistent\_dict\_element\_type\_error typ1 typ2 =  let msg = sprintf "dict can not contain objects of different types: %s and %s" typ1 typ2 in  raise (SemanticError msg)  let unmatched\_func\_arg\_len\_error name =  let msg = sprintf "args length not match in function call: %s" name in  raise (SemanticError msg)  let incompatible\_func\_arg\_type\_error typ1 typ2 =  let msg = sprintf "incompatible argument type %s, but %s is expected" typ1 typ2 in  raise (SemanticError msg)  let invalid\_expr\_after\_return\_error \_ =  let msg = sprintf "nothing may follow a return" in  raise (SemanticError msg)  let redefine\_print\_func\_error \_ =  let msg = sprintf "function print may not be defined" in  raise (SemanticError msg)  let duplicate\_func\_error name =  let msg = sprintf "duplicate function declaration: %s" name in  raise (SemanticError msg)  let unsupport\_operation\_error typ name =  let msg = sprintf "unsupport operation on type %s: %s" typ name in  raise (SemanticError msg)  let invalid\_list\_size\_method\_error ex =  let msg = sprintf "list size method do not take arguments: %s" ex in  raise (SemanticError msg)  let invalid\_list\_pop\_method\_error ex =  let msg = sprintf "list pop method do not take arguments: %s" ex in  raise (SemanticError msg)  let invalid\_list\_get\_method\_error ex =  let msg = sprintf "list get method should only take one argument of type int: %s" ex in  raise (SemanticError msg)  let invalid\_list\_add\_method\_error typ ex =  let msg = sprintf "list add method should only take one argument of type %s: %s" typ ex in  raise (SemanticError msg)  let invalid\_list\_push\_method\_error typ ex =  let msg = sprintf "list push method should only take one argument of type %s: %s" typ ex in  raise (SemanticError msg)  let invalid\_list\_remove\_method\_error ex =  let msg = sprintf "list remove method should only take one argument of type int: %s" ex in  raise (SemanticError msg)  let invalid\_list\_set\_method\_error typ ex =  let msg = sprintf "list set method should only take two argument of type int and %s: %s" typ ex in  raise (SemanticError msg)  let invalid\_empty\_list\_decl\_error ex =  let msg = sprintf "invalid empty list declaration: %s" ex in  raise (SemanticError msg)  let invalid\_dict\_get\_method\_error ex =  let msg = sprintf "dict get method should only take one argument of type int, string or node: %s" ex in  raise (SemanticError msg)  let invalid\_dict\_remove\_method\_error ex =  let msg = sprintf "dict remove method should only take one argument of type int, string or node: %s" ex in  raise (SemanticError msg)  let invalid\_dict\_size\_method\_error ex =  let msg = sprintf "dict size method do not take arguments: %s" ex in  raise (SemanticError msg)  let invalid\_dict\_keys\_method\_error ex =  let msg = sprintf "dict keys method do not take arguments: %s" ex in  raise (SemanticError msg)  let invalid\_dict\_put\_method\_error typ ex =  let msg = sprintf "dict put method should only take two argument of type (int, string or node) and %s: %s" typ ex in  raise (SemanticError msg)  let invalid\_empty\_dict\_decl\_error ex =  let msg = sprintf "invalid empty dict declaration: %s" ex in  raise (SemanticError msg)  let invalid\_graph\_root\_method\_error ex =  let msg = sprintf "graph root method do not take arguments: %s" ex in  raise (SemanticError msg)  let invalid\_graph\_size\_method\_error ex =  let msg = sprintf "graph size method do not take arguments: %s" ex in  raise (SemanticError msg)  let invalid\_graph\_nodes\_method\_error ex =  let msg = sprintf "graph nodes method do not take arguments: %s" ex in  raise (SemanticError msg)  let invalid\_graph\_edges\_method\_error ex =  let msg = sprintf "graph edges method do not take arguments: %s" ex in  raise (SemanticError msg)  let invalid\_graph\_link\_error ex =  let msg = sprintf "left side of graph link should be node type: %s" ex in  raise (SemanticError msg)  let invalid\_graph\_edge\_at\_error ex =  let msg = sprintf "invalid graph edge at: %s" ex in  raise (SemanticError msg)  let invalid\_graph\_list\_node\_at\_error ex =  let msg = sprintf "invalid graph list node at: %s" ex in  raise (SemanticError msg)  let unsupport\_graph\_list\_edge\_at\_error ex =  let msg = sprintf "unsupport graph list edge at: %s" ex in  raise (SemanticError msg)  let invalid\_graph\_root\_as\_error ex =  let msg = sprintf "invalid graph root as: %s" ex in  raise (SemanticError msg)  let wrong\_func\_return\_type\_error typ1 typ2 =  let msg = sprintf "wrong function return type: %s, expect %s" typ1 typ2 in  raise (SemanticError msg)  let match\_list\_type = function  Int\_t -> List\_Int\_t  | Float\_t -> List\_Float\_t  | String\_t -> List\_String\_t  | Node\_t -> List\_Node\_t  | Graph\_t -> List\_Graph\_t  | Bool\_t -> List\_Bool\_t  | \_ as t-> invaid\_list\_type\_error (string\_of\_typ t)  let reverse\_match\_list\_type = function  List\_Int\_t -> Int\_t  | List\_Float\_t -> Float\_t  | List\_String\_t -> String\_t  | List\_Node\_t -> Node\_t  | List\_Graph\_t -> Graph\_t  | List\_Bool\_t -> Bool\_t  | \_ as t-> invaid\_list\_type\_error (string\_of\_typ t)  let match\_dict\_type = function  Int\_t -> Dict\_Int\_t  | Float\_t -> Dict\_Float\_t  | String\_t -> Dict\_String\_t  | Node\_t -> Dict\_Node\_t  | Graph\_t -> Dict\_Graph\_t  | \_ as t-> invaid\_dict\_type\_error (string\_of\_typ t)  let reverse\_match\_dict\_type = function  Dict\_Int\_t -> Int\_t  | Dict\_Float\_t -> Float\_t  | Dict\_String\_t -> String\_t  | Dict\_Node\_t -> Node\_t  | Dict\_Graph\_t -> Graph\_t  | \_ as t-> invaid\_dict\_type\_error (string\_of\_typ t)  (\* list check helper function \*)  let check\_valid\_list\_type typ =  if typ = List\_Int\_t || typ = List\_Float\_t || typ = List\_String\_t || typ = List\_Node\_t || typ = List\_Graph\_t || typ = List\_Bool\_t then typ  else invaid\_list\_type\_error (string\_of\_typ typ)  let check\_list\_size\_method ex es =  match es with  [] -> ()  | \_ -> invalid\_list\_size\_method\_error (string\_of\_expr ex)  let check\_list\_pop\_method ex es =  match es with  [] -> ()  | \_ -> invalid\_list\_pop\_method\_error (string\_of\_expr ex)  (\* dict check helper function \*)  let check\_valid\_dict\_type typ =  if typ = Dict\_Int\_t || typ = Dict\_Float\_t || typ = Dict\_String\_t || typ = Dict\_Node\_t || typ = Dict\_Graph\_t then typ  else invaid\_dict\_type\_error (string\_of\_typ typ)  let check\_dict\_size\_method ex es =  match es with  [] -> ()  | \_ -> invalid\_dict\_size\_method\_error (string\_of\_expr ex)  let check\_dict\_keys\_method ex es =  match es with  [] -> ()  | \_ -> invalid\_dict\_keys\_method\_error (string\_of\_expr ex)  (\* graph check helper function \*)  let check\_graph\_root\_method ex es =  match es with  [] -> ()  | \_ -> invalid\_graph\_root\_method\_error (string\_of\_expr ex)  let check\_graph\_size\_method ex es =  match es with  [] -> ()  | \_ -> invalid\_graph\_size\_method\_error (string\_of\_expr ex)  let check\_graph\_nodes\_method ex es =  match es with  [] -> ()  | \_ -> invalid\_graph\_nodes\_method\_error (string\_of\_expr ex)  let check\_graph\_edges\_method ex es =  match es with  [] -> ()  | \_ -> invalid\_graph\_edges\_method\_error (string\_of\_expr ex)  let check\_graph\_list\_node\_at ex lt rt =  if lt = Graph\_t && rt = Node\_t then () else  invalid\_graph\_list\_node\_at\_error (string\_of\_expr ex)  let check\_graph\_root\_as ex lt rt =  if lt = Graph\_t && rt = Node\_t then () else  invalid\_graph\_root\_as\_error (string\_of\_expr ex)  let check\_return\_type func typ =  let lvaluet = func.returnType and rvaluet = typ in  match lvaluet with  Float\_t when rvaluet = Int\_t -> ()  | String\_t when rvaluet = Null\_t -> ()  | Node\_t when rvaluet = Null\_t -> ()  | Graph\_t when rvaluet = Null\_t -> ()  | List\_Int\_t | List\_String\_t | List\_Float\_t | List\_Node\_t | List\_Graph\_t | List\_Bool\_t when rvaluet = Null\_t -> ()  | Dict\_Int\_t | Dict\_String\_t | Dict\_Float\_t | Dict\_Node\_t | Dict\_Graph\_t when rvaluet = Null\_t -> ()  (\* for dict.keys() \*)  | List\_Int\_t | List\_String\_t | List\_Node\_t when rvaluet = List\_Null\_t -> ()  | \_ -> if lvaluet == rvaluet then () else  wrong\_func\_return\_type\_error (string\_of\_typ rvaluet) (string\_of\_typ lvaluet)  (\* get function obj from func\_map, if not found, raise error \*)  let get\_func\_obj name func\_map =  try StringMap.find name func\_map  with Not\_found -> undeclared\_function\_error name  (\* Raise an exception if the given list has a duplicate \*)  let report\_duplicate exceptf list =  let rec helper = function  n1 :: n2 :: \_ when n1 = n2 -> exceptf n1  | \_ :: t -> helper t  | [] -> ()  in helper (List.sort compare list)  (\* check function \*)  let check\_function func\_map func =  (\* check duplicate formals \*)  let args = List.map (fun (Formal(\_, n)) -> n) func.args in  report\_duplicate (duplicate\_formal\_decl\_error func) args;  (\* check duplicate locals \*)  let locals = List.map (fun (Formal(\_, n)) -> n) func.locals in  report\_duplicate (duplicate\_local\_decl\_error func) locals;    (\* search locally, if not found, then recursively search parent environment \*)  let rec type\_of\_identifier func s =  let symbols = List.fold\_left (fun m (Formal(t, n)) -> StringMap.add n t m)  StringMap.empty (func.args @ func.locals )  in  try StringMap.find s symbols  with Not\_found ->  if func.name = "main" then undeclared\_identifier\_error s else  (\* recursively search parent environment \*)  type\_of\_identifier (StringMap.find func.pname func\_map) s  in  (\* Raise an exception of the given rvalue type cannot be assigned to  he given lvalue type, noted that int could be assinged to float type variable \*)  let check\_assign lvaluet rvaluet ex = match lvaluet with  Float\_t when rvaluet = Int\_t -> lvaluet  | String\_t when rvaluet = Null\_t -> lvaluet  | Node\_t when rvaluet = Null\_t -> lvaluet  | Graph\_t when rvaluet = Null\_t -> lvaluet  | List\_Int\_t | List\_String\_t | List\_Float\_t | List\_Node\_t | List\_Graph\_t | List\_Bool\_t when rvaluet = Null\_t -> lvaluet  | Dict\_Int\_t | Dict\_String\_t | Dict\_Float\_t | Dict\_Node\_t | Dict\_Graph\_t when rvaluet = Null\_t -> lvaluet  | List\_Int\_t | List\_String\_t | List\_Node\_t when rvaluet = List\_Null\_t -> lvaluet  | \_ -> if lvaluet == rvaluet then lvaluet else  illegal\_assignment\_error (string\_of\_typ lvaluet) (string\_of\_typ rvaluet) (string\_of\_expr ex)  in  (\* Return the type of an expression or throw an exception \*)  let rec expr = function  Num\_Lit(Num\_Int \_) -> Int\_t  | Num\_Lit(Num\_Float \_) -> Float\_t  | Null -> Null\_t  | String\_Lit \_ -> String\_t  | Bool\_lit \_ -> Bool\_t  (\* check node and graph \*)  | Node(\_, \_) -> Node\_t  | Graph\_Link(e1, \_, \_, \_) ->  let check\_graph\_link e1 =  let typ = expr e1 in  match typ with  Node\_t -> ()  |\_ -> invalid\_graph\_link\_error (string\_of\_expr e1)  in  ignore(check\_graph\_link e1); Graph\_t  | EdgeAt(e, n1, n2) ->  let check\_edge\_at e n1 n2 =  if (expr e) = Graph\_t && (expr n1) = Node\_t && (expr n2) = Node\_t then ()  else invalid\_graph\_edge\_at\_error (string\_of\_expr e)  in  ignore(check\_edge\_at e n1 n2); Edge\_t  | Binop(e1, op, e2) as e -> let t1 = expr e1 and t2 = expr e2 in  (match op with  (\* +,-,\*,/ \*)  Add | Sub | Mult | Div when t1 = Int\_t && t2 = Int\_t -> Int\_t  |Add | Sub | Mult | Div when t1 = Float\_t && t2 = Float\_t -> Float\_t  |Add | Sub | Mult | Div when t1 = Int\_t && t2 = Float\_t -> Float\_t  |Add | Sub | Mult | Div when t1 = Float\_t && t2 = Int\_t -> Float\_t  (\* + - for graph \*)  | Add when t1 = Graph\_t && t2 = Graph\_t -> Graph\_t  | Sub when t1 = Graph\_t && t2 = Graph\_t -> List\_Graph\_t  | Sub when t1 = Graph\_t && t2 = Node\_t -> List\_Graph\_t  (\* ==, != \*)  | Equal | Neq when t1 = t2 -> Bool\_t  (\* <, <=, >, >= \*)  | Less | Leq | Greater | Geq when (t1 = Int\_t || t1 = Float\_t) && (t2 = Int\_t || t2 = Float\_t) -> Bool\_t  (\* and, or \*)  | And | Or when t1 = Bool\_t && t2 = Bool\_t -> Bool\_t  (\* mode \*)  | Mod when t1 = Int\_t && t2 = Int\_t -> Int\_t  | ListNodesAt -> ignore(check\_graph\_list\_node\_at e t1 t2); List\_Node\_t;  | ListEdgesAt -> unsupport\_graph\_list\_edge\_at\_error (string\_of\_expr e)  | RootAs -> ignore(check\_graph\_root\_as e t1 t2); Graph\_t;  | \_ -> illegal\_binary\_operation\_error (string\_of\_typ t1) (string\_of\_typ t2) (string\_of\_op op) (string\_of\_expr e)  )  | Unop(op, e) as ex -> let t = expr e in  (match op with  Neg when t = Int\_t -> Int\_t  |Neg when t = Float\_t -> Float\_t  | Not when t = Bool\_t -> Bool\_t  | \_ -> illegal\_unary\_operation\_error (string\_of\_typ t) (string\_of\_uop op) (string\_of\_expr ex)  )  | Id s -> type\_of\_identifier func s  | Assign(var, e) as ex -> let lt = type\_of\_identifier func var and rt = expr e in  check\_assign lt rt ex  | Noexpr -> Void\_t  | ListP([]) as ex -> invalid\_empty\_list\_decl\_error (string\_of\_expr ex)  | ListP(es) ->  let element\_type =  let determine\_element\_type ss = List.fold\_left  (fun l e -> (match l with  [] -> [expr e]  | t :: \_ when t = (expr e) -> [t]  | t :: \_ when (t = Graph\_t && (expr e) = Node\_t) || (t = Node\_t && (expr e) = Graph\_t) -> [Graph\_t]  | t :: \_ when (t = Float\_t && (expr e) = Int\_t) || (t = Int\_t && (expr e) = Float\_t) -> [Float\_t]  | t :: \_ -> inconsistent\_list\_element\_type\_error (string\_of\_typ t) (string\_of\_typ (expr e))  )) [] ss  in  List.hd (determine\_element\_type es)  in  match\_list\_type element\_type  | DictP([]) as ex -> invalid\_empty\_dict\_decl\_error (string\_of\_expr ex)  | DictP(es) ->  let element\_type =  let determine\_element\_type ss = List.fold\_left  (fun l (\_, e) -> (match l with  [] -> [expr e]  | t :: \_ when t = (expr e) -> [t]  | t :: \_ -> inconsistent\_dict\_element\_type\_error (string\_of\_typ t) (string\_of\_typ (expr e))  )) [] ss  in  List.hd (determine\_element\_type es)  in  match\_dict\_type element\_type  | Call(n, args) -> let func\_obj = get\_func\_obj n func\_map in  (\* check function call such as the args length, args type \*)  let check\_funciton\_call func args =  let check\_args\_length l\_arg r\_arg = if (List.length l\_arg) = (List.length r\_arg)  then () else (unmatched\_func\_arg\_len\_error func.name)  in  if List.mem func.name ["printb"; "print"; "printf"; "string"; "float"; "int"; "bool"] then ()  else check\_args\_length func.args args;  (\* l\_arg is a list of Formal(typ, name), r\_arg is a list of expr \*)  let check\_args\_type l\_arg r\_arg =  List.iter2  (fun (Formal(t, \_)) r -> let r\_typ = expr r in if t = r\_typ then () else  incompatible\_func\_arg\_type\_error (string\_of\_typ r\_typ) (string\_of\_typ t)  )  l\_arg r\_arg  in  (\* do not check args type of function print, do conversion in codegen \*)  if List.mem func.name ["printb"; "print"; "printf"; "string"; "float"; "int"; "bool"] then ()  else check\_args\_type func.args args  in  ignore(check\_funciton\_call func\_obj args); func\_obj.returnType  (\* TODO: implement call default \*)  | CallDefault(e, n, es) -> let typ = expr e in  (\* should not put it here, but we need function expr, so we cann't put outside \*)  let check\_list\_get\_method ex es =  match es with  [x] when (expr x) = Int\_t -> ()  | \_ -> invalid\_list\_get\_method\_error (string\_of\_expr ex)  in  let check\_list\_add\_method typ ex es =  match es with  [x] when (expr x) = (reverse\_match\_list\_type typ) -> ()  | \_ -> invalid\_list\_add\_method\_error (string\_of\_typ (reverse\_match\_list\_type typ)) (string\_of\_expr ex)  in  let check\_list\_push\_method typ ex es =  match es with  [x] when (expr x) = (reverse\_match\_list\_type typ) -> ()  | \_ -> invalid\_list\_push\_method\_error (string\_of\_typ (reverse\_match\_list\_type typ)) (string\_of\_expr ex)  in  let check\_list\_remove\_method ex es =  match es with  [x] when (expr x) = Int\_t -> ()  | \_ -> invalid\_list\_remove\_method\_error (string\_of\_expr ex)  in  let check\_list\_set\_method typ ex es =  match es with  [index; value] when (expr index) = Int\_t && (expr value) = (reverse\_match\_list\_type typ) -> ()  | \_ -> invalid\_list\_set\_method\_error (string\_of\_typ (reverse\_match\_list\_type typ)) (string\_of\_expr ex)  in  let check\_dict\_get\_method ex es =  match es with  [x] when List.mem (expr x) [Int\_t; String\_t; Node\_t] -> ()  | \_ -> invalid\_dict\_get\_method\_error (string\_of\_expr ex)  in  let check\_dict\_remove\_method ex es =  match es with  [x] when List.mem (expr x) [Int\_t; String\_t; Node\_t] -> ()  | \_ -> invalid\_dict\_remove\_method\_error (string\_of\_expr ex)  in  let check\_dict\_put\_method typ ex es =  match es with  [key; value] when List.mem (expr key) [Int\_t; String\_t; Node\_t]  && ((expr value) = (reverse\_match\_dict\_type typ) || (expr value) = Null\_t) -> ()  | \_ -> invalid\_dict\_put\_method\_error (string\_of\_typ (reverse\_match\_dict\_type typ)) (string\_of\_expr ex)  in  match typ with  List\_Int\_t | List\_Float\_t | List\_String\_t | List\_Node\_t | List\_Graph\_t | List\_Bool\_t ->  (match n with  "add" -> ignore(check\_list\_add\_method typ e es); typ  | "push" -> ignore(check\_list\_push\_method typ e es); typ  | "remove" -> ignore(check\_list\_remove\_method e es); typ  | "set" -> ignore(check\_list\_set\_method typ e es); typ  (\* | "concat" -> \*)  | "pop" -> ignore(check\_list\_pop\_method e es); reverse\_match\_list\_type typ  | "get" -> ignore(check\_list\_get\_method e es); reverse\_match\_list\_type typ  | "size" -> ignore(check\_list\_size\_method e es); Int\_t  | \_ -> unsupport\_operation\_error (string\_of\_typ typ) n  )  | Dict\_Int\_t | Dict\_Float\_t | Dict\_String\_t | Dict\_Node\_t | Dict\_Graph\_t ->  (\* key support type node, string, int \*)  (match n with  "put" -> ignore(check\_dict\_put\_method typ e es); typ  | "get" -> ignore(check\_dict\_get\_method e es); reverse\_match\_dict\_type typ  | "remove" -> ignore(check\_dict\_remove\_method e es); typ  | "size" -> ignore(check\_dict\_size\_method e es); Int\_t  (\* return List\_Null\_t here to bypass the semantic check \*)  | "keys" -> ignore(check\_dict\_keys\_method e es); List\_Null\_t  | \_ -> unsupport\_operation\_error (string\_of\_typ typ) n  )  | Graph\_t ->  (match n with  "root" -> ignore(check\_graph\_root\_method e es); Node\_t  | "size" -> ignore(check\_graph\_size\_method e es); Int\_t  | "nodes" -> ignore(check\_graph\_nodes\_method e es); List\_Node\_t  | "edges" -> ignore(check\_graph\_edges\_method e es); List\_Int\_t  | \_ -> unsupport\_operation\_error (string\_of\_typ typ) n  )  | \_ -> unsupport\_operation\_error (string\_of\_typ typ) n  in  (\* check statement \*)  let rec stmt = function  Expr(e) -> ignore (expr e)  | Return e -> ignore (check\_return\_type func (expr e))  | For(e1, e2, e3, stls) ->  ignore (expr e1); ignore (expr e2); ignore (expr e3); ignore(stmt\_list stls)  | If(e, stls1, stls2) -> ignore(e); ignore(stmt\_list stls1); ignore(stmt\_list stls2)  | While(e, stls) -> ignore(e); ignore(stmt\_list stls)  and  (\* check statement list \*)  stmt\_list = function  Return \_ :: ss when ss <> [] -> invalid\_expr\_after\_return\_error ss  | s::ss -> stmt s ; stmt\_list ss  | [] -> ()  in  stmt\_list func.body  (\* program here is a list of functions \*)  let check program =  let end\_with s1 s2 =  let len1 = String.length s1 and len2 = String.length s2 in  if len1 < len2 then false  else  let last = String.sub s1 (len1-len2) len2 in  if last = s2 then true else false  in  if List.mem true (List.map (fun f -> end\_with f.name "print") program)  then redefine\_print\_func\_error "\_" else ();  (\* check duplicate function \*)  let m = StringMap.empty in  ignore(List.map (fun f ->  if StringMap.mem f.name m  then (duplicate\_func\_error f.name)  else StringMap.add f.name true m) program);  (\* Function declaration for a named function \*)  let built\_in\_funcs =  let funcs = [  (  "print",  { returnType = Void\_t; name = "print"; args = [Formal(String\_t, "x")];  locals = []; body = []; pname = "main"}  );  (  "printb",  { returnType = Void\_t; name = "printb"; args = [Formal(Bool\_t, "x")];  locals = []; body = []; pname = "main"}  );  (  "printf",  { returnType = Void\_t; name = "printf"; args = [Formal(String\_t, "x")];  locals = []; body = []; pname = "main"}  );  (  "string",  { returnType = String\_t; name = "string"; args = [Formal(String\_t, "x")];  locals = []; body = []; pname = "main"}  );  (  "int",  { returnType = Int\_t; name = "int"; args = [Formal(String\_t, "x")];  locals = []; body = []; pname = "main"}  );  (  "float",  { returnType = Float\_t; name = "float"; args = [Formal(String\_t, "x")];  locals = []; body = []; pname = "main"}  );  (  "bool",  { returnType = Bool\_t; name = "bool"; args = [Formal(String\_t, "x")];  locals = []; body = []; pname = "main"}  )  ]  in  let add\_func funcs m =  List.fold\_left (fun m (n, func) -> StringMap.add n func m) m funcs  in  add\_func funcs StringMap.empty  in  (\* collect all functions and store in map with key=name, value=function \*)  let func\_map = List.fold\_left (fun m f -> StringMap.add f.name f m) built\_in\_funcs program in  let check\_function\_wrapper func m =  func m  in  (\*\*\*\* Checking functions \*\*\*\*)  List.iter (check\_function\_wrapper check\_function func\_map) program |
|  |

## Codegen.ml

|  |
| --- |
| (\* Code generation: translate takes a semantically checked AST and  produces LLVM IR  LLVM tutorial: Make sure to read the OCaml version of the tutorial  http://llvm.org/docs/tutorial/index.html  Detailed documentation on the OCaml LLVM library:  http://llvm.moe/  http://llvm.moe/ocaml/  \*)  module L = Llvm  module A = Cast  module StringMap = Map.Make(String)  let context = L.global\_context ()  let llctx = L.global\_context ()  let customM = L.MemoryBuffer.of\_file "utils.bc"  let llm = Llvm\_bitreader.parse\_bitcode llctx customM  let the\_module = L.create\_module context "Circline"  let i32\_t = L.i32\_type context  and f\_t = L.double\_type context  and i8\_t = L.i8\_type context  and i1\_t = L.i1\_type context  and str\_t = L.pointer\_type (L.i8\_type context)  and void\_t = L.void\_type context  and void\_ptr\_t = L.pointer\_type (L.i8\_type context)  let node\_t = L.pointer\_type (match L.type\_by\_name llm "struct.Node" with  None -> raise (Failure "struct.Node doesn't defined.")  | Some x -> x)  let edge\_t = L.pointer\_type (match L.type\_by\_name llm "struct.Edge" with  None -> raise (Failure "struct.Edge doesn't defined.")  | Some x -> x)  let graph\_t = L.pointer\_type (match L.type\_by\_name llm "struct.Graph" with  None -> raise (Failure "struct.Graph doesn't defined.")  | Some x -> x)  let dict\_t = L.pointer\_type (match L.type\_by\_name llm "struct.hashmap\_map" with  None -> raise (Failure "struct.hashmap\_map doesn't defined.")  | Some x -> x)  let list\_t = L.pointer\_type (match L.type\_by\_name llm "struct.List" with  None -> raise (Failure "struct.List doesn't defined.")  | Some x -> x)  let ltype\_of\_typ = function  A.Int\_t -> i32\_t  | A.Float\_t -> f\_t  | A.Bool\_t -> i1\_t  | A.String\_t -> str\_t  | A.Void\_t -> void\_t  | A.Node\_t -> node\_t  | A.Edge\_t -> edge\_t  | A.List\_Int\_t -> list\_t  | A.List\_Float\_t -> list\_t  | A.List\_String\_t -> list\_t  | A.List\_Node\_t -> list\_t  | A.List\_Graph\_t -> list\_t  | A.List\_Bool\_t -> list\_t  | A.Dict\_Int\_t -> dict\_t  | A.Dict\_Float\_t -> dict\_t  | A.Dict\_String\_t -> dict\_t  | A.Dict\_Node\_t -> dict\_t  | A.Dict\_Graph\_t -> dict\_t  | A.Graph\_t -> graph\_t  | \_ -> raise (Failure ("[Error] Type Not Found for ltype\_of\_typ."))  let type\_of\_list\_type = function  A.List\_Int\_t -> A.Int\_t  | A.List\_Float\_t -> A.Float\_t  | A.List\_String\_t -> A.String\_t  | A.List\_Node\_t -> A.Node\_t  | A.List\_Graph\_t -> A.Graph\_t  | A.List\_Bool\_t -> A.Bool\_t  | \_ -> raise (Failure ("[Error] Type Not Found for type\_of\_list\_type."))  let type\_of\_dict\_type = function  A.Dict\_Int\_t -> A.Int\_t  | A.Dict\_Float\_t -> A.Float\_t  | A.Dict\_String\_t -> A.String\_t  | A.Dict\_Node\_t -> A.Node\_t  | A.Dict\_Graph\_t -> A.Graph\_t  | \_ -> raise (Failure ("[Error] Type Not Found for type\_of\_dict\_type."))  let lconst\_of\_typ = function  A.Int\_t -> L.const\_int i32\_t 0  | A.Float\_t -> L.const\_int i32\_t 1  | A.Bool\_t -> L.const\_int i32\_t 2  | A.String\_t -> L.const\_int i32\_t 3  | A.Node\_t -> L.const\_int i32\_t 4  | A.Graph\_t -> L.const\_int i32\_t 5  | A.Edge\_t -> L.const\_int i32\_t 8  (\* | A.List\_Int\_t -> list\_t  | A.Dict\_String\_t -> dict\_t \*)  | \_ -> raise (Failure ("[Error] Type Not Found for lconst\_of\_typ."))  let int\_zero = L.const\_int i32\_t 0  and float\_zero = L.const\_float f\_t 0.  and bool\_false = L.const\_int i1\_t 0  and bool\_true = L.const\_int i1\_t 1  and const\_null = L.const\_int i32\_t 0  and str\_null = L.const\_null str\_t  and node\_null = L.const\_null node\_t  and graph\_null = L.const\_null graph\_t  and list\_null = L.const\_null list\_t  and dict\_null = L.const\_null dict\_t  let get\_null\_value\_of\_type = function  | A.String\_t -> str\_null  | A.Node\_t -> node\_null  | A.Graph\_t -> graph\_null  | A.List\_Int\_t  | A.List\_Float\_t  | A.List\_String\_t  | A.List\_Node\_t  | A.List\_Graph\_t  | A.List\_Bool\_t -> list\_null  | A.Dict\_Int\_t  | A.Dict\_Float\_t  | A.Dict\_String\_t  | A.Dict\_Node\_t  | A.Dict\_Graph\_t -> dict\_null  | \_ -> raise (Failure ("[Error] Type Not Found for get\_null\_value\_of\_type."))  let get\_default\_value\_of\_type = function  | A.Int\_t as t -> L.const\_int (ltype\_of\_typ t) 0  | A.Bool\_t as t -> L.const\_int (ltype\_of\_typ t) 0  | A.Float\_t as t-> L.const\_float (ltype\_of\_typ t) 0.  | t-> L.const\_null (ltype\_of\_typ t)  (\*  ================================================================  Casting  ================================================================  \*)  let int\_to\_float llbuilder v = L.build\_sitofp v f\_t "tmp" llbuilder  let void\_to\_int\_t = L.function\_type i32\_t [| L.pointer\_type i8\_t |]  let void\_to\_int\_f = L.declare\_function "VoidtoInt" void\_to\_int\_t the\_module  let void\_to\_int void\_ptr llbuilder =  let actuals = [| void\_ptr |] in  L.build\_call void\_to\_int\_f actuals "VoidtoInt" llbuilder  let void\_to\_float\_t = L.function\_type f\_t [| L.pointer\_type i8\_t |]  let void\_to\_float\_f = L.declare\_function "VoidtoFloat" void\_to\_float\_t the\_module  let void\_to\_float void\_ptr llbuilder =  let actuals = [| void\_ptr |] in  L.build\_call void\_to\_float\_f actuals "VoidtoFloat" llbuilder  let void\_to\_bool\_t = L.function\_type i1\_t [| L.pointer\_type i8\_t |]  let void\_to\_bool\_f = L.declare\_function "VoidtoBool" void\_to\_bool\_t the\_module  let void\_to\_bool void\_ptr llbuilder =  let actuals = [| void\_ptr |] in  L.build\_call void\_to\_bool\_f actuals "VoidtoBool" llbuilder  let void\_to\_string\_t = L.function\_type str\_t [| L.pointer\_type i8\_t |]  let void\_to\_string\_f = L.declare\_function "VoidtoString" void\_to\_string\_t the\_module  let void\_to\_string void\_ptr llbuilder =  let actuals = [| void\_ptr |] in  L.build\_call void\_to\_string\_f actuals "VoidtoString" llbuilder  let void\_to\_node\_t = L.function\_type node\_t [| L.pointer\_type i8\_t |]  let void\_to\_node\_f = L.declare\_function "VoidtoNode" void\_to\_node\_t the\_module  let void\_to\_node void\_ptr llbuilder =  let actuals = [| void\_ptr |] in  L.build\_call void\_to\_node\_f actuals "VoidtoNode" llbuilder  let void\_to\_graph\_t = L.function\_type graph\_t [| L.pointer\_type i8\_t |]  let void\_to\_graph\_f = L.declare\_function "VoidtoGraph" void\_to\_graph\_t the\_module  let void\_to\_graph void\_ptr llbuilder =  let actuals = [| void\_ptr |] in  L.build\_call void\_to\_graph\_f actuals "VoidtoGraph" llbuilder  let void\_start\_to\_tpy value\_void\_ptr llbuilder = function  A.Int\_t -> void\_to\_int value\_void\_ptr llbuilder  | A.Float\_t -> void\_to\_float value\_void\_ptr llbuilder  | A.Bool\_t -> void\_to\_bool value\_void\_ptr llbuilder  | A.String\_t -> void\_to\_string value\_void\_ptr llbuilder  | A.Node\_t -> void\_to\_node value\_void\_ptr llbuilder  | A.Graph\_t -> void\_to\_graph value\_void\_ptr llbuilder  | \_ -> raise (Failure("[Error] Unsupported value type."))  (\*  ================================================================  Declare printf(), which the print built-in function will call  ================================================================  \*)  let printf\_t = L.var\_arg\_function\_type i32\_t [| str\_t |]  let printf\_func = L.declare\_function "printf" printf\_t the\_module  let codegen\_print llbuilder el =  L.build\_call printf\_func (Array.of\_list el) "printf" llbuilder  let print\_bool\_t = L.function\_type i32\_t [| i1\_t |]  let print\_bool\_f = L.declare\_function "printBool" print\_bool\_t the\_module  let print\_bool e llbuilder =  L.build\_call print\_bool\_f [| e |] "print\_bool" llbuilder  let codegen\_string\_lit s llbuilder =  L.build\_global\_stringptr s "str\_tmp" llbuilder  (\*  ================================================================  Node & Edge  ================================================================  \*)  let create\_node\_t = L.var\_arg\_function\_type node\_t [| i32\_t; i32\_t |]  let create\_node\_f = L.declare\_function "createNode" create\_node\_t the\_module  let create\_node (id, typ, nval) llbuilder =  let actuals = [| id; lconst\_of\_typ typ; nval |] in  L.build\_call create\_node\_f actuals "node" llbuilder  let node\_get\_value\_t = L.function\_type void\_ptr\_t [| node\_t; i32\_t |]  let node\_get\_value\_f = L.declare\_function "nodeGetValue" node\_get\_value\_t the\_module  let node\_get\_value node typ llbuilder =  let actuals = [| node; lconst\_of\_typ typ |] in  let ret = L.build\_call node\_get\_value\_f actuals "nodeValue" llbuilder in  ( match typ with  | A.Int\_t -> void\_to\_int ret llbuilder  | A.Float\_t -> void\_to\_float ret llbuilder  | A.Bool\_t -> void\_to\_bool ret llbuilder  | A.String\_t -> void\_to\_string ret llbuilder  | \_ -> raise (Failure("[Error] Unsupported node value type."))  )  let edge\_get\_value\_t = L.function\_type void\_ptr\_t [| edge\_t; i32\_t |]  let edge\_get\_value\_f = L.declare\_function "edgeGetValue" edge\_get\_value\_t the\_module  let edge\_get\_value edge typ llbuilder =  let actuals = [| edge; lconst\_of\_typ typ |] in  let ret = L.build\_call edge\_get\_value\_f actuals "edgeValue" llbuilder in  ( match typ with  | A.Int\_t -> void\_to\_int ret llbuilder  | A.Float\_t -> void\_to\_float ret llbuilder  | A.Bool\_t -> void\_to\_bool ret llbuilder  | A.String\_t -> void\_to\_string ret llbuilder  | \_ -> raise (Failure("[Error] Unsupported edge value type."))  )  let print\_node\_t = L.function\_type i32\_t [| node\_t |]  let print\_node\_f = L.declare\_function "printNode" print\_node\_t the\_module  let print\_node node llbuilder =  L.build\_call print\_node\_f [| node |] "printNode" llbuilder  let print\_edge\_t = L.function\_type i32\_t [| edge\_t |]  let print\_edge\_f = L.declare\_function "printEdgeValue" print\_edge\_t the\_module  let print\_edge edge llbuilder =  L.build\_call print\_edge\_f [| edge |] "printEdge" llbuilder  (\*  ================================================================  Dict  ================================================================  \*)  let create\_dict\_t = L.var\_arg\_function\_type dict\_t [| i32\_t; i32\_t |]  let create\_dict\_f = L.declare\_function "hashmap\_new" create\_dict\_t the\_module  let create\_dict fst\_typ snd\_typ llbuilder =  L.build\_call create\_dict\_f [| fst\_typ; snd\_typ |] "hashmap" llbuilder  (\* L.build\_call create\_dict\_f [| L.const\_int i32\_t 3; L.const\_int i32\_t 3 |] "hashmap\_new" llbuilder \*)  let put\_dict\_t = L.var\_arg\_function\_type dict\_t [| dict\_t |]  let put\_dict\_f = L.declare\_function "hashmap\_put" put\_dict\_t the\_module  let put\_dict d key v llbuilder =  let actuals = [| d; key; v |] in  ignore (L.build\_call put\_dict\_f actuals "hashmap\_put" llbuilder); d  let get\_dict\_t = L.var\_arg\_function\_type (L.pointer\_type i8\_t) [| dict\_t |]  let get\_dict\_f = L.declare\_function "hashmap\_get" get\_dict\_t the\_module  let get\_dict dict\_ptr key llbuilder v\_typ =  let actuals = [| dict\_ptr; key |] in  let value\_void\_ptr = L.build\_call get\_dict\_f actuals "hashmap\_get" llbuilder in  void\_start\_to\_tpy value\_void\_ptr llbuilder v\_typ  let remove\_dict\_t = L.var\_arg\_function\_type dict\_t [| dict\_t |]  let remove\_dict\_f = L.declare\_function "hashmap\_remove" remove\_dict\_t the\_module  let remove\_dict dict\_ptr key llbuilder =  let actuals = [| dict\_ptr; key |] in  L.build\_call remove\_dict\_f actuals "hashmap\_remove" llbuilder  let size\_dict\_t = L.var\_arg\_function\_type i32\_t [| dict\_t |]  let size\_dict\_f = L.declare\_function "hashmap\_length" size\_dict\_t the\_module  let size\_dict dict\_ptr llbuilder =  let actuals = [| dict\_ptr |] in  L.build\_call size\_dict\_f actuals "hashmap\_length" llbuilder  let keys\_dict\_t = L.var\_arg\_function\_type list\_t [| dict\_t |]  let keys\_dict\_f = L.declare\_function "hashmap\_keys" keys\_dict\_t the\_module  let keys\_dict dict\_ptr llbuilder =  let actuals = [| dict\_ptr |] in  L.build\_call keys\_dict\_f actuals "hashmap\_keys" llbuilder  let key\_type\_dict\_t = L.var\_arg\_function\_type i32\_t [| dict\_t |]  let key\_type\_dict\_f = L.declare\_function "hashmap\_keytype" key\_type\_dict\_t the\_module  let key\_type\_dict dict\_ptr llbuilder =  let actuals = [| dict\_ptr |] in  L.build\_call key\_type\_dict\_f actuals "hashmap\_keytype" llbuilder  let print\_dict\_t = L.function\_type i32\_t [| dict\_t |]  let print\_dict\_f = L.declare\_function "hashmap\_print" print\_dict\_t the\_module  let print\_dict d llbuilder =  L.build\_call print\_dict\_f [| d |] "hashmap\_print" llbuilder  let haskey\_dict\_t = L.var\_arg\_function\_type i1\_t [| dict\_t |]  let haskey\_dict\_f = L.declare\_function "hashmap\_haskey" haskey\_dict\_t the\_module  let haskey\_dict dict\_ptr key llbuilder =  let actuals = [| dict\_ptr; key |] in  L.build\_call haskey\_dict\_f actuals "hashmap\_haskey" llbuilder  let rec put\_multi\_kvs\_dict dict\_ptr llbuilder = function  | [] -> dict\_ptr  | hd :: tl -> ignore(put\_dict dict\_ptr (fst hd) (snd hd) llbuilder); put\_multi\_kvs\_dict dict\_ptr llbuilder tl  let dict\_call\_default\_main builder dict\_ptr params\_list v\_typ = function  | "get" -> (get\_dict dict\_ptr (List.hd params\_list) builder (type\_of\_dict\_type v\_typ)), (type\_of\_dict\_type v\_typ)  | "put" -> (put\_dict dict\_ptr (List.hd params\_list) (List.nth params\_list 1) builder), v\_typ  | "remove" -> (remove\_dict dict\_ptr (List.hd params\_list) builder), v\_typ  | "size" -> (size\_dict dict\_ptr builder), A.Int\_t  | "keys" -> (keys\_dict dict\_ptr builder), A.List\_Null\_t  | "has" -> (haskey\_dict dict\_ptr (List.hd params\_list) builder), A.Bool\_t  | \_ as name -> raise (Failure ("[Error] Unsupported default call for dict." ^ name))  (\*  ================================================================  List  ================================================================  \*)  let create\_list\_t = L.function\_type list\_t [| i32\_t |]  let create\_list\_f = L.declare\_function "createList" create\_list\_t the\_module  let create\_list typ llbuilder =  let actuals = [|lconst\_of\_typ typ|]in (  L.build\_call create\_list\_f actuals "createList" llbuilder  )  let add\_list\_t = L.var\_arg\_function\_type list\_t [| list\_t |]  let add\_list\_f = L.declare\_function "addList" add\_list\_t the\_module  let add\_list data l\_ptr llbuilder =  let actuals = [| l\_ptr; data|] in  (L.build\_call add\_list\_f actuals "addList" llbuilder)  let set\_list\_t = L.var\_arg\_function\_type i32\_t [| list\_t; i32\_t |]  let set\_list\_f = L.declare\_function "setList" set\_list\_t the\_module  let set\_list l\_ptr index data llbuilder =  let actuals = [| l\_ptr; index; data |] in  ignore(L.build\_call set\_list\_f actuals "setList" llbuilder);  l\_ptr  let remove\_list\_t = L.var\_arg\_function\_type i32\_t [| list\_t; i32\_t |]  let remove\_list\_f = L.declare\_function "removeList" remove\_list\_t the\_module  let remove\_list l\_ptr index llbuilder =  let actuals = [| l\_ptr; index |] in  ignore(L.build\_call remove\_list\_f actuals "removeList" llbuilder);  l\_ptr  let size\_list\_t = L.var\_arg\_function\_type i32\_t [| list\_t |]  let size\_list\_f = L.declare\_function "getListSize" size\_list\_t the\_module  let size\_list l\_ptr llbuilder =  let actuals = [| l\_ptr |] in  L.build\_call size\_list\_f actuals "getListSize" llbuilder  let pop\_list\_t = L.var\_arg\_function\_type (L.pointer\_type i8\_t) [| list\_t |]  let pop\_list\_f = L.declare\_function "popList" pop\_list\_t the\_module  let pop\_list l\_ptr typ llbuilder =  let actuals = [| l\_ptr |] in  let value\_void\_ptr = L.build\_call pop\_list\_f actuals "popList" llbuilder in  void\_start\_to\_tpy value\_void\_ptr llbuilder typ  let get\_list\_t = L.var\_arg\_function\_type (L.pointer\_type i8\_t) [| list\_t; i32\_t|]  let get\_list\_f = L.declare\_function "getList" get\_list\_t the\_module  let get\_list l\_ptr index typ llbuilder =  let actuals = [| l\_ptr; index|] in  let value\_void\_ptr = L.build\_call get\_list\_f actuals "getList" llbuilder in  void\_start\_to\_tpy value\_void\_ptr llbuilder typ  let concat\_list\_t = L.var\_arg\_function\_type list\_t [| list\_t; list\_t |]  let concat\_list\_f = L.declare\_function "concatList" concat\_list\_t the\_module  let concat\_list l\_ptr1 l\_ptr2 llbuilder =  let actuals = [| l\_ptr1; l\_ptr2 |] in  L.build\_call concat\_list\_f actuals "concatList" llbuilder  let cast\_float data typ builder = if typ == A.Float\_t then int\_to\_float builder data else data  let rec add\_multi\_elements\_list l\_ptr typ llbuilder = function  | [] -> l\_ptr  | h :: tl -> add\_multi\_elements\_list (add\_list (cast\_float h typ llbuilder) l\_ptr llbuilder) typ llbuilder tl  let print\_list\_t = L.function\_type i32\_t [| list\_t |]  let print\_list\_f = L.declare\_function "printList" print\_list\_t the\_module  let print\_list l llbuilder =  L.build\_call print\_list\_f [| l |] "printList" llbuilder  let list\_call\_default\_main builder list\_ptr params\_list expr\_tpy = function  "add" -> (add\_list (List.hd params\_list) list\_ptr builder), expr\_tpy  | "get" -> (get\_list list\_ptr (List.hd params\_list) (type\_of\_list\_type expr\_tpy) builder), (type\_of\_list\_type expr\_tpy)  | "set" -> (set\_list list\_ptr (List.hd params\_list) (List.nth params\_list 1) builder), expr\_tpy  | "remove" -> (remove\_list list\_ptr (List.hd params\_list) builder) ,expr\_tpy  | "size" -> (size\_list list\_ptr builder), A.Int\_t  | "pop" -> (pop\_list list\_ptr (type\_of\_list\_type expr\_tpy) builder), (type\_of\_list\_type expr\_tpy)  | "push" -> (add\_list (List.hd params\_list) list\_ptr builder), expr\_tpy  | \_ -> raise (Failure ("[Error] Unsupported default call for list."))  (\*  ================================================================  Graph  ================================================================  \*)  (\* Create a new empty grpah \*)  let create\_graph\_t = L.function\_type graph\_t [| |]  let create\_graph\_f = L.declare\_function "createGraph" create\_graph\_t the\_module  let create\_graph llbuilder =  L.build\_call create\_graph\_f [| |] "graph" llbuilder  (\* Get the number of nodes in a graph \*)  let graph\_num\_of\_nodes\_t = L.function\_type i32\_t [| graph\_t |]  let graph\_num\_of\_nodes\_f = L.declare\_function "graphNumOfNodes" graph\_num\_of\_nodes\_t the\_module  let graph\_num\_of\_nodes g llbuilder =  L.build\_call graph\_num\_of\_nodes\_f [| g |] "graphNodeSize" llbuilder  (\* Get the number of edges in a graph \*)  let graph\_num\_of\_edges\_t = L.function\_type i32\_t [| graph\_t |]  let graph\_num\_of\_edges\_f = L.declare\_function "graphNumOfEdges" graph\_num\_of\_edges\_t the\_module  let graph\_num\_of\_edges g llbuilder =  L.build\_call graph\_num\_of\_edges\_f [| g |] "graphEdgeSize" llbuilder  (\* Create a copy of origianl grpah \*)  let copy\_graph\_t = L.function\_type graph\_t [| graph\_t |]  let copy\_graph\_f = L.declare\_function "copyGraph" copy\_graph\_t the\_module  let copy\_graph g llbuilder =  L.build\_call copy\_graph\_f [| g |] "graph" llbuilder  (\* Merge two graphs into a single graph \*)  let merge\_graph\_t = L.function\_type graph\_t [| graph\_t; graph\_t |]  let merge\_graph\_f = L.declare\_function "mergeGraph" merge\_graph\_t the\_module  let merge\_graph g1 g2 llbuilder =  L.build\_call merge\_graph\_f [| g1; g2 |] "graph" llbuilder  (\* Get the root node of the graph \*)  let graph\_get\_root\_t = L.function\_type node\_t [| graph\_t |]  let graph\_get\_root\_f = L.declare\_function "graphGetRoot" graph\_get\_root\_t the\_module  let graph\_get\_root g llbuilder =  L.build\_call graph\_get\_root\_f [| g |] "rootNode" llbuilder  (\* Set the root node of the graph \*)  let graph\_set\_root\_t = L.function\_type graph\_t [| graph\_t; node\_t |]  let graph\_set\_root\_f = L.declare\_function "graphSetRoot" graph\_set\_root\_t the\_module  let graph\_set\_root graph node llbuilder = (  ignore(L.build\_call graph\_set\_root\_f [| graph; node |] "setRootRes" llbuilder);  graph  )  (\* Add a list of Nodes or Graphs to graph \*)  let graph\_add\_list\_t = L.function\_type i32\_t [| graph\_t; i32\_t; list\_t; list\_t |]  let graph\_add\_list\_f = L.declare\_function "graphAddList" graph\_add\_list\_t the\_module  let graph\_add\_list graph vals (edges, etyp) dir llbuilder =  let edges = (  match etyp with  | A.List\_Int\_t | A.List\_Float\_t | A.List\_String\_t  | A.List\_Node\_t | A.List\_Graph\_t | A.List\_Bool\_t -> edges  | \_ -> list\_null  ) in  let direction = (  match dir with  | A.Right\_Link -> L.const\_int i32\_t 0  | A.Left\_Link -> L.const\_int i32\_t 1  | A.Double\_Link -> L.const\_int i32\_t 2  ) in  L.build\_call graph\_add\_list\_f [| graph; direction; vals; edges |] "graphAddList" llbuilder  (\* Add a new node to graph \*)  let graph\_add\_node\_t = L.function\_type i32\_t [| graph\_t; node\_t |]  let graph\_add\_node\_f = L.declare\_function "graphAddNode" graph\_add\_node\_t the\_module  let graph\_add\_node graph node llbuilder =  L.build\_call graph\_add\_node\_f [| graph; node |] "addNodeRes" llbuilder  (\* Add a new edge to graph \*)  let graph\_add\_edge\_t = L.function\_type i32\_t  [| graph\_t; node\_t; node\_t; i32\_t; i32\_t; f\_t; i1\_t; str\_t |]  let graph\_add\_edge\_f = L.declare\_function "graphAddEdge" graph\_add\_edge\_t the\_module  let graph\_add\_edge graph (sour, dest) op (typ, vals) llbuilder =  let actuals = [| graph; sour; dest; int\_zero; int\_zero; float\_zero; bool\_false; str\_null |] in  let actuals\_r = [| graph; dest; sour; int\_zero; int\_zero; float\_zero; bool\_false; str\_null |] in  let (typ\_val, loc) = (match typ with  | A.Int\_t -> (0, 4)  | A.Float\_t -> (1, 5)  | A.Bool\_t -> (2, 6)  | A.String\_t -> (3, 7)  | A.Void\_t | A.Null\_t -> (-1, 4)  | \_ -> raise (Failure "[Error] Unsupported edge value type.")  ) in (  ignore( actuals.(3) <- (L.const\_int i32\_t typ\_val) );  ignore( actuals\_r.(3) <- (L.const\_int i32\_t typ\_val) );  ignore( actuals.(loc) <- vals );  ignore( actuals\_r.(loc) <- vals );  match op with  | A.Right\_Link -> L.build\_call graph\_add\_edge\_f actuals "addRightEdgeRes" llbuilder  | A.Left\_Link -> L.build\_call graph\_add\_edge\_f actuals\_r "addLeftEdgeRes" llbuilder  | A.Double\_Link -> (  ignore(L.build\_call graph\_add\_edge\_f actuals "addRightEdgeRes" llbuilder);  L.build\_call graph\_add\_edge\_f actuals\_r "addLeftEdgeRes" llbuilder  )  )  let graph\_edge\_exist\_t = L.function\_type i1\_t [| graph\_t; node\_t; node\_t |]  let graph\_edge\_exist\_f = L.declare\_function "graphEdgeExist" graph\_edge\_exist\_t the\_module  let graph\_edge\_exist graph sour dest llbuilder =  L.build\_call graph\_edge\_exist\_f [| graph; sour; dest |] "boolValue" llbuilder  let graph\_get\_edge\_t = L.function\_type edge\_t [| graph\_t; node\_t; node\_t |]  let graph\_get\_edge\_f = L.declare\_function "graphGetEdge" graph\_get\_edge\_t the\_module  let graph\_get\_edge graph sour dest llbuilder =  L.build\_call graph\_get\_edge\_f [| graph; sour; dest |] "edgeValue" llbuilder  (\* Print out the graph \*)  let print\_graph\_t = L.function\_type i32\_t [| graph\_t |]  let print\_graph\_f = L.declare\_function "printGraph" print\_graph\_t the\_module  let print\_graph graph llbuilder =  L.build\_call print\_graph\_f [| graph |] "printGraph" llbuilder  (\* Get all neighbor nodes of the specific node which a graph \*)  let graph\_get\_child\_nodes\_t = L.function\_type list\_t [| graph\_t; node\_t |]  let graph\_get\_child\_nodes\_f = L.declare\_function "graphGetChildNodes" graph\_get\_child\_nodes\_t the\_module  let graph\_get\_child\_nodes graph root llbuilder =  L.build\_call graph\_get\_child\_nodes\_f [| graph; root |] "childNodes" llbuilder  (\* Get all nodes of the graph \*)  let graph\_get\_all\_nodes\_t = L.function\_type list\_t [| graph\_t |]  let graph\_get\_all\_nodes\_f = L.declare\_function "graphGetAllNodes" graph\_get\_all\_nodes\_t the\_module  let graph\_get\_all\_nodes graph llbuilder =  L.build\_call graph\_get\_all\_nodes\_f [| graph |] "nodesList" llbuilder  (\* Remove a particular node of the graph \*)  let graph\_remove\_node\_t = L.function\_type list\_t [| graph\_t; node\_t |]  let graph\_remove\_node\_f = L.declare\_function "graphRemoveNode" graph\_remove\_node\_t the\_module  let graph\_remove\_node graph node llbuilder =  L.build\_call graph\_remove\_node\_f [| graph; node |] "listOfSubGraphs" llbuilder  (\* Remove a particular node of the graph \*)  let graph\_sub\_graph\_t = L.function\_type list\_t [| graph\_t; graph\_t |]  let graph\_sub\_graph\_f = L.declare\_function "subGraph" graph\_sub\_graph\_t the\_module  let graph\_sub\_graph g1 g2 llbuilder =  L.build\_call graph\_sub\_graph\_f [| g1; g2 |] "listOfSubGraphs" llbuilder  let graph\_call\_default\_main llbuilder gh = function  | "root" -> graph\_get\_root gh llbuilder , A.Node\_t  | "size" -> graph\_num\_of\_nodes gh llbuilder, A.Int\_t  | "nodes" -> graph\_get\_all\_nodes gh llbuilder, A.List\_Node\_t  | \_ as name -> raise (Failure("[Error] Unsupported graph methods: " ^ name ))  (\*  ================================================================  context\_funcs\_vars  ================================================================  \*)  let context\_funcs\_vars = Hashtbl.create 50  let print\_hashtbl tb =  print\_endline (Hashtbl.fold (fun k \_ m -> (k^", "^m)) tb "")  (\*  ================================================================  Main Codegen Function  ================================================================  \*)  let translate program =  (\* Define each function (arguments and return type) so we can call it \*)  let function\_decls =  let function\_decl m fdecl =  let name = fdecl.A.name  and formal\_types =  Array.of\_list (List.map (fun (A.Formal(t, \_)) -> ltype\_of\_typ t) fdecl.A.args)  in  let ftype = L.var\_arg\_function\_type (ltype\_of\_typ fdecl.A.returnType) formal\_types in  StringMap.add name (L.define\_function name ftype the\_module, fdecl) m in  List.fold\_left function\_decl StringMap.empty program in  (\* Fill in the body of the given function \*)  let build\_function\_body fdecl =  let get\_var\_name fname n = (fname ^ "." ^ n) in  let (the\_function, \_) = StringMap.find fdecl.A.name function\_decls in  (\* let bb = L.append\_block context "entry" the\_function in \*)  let builder = L.builder\_at\_end context (L.entry\_block the\_function) in  (\* Construct the function's "locals": formal arguments and locally  declared variables. Allocate each on the stack, initialize their  value, if appropriate, and remember their values in the "locals" map \*)  let \_ =  let add\_to\_context locals =  ignore(Hashtbl.add context\_funcs\_vars fdecl.A.name locals);  (\* ignore(print\_hashtbl context\_funcs\_vars); \*)  locals  in  let add\_formal m (A.Formal(t, n)) p =  let n' = get\_var\_name fdecl.A.name n in  let local = L.define\_global n' (get\_default\_value\_of\_type t) the\_module in  if L.is\_null p then () else ignore (L.build\_store p local builder);  StringMap.add n' (local, t) m  in  let add\_local m (A.Formal(t, n)) =  let n' = get\_var\_name fdecl.A.name n in  let local\_var = L.define\_global n' (get\_default\_value\_of\_type t) the\_module in  StringMap.add n' (local\_var, t) m  in  let formals = List.fold\_left2 add\_formal StringMap.empty fdecl.A.args  (Array.to\_list (L.params the\_function)) in  add\_to\_context (List.fold\_left add\_local formals fdecl.A.locals)  in  (\* Return the value for a variable or formal argument \*)  (\* let lookup n = StringMap.find n local\_vars  in \*)  let lookup n =  let get\_parent\_func\_name fname =  let (\_, fdecl) = StringMap.find fname function\_decls in  fdecl.A.pname  in  let rec aux n fname = (  try StringMap.find (get\_var\_name fname n) (Hashtbl.find context\_funcs\_vars fname)  with Not\_found -> (  if fname = "main" then  (raise (Failure("[Error] Local Variable not found.")))  else  (aux n (get\_parent\_func\_name fname))  )  ) in  aux n fdecl.A.name  in  (\* Construct code for an expression; return its value \*)  let handle\_binop e1 op e2 dtype llbuilder =  (\* Generate llvalues from e1 and e2 \*)  let float\_ops op e1 e2 =  match op with  A.Add -> L.build\_fadd e1 e2 "flt\_addtmp" llbuilder  | A.Sub -> L.build\_fsub e1 e2 "flt\_subtmp" llbuilder  | A.Mult -> L.build\_fmul e1 e2 "flt\_multmp" llbuilder  | A.Div -> L.build\_fdiv e1 e2 "flt\_divtmp" llbuilder  | A.Mod -> L.build\_frem e1 e2 "flt\_sremtmp" llbuilder  | A.Equal -> L.build\_fcmp L.Fcmp.Oeq e1 e2 "flt\_eqtmp" llbuilder  | A.Neq -> L.build\_fcmp L.Fcmp.One e1 e2 "flt\_neqtmp" llbuilder  | A.Less -> L.build\_fcmp L.Fcmp.Ult e1 e2 "flt\_lesstmp" llbuilder  | A.Leq -> L.build\_fcmp L.Fcmp.Ole e1 e2 "flt\_leqtmp" llbuilder  | A.Greater -> L.build\_fcmp L.Fcmp.Ogt e1 e2 "flt\_sgttmp" llbuilder  | A.Geq -> L.build\_fcmp L.Fcmp.Oge e1 e2 "flt\_sgetmp" llbuilder  | \_ -> raise (Failure("[Error] Unrecognized float binop opreation."))  in  (\* chars are considered ints, so they will use int\_ops as well\*)  let int\_ops op e1 e2 =  match op with  A.Add -> L.build\_add e1 e2 "addtmp" llbuilder  | A.Sub -> L.build\_sub e1 e2 "subtmp" llbuilder  | A.Mult -> L.build\_mul e1 e2 "multmp" llbuilder  | A.Div -> L.build\_sdiv e1 e2 "divtmp" llbuilder  | A.Mod -> L.build\_srem e1 e2 "sremtmp" llbuilder  | A.Equal -> L.build\_icmp L.Icmp.Eq e1 e2 "eqtmp" llbuilder  | A.Neq -> L.build\_icmp L.Icmp.Ne e1 e2 "neqtmp" llbuilder  | A.Less -> L.build\_icmp L.Icmp.Slt e1 e2 "lesstmp" llbuilder  | A.Leq -> L.build\_icmp L.Icmp.Sle e1 e2 "leqtmp" llbuilder  | A.Greater -> L.build\_icmp L.Icmp.Sgt e1 e2 "sgttmp" llbuilder  | A.Geq -> L.build\_icmp L.Icmp.Sge e1 e2 "sgetmp" llbuilder  | A.And -> L.build\_and e1 e2 "andtmp" llbuilder  | A.Or -> L.build\_or e1 e2 "ortmp" llbuilder  | \_ -> raise (Failure("[Error] Unrecognized int binop opreation."))  in  let type\_handler d = match d with  | A.Float\_t -> float\_ops op e1 e2  | A.Bool\_t  | A.Int\_t -> int\_ops op e1 e2  | \_ -> raise (Failure("[Error] Unrecognized binop data type."))  in (type\_handler dtype,  match op with  | A.Add | A.Sub | A.Mult | A.Div | A.Mod -> dtype  | \_ -> A.Bool\_t  )  in  let rec expr builder = function  A.Num\_Lit(A.Num\_Int i) -> (L.const\_int i32\_t i, A.Int\_t)  | A.Num\_Lit(A.Num\_Float f) -> (L.const\_float f\_t f, A.Float\_t)  | A.Bool\_lit b -> (L.const\_int i1\_t (if b then 1 else 0), A.Bool\_t)  | A.String\_Lit s -> (codegen\_string\_lit s builder, A.String\_t)  | A.Noexpr -> (L.const\_int i32\_t 0, A.Void\_t)  | A.Null -> (const\_null, A.Null\_t)  | A.Id s ->  let (var, typ) = lookup s in  (L.build\_load var s builder, typ)  | A.Node(id, e) ->  let (nval, typ) = expr builder e in  (create\_node (L.const\_int i32\_t id, typ, nval) builder, A.Node\_t)  | A.EdgeAt(e0, e1, e2) ->  let (gh\_val, gh\_typ) = expr builder e0 in  let (n1\_val, n1\_typ) = expr builder e1 in  let (n2\_val, n2\_typ) = expr builder e2 in (  match (gh\_typ, n1\_typ, n2\_typ) with  | (A.Graph\_t, A.Node\_t, A.Node\_t) -> (  (graph\_get\_edge gh\_val n1\_val n2\_val builder, A.Edge\_t)  )  | \_ -> raise (Failure("[Error] Unsupported EdgeAt() Expr."))  )  | A.ListP(ls) ->  let from\_expr\_typ\_to\_list\_typ = function  A.Int\_t -> A.List\_Int\_t  | A.Float\_t -> A.List\_Float\_t  | A.String\_t -> A.List\_String\_t  | A.Node\_t -> A.List\_Node\_t  | A.Graph\_t -> A.List\_Graph\_t  | A.Bool\_t -> A.List\_Bool\_t  | \_ -> A.List\_Int\_t  in  (\* get the list typ by its first element \*)  let rec check\_float\_typ = function  [] -> A.Int\_t  | hd::ls -> if (snd(expr builder hd)) == A.Float\_t then A.Float\_t else check\_float\_typ ls in  let rec check\_graph\_typ = function  [] -> A.Node\_t  | hd::ls -> if (snd(expr builder hd)) == A.Graph\_t then A.Graph\_t else check\_graph\_typ ls in  let list\_typ = snd (expr builder (List.hd ls)) in  let list\_typ = if list\_typ == A.Int\_t then check\_float\_typ ls else list\_typ in  let list\_typ = if list\_typ == A.Node\_t then check\_graph\_typ ls else list\_typ in  let list\_conversion el =  let (e\_val, e\_typ) = expr builder el in  ( match e\_typ with  | A.Node\_t when list\_typ = A.Graph\_t -> (  let gh = create\_graph builder in (  ignore(graph\_add\_node gh e\_val builder);  (gh, A.Graph\_t)  )  )  | \_ -> (e\_val, e\_typ)  )  in  (\* create a new list first \*)  let l\_ptr\_type = (create\_list list\_typ builder, from\_expr\_typ\_to\_list\_typ list\_typ) in  (\* then add all initial values to the list \*)  add\_multi\_elements\_list (fst l\_ptr\_type) list\_typ builder (List.map fst (List.map list\_conversion ls)), (snd l\_ptr\_type)  | A.DictP(expr\_list) ->  let from\_type\_to\_dict\_typ = function  A.Int\_t -> A.Dict\_Int\_t  | A.String\_t -> A.Dict\_String\_t  | A.Node\_t -> A.Dict\_Node\_t  | A.Float\_t -> A.Dict\_Float\_t  | A.Graph\_t -> A.Dict\_Graph\_t  | \_ -> raise (Failure "[Error] Unsupported key type for dict.")  in  let first\_expr\_kv = List.hd expr\_list in  (\* get type of key and value \*)  let first\_typ = lconst\_of\_typ (snd (expr builder (fst first\_expr\_kv))) in  let second\_typ = lconst\_of\_typ (snd (expr builder (snd first\_expr\_kv))) in  let return\_typ = from\_type\_to\_dict\_typ (snd (expr builder (snd first\_expr\_kv))) in  let dict\_ptr = create\_dict first\_typ second\_typ builder in  ignore(put\_multi\_kvs\_dict dict\_ptr builder  (List.map (fun (key, v) -> fst(expr builder key), fst(expr builder v)) expr\_list), return\_typ);  (dict\_ptr, return\_typ)  | A.Graph\_Link(left, op, right, edges) ->  let (ln, ln\_type) = expr builder left in  let (rn, rn\_type) = expr builder right in  let (el, el\_type) = expr builder edges in (  match (ln\_type, rn\_type, el\_type) with  | (A.Node\_t, A.Null\_t, \_) -> (  let gh = create\_graph builder in (  ignore(graph\_add\_node gh ln builder);  (gh, A.Graph\_t)  )  )  | (A.Node\_t, A.Node\_t, \_) -> (  let gh = create\_graph builder in (  ignore(graph\_add\_node gh ln builder); (\* Also set the root \*)  ignore(graph\_add\_node gh rn builder);  ignore(graph\_add\_edge gh (ln, rn) op (el\_type, el) builder);  (gh, A.Graph\_t)  )  )  | (A.Node\_t, A.Graph\_t, \_) -> (  let gh = copy\_graph rn builder in  let rt = graph\_get\_root rn builder in (  ignore(graph\_add\_node gh ln builder);  ignore(graph\_set\_root gh ln builder);  ignore(graph\_add\_edge gh (ln, rt) op (el\_type, el) builder);  (gh, A.Graph\_t)  )  )  | (A.Node\_t, A.List\_Graph\_t, \_)  | (A.Node\_t, A.List\_Node\_t, \_) -> (  let gh = create\_graph builder in (  ignore(graph\_add\_node gh ln builder); (\* Also set the root \*)  ignore(graph\_add\_list gh rn (el, el\_type) op builder);  (gh, A.Graph\_t)  )  )  | \_ -> raise (Failure "[Error] Graph Link Under build.")  )  | A.Binop (e1, op, e2) ->  let (e1', t1) = expr builder e1  and (e2', t2) = expr builder e2 in  (\* Handle Automatic Binop Type Converstion \*)  (match (t1, t2) with  | (A.List\_Int\_t, A.List\_Int\_t)  | (A.List\_Float\_t, A.List\_Float\_t)  | (A.List\_Bool\_t, A.List\_Bool\_t)  | (A.List\_String\_t, A.List\_String\_t)  | (A.List\_Node\_t, A.List\_Node\_t)  | (A.List\_Graph\_t, A.List\_Graph\_t) -> (  match op with  | A.Add -> (concat\_list e1' e2' builder, t1)  | \_ -> raise (Failure ("[Error] Unsuported Binop Type On List."))  )  | ( A.Graph\_t, A.Graph\_t) -> (  match op with  | A.Add -> (merge\_graph e1' e2' builder, A.Graph\_t)  | A.Sub -> (graph\_sub\_graph e1' e2' builder, A.List\_Graph\_t)  | \_ -> raise (Failure ("[Error] Unsuported Binop Type On Graph."))  )  | ( A.Graph\_t, A.Node\_t ) -> (  match op with  | A.RootAs ->  let gh = copy\_graph e1' builder in  (graph\_set\_root gh e2' builder, A.Graph\_t)  | A.ListNodesAt -> (graph\_get\_child\_nodes e1' e2' builder, A.List\_Node\_t)  | A.Sub -> (graph\_remove\_node e1' e2' builder, A.List\_Graph\_t)  | \_ -> raise (Failure ("[Error] Unsuported Binop Type On Graph \* Node."))  )  | ( \_, A.Null\_t ) -> (  match op with  | A.Equal -> (L.build\_is\_null e1' "isNull" builder, A.Bool\_t)  | A.Neq -> (L.build\_is\_not\_null e1' "isNull" builder, A.Bool\_t)  | \_ -> raise (Failure("[Error] Unsupported Null Type Operation."))  )  | ( A.Null\_t, \_ ) -> (  match op with  | A.Equal -> (L.build\_is\_null e2' "isNotNull" builder, A.Bool\_t)  | A.Neq -> (L.build\_is\_not\_null e2' "isNotNull" builder, A.Bool\_t)  | \_ -> raise (Failure("[Error] Unsupported Null Type Operation."))  )  | ( t1, t2) when t1 = t2 -> handle\_binop e1' op e2' t1 builder  | ( A.Int\_t, A.Float\_t) ->  handle\_binop (int\_to\_float builder e1') op e2' A.Float\_t builder  | ( A.Float\_t, A.Int\_t ) ->  handle\_binop e1' op (int\_to\_float builder e2') A.Float\_t builder  | \_ -> raise (Failure ("[Error] Unsuported Binop Type."))  )  | A.Unop(op, e) ->  let (e', typ) = expr builder e in  ((match op with  A.Neg -> if typ = A.Int\_t then L.build\_neg else L.build\_fneg  | A.Not -> L.build\_not) e' "tmp" builder, typ)  | A.Assign (s, e) ->  let (e', etyp) = expr builder e in  let (var, typ) = lookup s in  (( match (etyp, typ) with  | (t1, t2) when t1 = t2 -> ignore (L.build\_store e' var builder); e'  | (A.List\_Null\_t, \_) -> ignore (L.build\_store e' var builder); e'  | (A.Null\_t, \_) -> ignore (L.build\_store (get\_null\_value\_of\_type typ) var builder); (get\_null\_value\_of\_type typ)  | (A.Int\_t, A.Float\_t) -> let e' = (int\_to\_float builder e') in ignore (L.build\_store e' var builder); e'  | \_ -> raise (Failure("[Error] Assign Type inconsist."))  ), typ)  | A.Call ("print", el) ->  let print\_expr e =  let (eval, etyp) = expr builder e in (  match etyp with  | A.Int\_t -> ignore(codegen\_print builder [(codegen\_string\_lit "%d\n" builder); eval])  | A.Null\_t -> ignore(codegen\_print builder [(codegen\_string\_lit "null\n" builder)])  | A.Bool\_t -> ignore(print\_bool eval builder)  | A.Float\_t -> ignore(codegen\_print builder [(codegen\_string\_lit "%f\n" builder); eval])  | A.String\_t -> ignore(codegen\_print builder [(codegen\_string\_lit "%s\n" builder); eval])  | A.Node\_t -> ignore(print\_node eval builder)  | A.Edge\_t -> ignore(print\_edge eval builder)  | A.Dict\_Int\_t | A.Dict\_Float\_t | A.Dict\_String\_t | A.Dict\_Node\_t  | A.Dict\_Graph\_t -> ignore(print\_dict eval builder)  | A.List\_Int\_t -> ignore(print\_list eval builder)  | A.List\_Float\_t -> ignore(print\_list eval builder)  | A.List\_Bool\_t -> ignore(print\_list eval builder)  | A.List\_String\_t -> ignore(print\_list eval builder)  | A.List\_Node\_t -> ignore(print\_list eval builder)  | A.List\_Graph\_t -> ignore(print\_list eval builder)  | A.Graph\_t -> ignore(print\_graph eval builder)  | \_ -> raise (Failure("[Error] Unsupported type for print."))  ) in List.iter print\_expr el; (L.const\_int i32\_t 0, A.Void\_t)  | A.Call ("printf", el) ->  (codegen\_print builder (List.map  (fun e -> (let (eval, \_) = expr builder e in eval))  el), A.Void\_t)  | A.Call ("int", el) ->  let (eval, etyp) = expr builder (List.hd el) in  (( match etyp with  | A.Int\_t -> eval  | A.Node\_t -> node\_get\_value eval A.Int\_t builder  | A.Edge\_t -> edge\_get\_value eval A.Int\_t builder  | \_ -> raise (Failure("[Error] Can't convert to int."))  ), A.Int\_t)  | A.Call ("float", el) ->  let (eval, etyp) = expr builder (List.hd el) in  (( match etyp with  | A.Int\_t -> int\_to\_float builder eval  | A.Float\_t -> eval  | A.Node\_t -> node\_get\_value eval A.Float\_t builder  | A.Edge\_t -> edge\_get\_value eval A.Float\_t builder  | \_ -> raise (Failure("[Error] Can't convert to float."))  ), A.Float\_t)  | A.Call ("bool", el) ->  let (eval, etyp) = expr builder (List.hd el) in  (( match etyp with  | A.Bool\_t -> eval  | A.Node\_t -> node\_get\_value eval A.Bool\_t builder  | A.Edge\_t -> edge\_get\_value eval A.Bool\_t builder  | \_ -> raise (Failure("[Error] Can't convert to bool."))  ), A.Bool\_t)  | A.Call ("string", el) ->  let (eval, etyp) = expr builder (List.hd el) in  (( match etyp with  | A.String\_t -> eval  | A.Node\_t -> node\_get\_value eval A.String\_t builder  | A.Edge\_t -> edge\_get\_value eval A.String\_t builder  | \_ -> raise (Failure("[Error] Can't convert to string."))  ), A.String\_t)  | A.Call (f, act) ->  let (fdef, fdecl) = StringMap.find f function\_decls in  let actuals = List.rev (List.map  (fun e -> (let (eval, \_) = expr builder e in eval)) (List.rev act)) in  let result = (match fdecl.A.returnType with A.Void\_t -> ""  | \_ -> f ^ "\_result") in  (L.build\_call fdef (Array.of\_list actuals) result builder, fdecl.A.returnType)  (\* default get operator of dict \*)  | A.CallDefault(val\_name, default\_func\_name, params\_list) ->  (\* get caller tpye \*)  let (id\_val, expr\_tpy) = (expr builder val\_name) in  let assign\_func\_by\_typ builder = function  (\* deal with list \*)  | A.List\_Int\_t | A.List\_Float\_t | A.List\_String\_t | A.List\_Bool\_t  | A.List\_Node\_t | A.List\_Graph\_t ->  list\_call\_default\_main builder id\_val (List.map (fun e -> fst (expr builder e)) params\_list) expr\_tpy default\_func\_name  | A.Dict\_Int\_t | A.Dict\_Float\_t | A.Dict\_String\_t | A.Dict\_Node\_t | A.Dict\_Graph\_t ->  dict\_call\_default\_main builder id\_val (List.map (fun e -> fst (expr builder e)) params\_list) expr\_tpy default\_func\_name  | A.Graph\_t ->  graph\_call\_default\_main builder id\_val default\_func\_name  | \_ -> raise (Failure ("[Error] Default function not support."))  in  assign\_func\_by\_typ builder expr\_tpy  (\* | \_ -> (L.const\_int i32\_t 0, A.Void\_t)  \*) in  (\* Invoke "f builder" if the current block doesn't already  have a terminal (e.g., a branch). \*)  let add\_terminal builder f =  match L.block\_terminator (L.insertion\_block builder) with  Some \_ -> ()  | None -> ignore (f builder) in  (\* Build the code for the given statement; return the builder for  the statement's successor \*)  let rec stmt builder = function  | A.Expr e -> ignore (expr builder e); builder  | A.Return e ->  ignore (  let (ev, et) = expr builder e in  match (fdecl.A.returnType, et) with  (A.Void\_t, \_) -> L.build\_ret\_void builder  | (t1, t2) when t1 = t2 -> L.build\_ret ev builder  | (A.Float\_t, A.Int\_t) -> L.build\_ret (int\_to\_float builder ev) builder  | (t1, A.Null\_t) -> L.build\_ret (get\_default\_value\_of\_type t1) builder  | \_ -> raise (Failure("[Error] Return type doesn't match."))  ); builder  | A.If (predicate, then\_stmt, else\_stmt) ->  let (bool\_val, \_) = expr builder predicate in  let merge\_bb = L.append\_block context "merge" the\_function in  let then\_bb = L.append\_block context "then" the\_function in  add\_terminal (  List.fold\_left stmt (L.builder\_at\_end context then\_bb) then\_stmt  ) (L.build\_br merge\_bb);  let else\_bb = L.append\_block context "else" the\_function in  add\_terminal (  List.fold\_left stmt (L.builder\_at\_end context else\_bb) else\_stmt  ) (L.build\_br merge\_bb);  ignore (L.build\_cond\_br bool\_val then\_bb else\_bb builder);  L.builder\_at\_end context merge\_bb  | A.While (predicate, body) ->  let pred\_bb = L.append\_block context "while" the\_function in  ignore (L.build\_br pred\_bb builder);  let body\_bb = L.append\_block context "while\_body" the\_function in  add\_terminal (  List.fold\_left stmt (L.builder\_at\_end context body\_bb) body  ) (L.build\_br pred\_bb);  let pred\_builder = L.builder\_at\_end context pred\_bb in  let (bool\_val, \_) = expr pred\_builder predicate in  let merge\_bb = L.append\_block context "merge" the\_function in  ignore (L.build\_cond\_br bool\_val body\_bb merge\_bb pred\_builder);  L.builder\_at\_end context merge\_bb  | A.For (e1, e2, e3, body) -> List.fold\_left stmt builder  ( [A.Expr e1 ; A.While (e2, body @ [A.Expr e3]) ] )  in  (\* Build the code for each statement in the function \*)  let builder = List.fold\_left stmt builder fdecl.A.body in  (\* Add a return if the last block falls off the end \*)  add\_terminal builder (match fdecl.A.returnType with  A.Void\_t -> L.build\_ret\_void  | A.Int\_t as t -> L.build\_ret (L.const\_int (ltype\_of\_typ t) 0)  | A.Bool\_t as t -> L.build\_ret (L.const\_int (ltype\_of\_typ t) 0)  | A.Float\_t as t-> L.build\_ret (L.const\_float (ltype\_of\_typ t) 0.)  | t-> L.build\_ret (L.const\_null (ltype\_of\_typ t))  )  in  List.iter build\_function\_body (List.rev program);  the\_module |
|  |

## Circline.ml

|  |
| --- |
| (\* Top-level of the MicroC compiler: scan & parse the input,  check the resulting AST, generate LLVM IR, and dump the module \*)  type action = LLVM\_IR | Compile (\* | AST \*)  let \_ =  let action = if Array.length Sys.argv > 1 then  List.assoc Sys.argv.(1) [  ("-l", LLVM\_IR); (\* Generate LLVM, don't check \*)  ("-c", Compile) ] (\* Generate, check LLVM IR \*)  else Compile in  let lexbuf = Lexing.from\_channel stdin in  let ast = Parser.program Scanner.token lexbuf in  let cast = Organizer.convert ast in  Semant.check cast;  match action with  | LLVM\_IR -> print\_string (Llvm.string\_of\_llmodule (Codegen.translate cast))  | Compile -> let m = Codegen.translate cast in  Llvm\_analysis.assert\_valid\_module m;  print\_string (Llvm.string\_of\_llmodule m) |

## Circline.sh

|  |
| --- |
| # Check whether the file "utils.bc" exist file="utils.bc" if [ ! -e "$file" ] then  clang -emit-llvm -o utils.bc -c lib/utils.c fi  if [ $# -eq 1 ] then  ./circline.native <$1 >a.ll else  ./circline.native $1 <$2 >a.ll fi clang -Wno-override-module utils.bc a.ll -o $1.exe ./$1.exe rm a.ll rm ./$1.exe  # /usr/local/opt/llvm38/bin/clang-3.8 |

## Parserize\_cast.ml

|  |
| --- |
| open Cast  open Printf  (\* Unary operators \*)  let txt\_of\_unop = function  | Not -> "Not"  | Neg -> "Sub"  (\* Binary operators \*)  let txt\_of\_binop = function  (\* Arithmetic \*)  | Add -> "Add"  | Sub -> "Sub"  | Mult -> "Mult"  | Div -> "Div"  | Mod -> "Mod"  (\* Boolean \*)  | Or -> "Or"  | And -> "And"  | Equal -> "Equal"  | Neq -> "Neq"  | Less -> "Less"  | Leq -> "Leq"  | Greater -> "Greater"  | Geq -> "Geq"  (\* Graph \*)  | ListNodesAt -> "Child\_Nodes\_At"  | ListEdgesAt -> "Child\_Nodes&Edges\_At"  | RootAs -> "Root\_As"  let txt\_of\_graph\_op = function  | Right\_Link -> "RLink"  | Left\_Link -> "LLink"  | Double\_Link -> "DLink"  let txt\_of\_var\_type = function  | Void\_t -> "void"  | Null\_t -> "null"  | Int\_t -> "int"  | Float\_t -> "float"  | String\_t -> "string"  | Bool\_t -> "bool"  | Node\_t -> "node"  | Graph\_t -> "graph"  | Dict\_Int\_t -> "dict<int>"  | Dict\_Float\_t -> "dict<float>"  | Dict\_String\_t -> "dict<string>"  | Dict\_Node\_t -> "dict<node>"  | Dict\_Graph\_t -> "dict<graph>"  | List\_Int\_t -> "list<int>"  | List\_Float\_t -> "list<float>"  | List\_String\_t -> "list<string>"  | List\_Node\_t -> "list<node>"  | List\_Graph\_t -> "list<graph>"  let txt\_of\_formal = function  | Formal(vtype, name) -> sprintf "Formal(%s, %s)" (txt\_of\_var\_type vtype) name  let txt\_of\_formal\_list formals =  let rec aux acc = function  | [] -> sprintf "%s" (String.concat ", " (List.rev acc))  | fml :: tl -> aux (txt\_of\_formal fml :: acc) tl  in aux [] formals  let txt\_of\_num = function  | Num\_Int(x) -> string\_of\_int x  | Num\_Float(x) -> string\_of\_float x  (\* Expressions \*)  let rec txt\_of\_expr = function  | Num\_Lit(x) -> sprintf "Num\_Lit(%s)" (txt\_of\_num x)  | Bool\_lit(x) -> sprintf "Bool\_lit(%s)" (string\_of\_bool x)  | String\_Lit(x) -> sprintf "String\_Lit(%s)" x  | Null -> sprintf "Null"  | Node(node\_num, x) -> sprintf "Node(%s, %s)" (string\_of\_int node\_num) (txt\_of\_expr x)  | Unop(op, e) -> sprintf "Unop(%s, %s)" (txt\_of\_unop op) (txt\_of\_expr e)  | Binop(e1, op, e2) -> sprintf "Binop(%s, %s, %s)"  (txt\_of\_expr e1) (txt\_of\_binop op) (txt\_of\_expr e2)  | Graph\_Link(e1, op1, e2, e3) -> sprintf "Graph\_Link(%s, %s, %s, WithEdge, %s)"  (txt\_of\_expr e1) (txt\_of\_graph\_op op1) (txt\_of\_expr e2) (txt\_of\_expr e3)  | Id(x) -> sprintf "Id(%s)" x  | Assign(e1, e2) -> sprintf "Assign(%s, %s)" e1 (txt\_of\_expr e2)  | Noexpr -> sprintf "Noexpression"  | ListP(l) -> sprintf "List(%s)" (txt\_of\_list l)  | DictP(d) -> sprintf "Dict(%s)" (txt\_of\_dict d)  | Call(f, args) -> sprintf "Call(%s, [%s])" (f) (txt\_of\_list args)  | CallDefault(e, f, args) -> sprintf "CallDefault(%s, %s, [%s])" (txt\_of\_expr e) f (txt\_of\_list args)  (\*Variable Declaration\*)  and txt\_of\_var\_decl = function  | Local(var, name, e1) -> sprintf "Local(%s, %s, %s)"  (txt\_of\_var\_type var) name (txt\_of\_expr e1)  (\* Lists \*)  and txt\_of\_list = function  | [] -> ""  | [x] -> txt\_of\_expr x  | \_ as l -> String.concat ", " (List.map txt\_of\_expr l)  (\* Dict \*)  and txt\_of\_dict\_key\_value = function  | (key, value) -> sprintf "key:%s,value:%s" (txt\_of\_expr key) (txt\_of\_expr value)  and txt\_of\_dict = function  | [] -> ""  | [x] -> txt\_of\_dict\_key\_value x  | \_ as d -> String.concat ", " (List.map txt\_of\_dict\_key\_value d)  (\* Functions Declaration \*)  and txt\_of\_func\_decl f =  sprintf "returnType(%s) name(%s) args(%s) body{%s} locals{%s} parent(%s)"  (txt\_of\_var\_type f.returnType) f.name (txt\_of\_formal\_list f.args) (txt\_of\_stmts f.body) (txt\_of\_formal\_list f.locals) f.pname  (\* Statements \*)  and txt\_of\_stmt = function  | Expr(expr) -> sprintf "Expr(%s);" (txt\_of\_expr expr)  | Return(expr) -> sprintf "Return(%s);" (txt\_of\_expr expr)  | For(e1,e2,e3,s) -> sprintf "For(%s;%s;%s){%s}"  (txt\_of\_expr e1) (txt\_of\_expr e2) (txt\_of\_expr e3) (txt\_of\_stmts s)  | If(e1,s1,s2) -> sprintf "If(%s){%s} Else{%s}"  (txt\_of\_expr e1) (txt\_of\_stmts s1) (txt\_of\_stmts s2)  | While(e1, s) -> sprintf "While(%s){%s}"  (txt\_of\_expr e1) (txt\_of\_stmts s)  and txt\_of\_stmts = function  | [] -> ""  | [x] -> txt\_of\_stmt x  | \_ as s -> String.concat ", " (List.map txt\_of\_stmt s)  and txt\_of\_funcs funcs =  let rec aux acc = function  | [] -> sprintf "%s" (String.concat "\n" (List.rev acc))  | f :: tl -> aux (txt\_of\_func\_decl f :: acc) tl  in aux [] funcs  (\* Program entry point \*)  let \_ =  let lexbuf = Lexing.from\_channel stdin in  let program = Organizer.convert (Parser.program Scanner.token lexbuf) in  let result = txt\_of\_funcs program in  print\_endline result |
|  |

## compiler.Makefile

|  |
| --- |
| # OBJS = parser.cmo scanner.cmo semant.cmo  default: circline.native  .PHONY : circline.native  circline.native :  ocamlbuild -use-ocamlfind -pkgs llvm,llvm.analysis,llvm.linker,llvm.bitreader,llvm.irreader -cflags -w,+a-4 \  circline.native;  clang -emit-llvm -o utils.bc -c lib/utils.c -Wno-varargs  OBJS = organizer.cmx cast.cmx ast.cmx codegen.cmx parser.cmx scanner.cmx semant.cmx circline.cmx parserize.cmx  circline: $(OBJS)  ocamlfind ocamlopt -linkpkg -package llvm -package llvm.analysis $(OBJS) -o circline  all:  cd ..; make all  scanner.ml : scanner.mll  ocamllex scanner.mll  parser.ml parser.mli : parser.mly  ocamlyacc parser.mly  %.cmo : %.ml  ocamlc -c $<  %.cmi : %.mli  ocamlc -c $<  %.cmx : %.ml  ocamlfind ocamlopt -c -package llvm $<  .PHONY : clean  clean :  ocamlbuild -clean  rm -f utils.bc  rm -f \*.cmx \*.cmi \*.cmo \*.cmx \*.o  rm -f circline parser.ml parser.mli scanner.ml \*.cmo \*.cmi  ### Generated by "ocamldep \*.ml \*.mli" after building scanner.ml and parser.ml  ast.cmo :  ast.cmx :  cast.cmo : ast.cmo  cast.cmx : ast.cmx  codegen.cmo : cast.cmo  codegen.cmx : cast.cmx  circline.cmo : semant.cmo scanner.cmo parser.cmi codegen.cmo ast.cmo  circline.cmx : semant.cmx scanner.cmx parser.cmx codegen.cmx ast.cmx  parser.cmo : ast.cmo parser.cmi  parser.cmx : ast.cmx parser.cmi  scanner.cmo : parser.cmi  scanner.cmx : parser.cmx  semant.cmo : ast.cmo  semant.cmx : ast.cmx  parser.cmi : ast.cmo  parserize.cmx : ast.cmo |
|  |

## Cast.h

|  |
| --- |
| #include <stdio.h>  #include <stdlib.h>  #include <stdint.h>  #include <string.h>  #include <stdbool.h>  int32\_t VoidtoInt(void\* add);  double VoidtoFloat(void\* add);  bool VoidtoBool(void\* add);  char\* VoidtoString(void\* add);  struct Node\* VoidtoNode(void\* add);  struct Graph\* VoidtoGraph(void\* add);  void\* InttoVoid(int32\_t val);  void\* FloattoVoid(double val);  void\* BooltoVoid(bool val);  void\* StringtoVoid(char\* val);  void\* NodetoVoid(struct Node\* val);  void\* GraphtoVoid(struct Graph\* val);  bool isInt(int32\_t d);  bool isFloat(int32\_t d);  bool isBool(int32\_t d);  bool isString(int32\_t d);  bool isNode(int32\_t d);  bool isGraph(int32\_t d); |
|  |

## cast.c

|  |
| --- |
| #include <stdio.h>  #include <stdlib.h>  #include <stdint.h>  #include <string.h>  #include <stdbool.h>  #include <stdarg.h>  #include "cast.h"  #include "utils.h"  int32\_t VoidtoInt(void\* add){  return \*((int32\_t\*) add);  }  double VoidtoFloat(void\* add){  return \*((double\*) add);  }  bool VoidtoBool(void\* add){  return \*((bool\*) add);  }  char\* VoidtoString(void\* add){  return (char\*) add;  }  struct Node\* VoidtoNode(void\* add){  return (struct Node\*) add;  }  struct Graph\* VoidtoGraph(void\* add){  return (struct Graph\*) add;  }  void\* InttoVoid(int32\_t val){  int\* tmp = (int\*)malloc(sizeof(int));  \*tmp = val;  return (void\*) tmp;  }  void\* FloattoVoid(double val){  double\* tmp = (double\*)malloc(sizeof(double));  \*tmp = val;  return (void\*) tmp;  }  void\* BooltoVoid(bool val){  bool\* tmp = (bool\*)malloc(sizeof(bool));  \*tmp = val;  return (void\*) tmp;  }  void\* StringtoVoid(char\* val){  return (void\*) val;  }  void\* NodetoVoid(struct Node\* val){  return (void\*) val;  }  void\* GraphtoVoid(struct Graph\* val){  return (void\*) val;  }  bool isInt(int32\_t d){  return (d==INT);  };  // bool isFloat(int32\_t d){return (d==FLOAT);};  bool isFloat(int32\_t d){return (d==INT);};  bool isBool(int32\_t d){return (d==BOOL);};  bool isString(int32\_t d){return (d==STRING);};  bool isNode(int32\_t d){return (d==NODE);};  bool isGraph(int32\_t d){return (d==GRAPH);}; |
|  |

## Hashmap.h

|  |
| --- |
| #include <stdio.h>  #include <stdlib.h>  #include <stdint.h>  #include <string.h>  #include <stdbool.h>  #include <stdarg.h>  #ifndef \_\_HASHMAP\_H\_\_  #define \_\_HASHMAP\_H\_\_  #define MAP\_MISSING -3 /\* No such element \*/  #define MAP\_FULL -2 /\* Hashmap is full \*/  #define MAP\_OMEM -1 /\* Out of Memory \*/  #define MAP\_OK 0 /\* OK \*/  struct hashmap\_element{  char\* key;  int in\_use;  void\* data[2];  };  struct hashmap\_map{  int table\_size;  int size;  int32\_t keytype;  int32\_t valuetype;  struct hashmap\_element \*data;  };  typedef int (\*Func)(void\*, void\*, void\*);  /\*  \* Return an empty hashmap. Returns NULL if empty.  \*/  extern struct hashmap\_map\* hashmap\_new(int32\_t keytyp,int32\_t valuetyp);  /\*  \* Iteratively call f with argument (item, data) for  \* each element data in the hashmap. The function must  \* return a map status code. If it returns anything other  \* than MAP\_OK the traversal is terminated. f must  \* not reenter any hashmap functions, or deadlock may arise.  \*/  extern int hashmap\_iterate(struct hashmap\_map\* m, Func f);  extern int hashmap\_print(struct hashmap\_map\* m);  extern bool hashmap\_haskey(struct hashmap\_map\* m,...);  extern struct List\* hashmap\_keys(struct hashmap\_map\* m);  /\*  \* Add an element to the hashmap. Return MAP\_OK or MAP\_OMEM.  \*/  extern struct hashmap\_map\* hashmap\_put(struct hashmap\_map\* m,...);  /\*  \* Get an element from the hashmap. Return MAP\_OK or MAP\_MISSING.  \*/  extern void\* hashmap\_get(struct hashmap\_map\* m,...);  /\*  \* Remove an element from the hashmap. Return MAP\_OK or MAP\_MISSING.  \*/  extern struct hashmap\_map\* hashmap\_remove(struct hashmap\_map\* m,...);  /\*  \* Free the hashmap  \*/  extern void hashmap\_free(struct hashmap\_map\* m);  /\*  \* Get the current size of a hashmap  \*/  extern int hashmap\_length(struct hashmap\_map\* m);  extern int32\_t hashmap\_keytype(struct hashmap\_map\* m);  extern int32\_t hashmap\_valuetype(struct hashmap\_map\* m);  #endif //\_\_HASHMAP\_H\_\_ |
|  |

## Hashmap.c

|  |
| --- |
| /\*  \* Generic map implementation.  \*/  #include "hashmap.h"  #include <stdio.h>  #include <stdlib.h>  #include <stdint.h>  #include <string.h>  #include <stdbool.h>  #include <stdarg.h>  #include "utils.h"  #include "cast.h"  #include "list.h"  #define INITIAL\_SIZE (256)  #define MAX\_CHAIN\_LENGTH (8)  struct hashmap\_map\* hashmap\_new(int32\_t keytyp,int32\_t valuetyp) {  struct hashmap\_map\* m = (struct hashmap\_map\*) malloc(sizeof(struct hashmap\_map));  m->data = (struct hashmap\_element\*) calloc(INITIAL\_SIZE, sizeof(struct hashmap\_element));  m->keytype = keytyp;  m->valuetype = valuetyp;  m->table\_size = INITIAL\_SIZE;  m->size = 0;  return m;  }  static unsigned long crc32\_tab[] = {  0x00000000L, 0x77073096L, 0xee0e612cL, 0x990951baL, 0x076dc419L,  0x706af48fL, 0xe963a535L, 0x9e6495a3L, 0x0edb8832L, 0x79dcb8a4L,  0xe0d5e91eL, 0x97d2d988L, 0x09b64c2bL, 0x7eb17cbdL, 0xe7b82d07L,  0x90bf1d91L, 0x1db71064L, 0x6ab020f2L, 0xf3b97148L, 0x84be41deL,  0x1adad47dL, 0x6ddde4ebL, 0xf4d4b551L, 0x83d385c7L, 0x136c9856L,  0x646ba8c0L, 0xfd62f97aL, 0x8a65c9ecL, 0x14015c4fL, 0x63066cd9L,  0xfa0f3d63L, 0x8d080df5L, 0x3b6e20c8L, 0x4c69105eL, 0xd56041e4L,  0xa2677172L, 0x3c03e4d1L, 0x4b04d447L, 0xd20d85fdL, 0xa50ab56bL,  0x35b5a8faL, 0x42b2986cL, 0xdbbbc9d6L, 0xacbcf940L, 0x32d86ce3L,  0x45df5c75L, 0xdcd60dcfL, 0xabd13d59L, 0x26d930acL, 0x51de003aL,  0xc8d75180L, 0xbfd06116L, 0x21b4f4b5L, 0x56b3c423L, 0xcfba9599L,  0xb8bda50fL, 0x2802b89eL, 0x5f058808L, 0xc60cd9b2L, 0xb10be924L,  0x2f6f7c87L, 0x58684c11L, 0xc1611dabL, 0xb6662d3dL, 0x76dc4190L,  0x01db7106L, 0x98d220bcL, 0xefd5102aL, 0x71b18589L, 0x06b6b51fL,  0x9fbfe4a5L, 0xe8b8d433L, 0x7807c9a2L, 0x0f00f934L, 0x9609a88eL,  0xe10e9818L, 0x7f6a0dbbL, 0x086d3d2dL, 0x91646c97L, 0xe6635c01L,  0x6b6b51f4L, 0x1c6c6162L, 0x856530d8L, 0xf262004eL, 0x6c0695edL,  0x1b01a57bL, 0x8208f4c1L, 0xf50fc457L, 0x65b0d9c6L, 0x12b7e950L,  0x8bbeb8eaL, 0xfcb9887cL, 0x62dd1ddfL, 0x15da2d49L, 0x8cd37cf3L,  0xfbd44c65L, 0x4db26158L, 0x3ab551ceL, 0xa3bc0074L, 0xd4bb30e2L,  0x4adfa541L, 0x3dd895d7L, 0xa4d1c46dL, 0xd3d6f4fbL, 0x4369e96aL,  0x346ed9fcL, 0xad678846L, 0xda60b8d0L, 0x44042d73L, 0x33031de5L,  0xaa0a4c5fL, 0xdd0d7cc9L, 0x5005713cL, 0x270241aaL, 0xbe0b1010L,  0xc90c2086L, 0x5768b525L, 0x206f85b3L, 0xb966d409L, 0xce61e49fL,  0x5edef90eL, 0x29d9c998L, 0xb0d09822L, 0xc7d7a8b4L, 0x59b33d17L,  0x2eb40d81L, 0xb7bd5c3bL, 0xc0ba6cadL, 0xedb88320L, 0x9abfb3b6L,  0x03b6e20cL, 0x74b1d29aL, 0xead54739L, 0x9dd277afL, 0x04db2615L,  0x73dc1683L, 0xe3630b12L, 0x94643b84L, 0x0d6d6a3eL, 0x7a6a5aa8L,  0xe40ecf0bL, 0x9309ff9dL, 0x0a00ae27L, 0x7d079eb1L, 0xf00f9344L,  0x8708a3d2L, 0x1e01f268L, 0x6906c2feL, 0xf762575dL, 0x806567cbL,  0x196c3671L, 0x6e6b06e7L, 0xfed41b76L, 0x89d32be0L, 0x10da7a5aL,  0x67dd4accL, 0xf9b9df6fL, 0x8ebeeff9L, 0x17b7be43L, 0x60b08ed5L,  0xd6d6a3e8L, 0xa1d1937eL, 0x38d8c2c4L, 0x4fdff252L, 0xd1bb67f1L,  0xa6bc5767L, 0x3fb506ddL, 0x48b2364bL, 0xd80d2bdaL, 0xaf0a1b4cL,  0x36034af6L, 0x41047a60L, 0xdf60efc3L, 0xa867df55L, 0x316e8eefL,  0x4669be79L, 0xcb61b38cL, 0xbc66831aL, 0x256fd2a0L, 0x5268e236L,  0xcc0c7795L, 0xbb0b4703L, 0x220216b9L, 0x5505262fL, 0xc5ba3bbeL,  0xb2bd0b28L, 0x2bb45a92L, 0x5cb36a04L, 0xc2d7ffa7L, 0xb5d0cf31L,  0x2cd99e8bL, 0x5bdeae1dL, 0x9b64c2b0L, 0xec63f226L, 0x756aa39cL,  0x026d930aL, 0x9c0906a9L, 0xeb0e363fL, 0x72076785L, 0x05005713L,  0x95bf4a82L, 0xe2b87a14L, 0x7bb12baeL, 0x0cb61b38L, 0x92d28e9bL,  0xe5d5be0dL, 0x7cdcefb7L, 0x0bdbdf21L, 0x86d3d2d4L, 0xf1d4e242L,  0x68ddb3f8L, 0x1fda836eL, 0x81be16cdL, 0xf6b9265bL, 0x6fb077e1L,  0x18b74777L, 0x88085ae6L, 0xff0f6a70L, 0x66063bcaL, 0x11010b5cL,  0x8f659effL, 0xf862ae69L, 0x616bffd3L, 0x166ccf45L, 0xa00ae278L,  0xd70dd2eeL, 0x4e048354L, 0x3903b3c2L, 0xa7672661L, 0xd06016f7L,  0x4969474dL, 0x3e6e77dbL, 0xaed16a4aL, 0xd9d65adcL, 0x40df0b66L,  0x37d83bf0L, 0xa9bcae53L, 0xdebb9ec5L, 0x47b2cf7fL, 0x30b5ffe9L,  0xbdbdf21cL, 0xcabac28aL, 0x53b39330L, 0x24b4a3a6L, 0xbad03605L,  0xcdd70693L, 0x54de5729L, 0x23d967bfL, 0xb3667a2eL, 0xc4614ab8L,  0x5d681b02L, 0x2a6f2b94L, 0xb40bbe37L, 0xc30c8ea1L, 0x5a05df1bL,  0x2d02ef8dL  };  /\* Return a 32-bit CRC of the contents of the buffer. \*/  unsigned long crc32(const unsigned char \*s, unsigned int len)  {  unsigned int i;  unsigned long crc32val;  crc32val = 0;  for (i = 0; i < len; i ++)  {  crc32val =  crc32\_tab[(crc32val ^ s[i]) & 0xff] ^  (crc32val >> 8);  }  return crc32val;  }  /\*  \* Hashing function for a string  \*/  unsigned int hashmap\_hash\_int(struct hashmap\_map \* m, char\* keystring){  unsigned long key = crc32((unsigned char\*)(keystring), strlen(keystring));  /\* Robert Jenkins' 32 bit Mix Function \*/  key += (key << 12);  key ^= (key >> 22);  key += (key << 4);  key ^= (key >> 9);  key += (key << 10);  key ^= (key >> 2);  key += (key << 7);  key ^= (key >> 12);  /\* Knuth's Multiplicative Method \*/  key = (key >> 3) \* 2654435761;  return key % m->table\_size;  }  /\*  \* Return the integer of the location in data  \* to store the point to the item, or MAP\_FULL.  \*/  int hashmap\_hash(struct hashmap\_map\* m, char\* key){  int curr;  int i;  /\* If full, return immediately \*/  if(m->size >= (m->table\_size/2)) return MAP\_FULL;  /\* Find the best index \*/  curr = hashmap\_hash\_int(m, key);  /\* Linear probing \*/  for(i = 0; i< MAX\_CHAIN\_LENGTH; i++){  if(m->data[curr].in\_use == 0)  return curr;  if(m->data[curr].in\_use == 1 && (strcmp(m->data[curr].key,key)==0))  return curr;  curr = (curr + 1) % m->table\_size;  }  return MAP\_FULL;  }  /\*  \* Doubles the size of the hashmap, and rehashes all the elements  \*/  int hashmap\_rehash(struct hashmap\_map \*m){  int i;  int old\_size;  struct hashmap\_element\* curr;  /\* Setup the new elements \*/  struct hashmap\_element\* temp = (struct hashmap\_element \*)  calloc(2 \* m->table\_size, sizeof(struct hashmap\_element));  if(!temp) return MAP\_OMEM;  /\* Update the array \*/  curr = m->data;  m->data = temp;  /\* Update the size \*/  old\_size = m->table\_size;  m->table\_size = 2 \* m->table\_size;  m->size = 0;  /\* Rehash the elements \*/  for(i = 0; i < old\_size; i++){  int status;  if (curr[i].in\_use == 0)  continue;  hashmap\_put(m, curr[i].key, curr[i].data);  }  free(curr);  return MAP\_OK;  }  /\*  \* Add a pointer to the hashmap with some key  \*/  struct hashmap\_map\* hashmap\_put(struct hashmap\_map\* m,...){  int index;  void\* data1;  void\* data2;  char\* key;  va\_list ap;  va\_start(ap, 2);  switch (m->keytype) {  case INT:  data1 = InttoVoid(va\_arg(ap, int));  key = malloc(16);  snprintf(key, 16, "%d", VoidtoInt(data1));  break;  case STRING:  data1 = StringtoVoid(va\_arg(ap, char\*));  key = VoidtoString(data1);  //printf("%s\n",key);  break;  case NODE:  data1 = NodetoVoid(va\_arg(ap, struct Node\*));  key = malloc(16);  snprintf(key, 16, "%d", VoidtoNode(data1)->id);  //printf("%s\n",key);  break;  default:  break;  }  switch (m->valuetype) {  case INT:  data2 = InttoVoid(va\_arg(ap, int));  break;  case FLOAT:  data2 = FloattoVoid(va\_arg(ap, double));  break;  case BOOL:  data2 = BooltoVoid(va\_arg(ap, double));  break;  case STRING:  data2 = StringtoVoid(va\_arg(ap, char\*));  break;  case NODE:  data2 = NodetoVoid(va\_arg(ap, struct Node\*));  break;  case GRAPH:  data2 = GraphtoVoid(va\_arg(ap, struct Graph\*));  break;  default:  break;  }  va\_end(ap);  /\* Find a place to put our value \*/  index = hashmap\_hash(m, key);  while(index == MAP\_FULL){  if (hashmap\_rehash(m) == MAP\_OMEM) {  printf("Error! Hashmap out of Memory\n");  exit(1);  }  index = hashmap\_hash(m, key);  }  /\* Set the data \*/  m->data[index].data[0] = data1;  m->data[index].data[1] = data2;  m->data[index].key = key;  m->data[index].in\_use = 1;  m->size++;  return m;  }  /\*  \* Get your pointer out of the hashmap with a key  \*/  // int hashmap\_get(map\_t in, char\* key, any\_t \*arg){  void\* hashmap\_get(struct hashmap\_map\* m,...){  int curr;  int i;  char\* key;  va\_list ap;  va\_start(ap, 1);  switch (m->keytype) {  case INT:  key = malloc(16);  snprintf(key, 16, "%d", va\_arg(ap, int));  break;  case STRING:  key = va\_arg(ap, char\*);  break;  case NODE:  key = malloc(16);  snprintf(key, 16, "%d", va\_arg(ap, struct Node\*)->id);  break;  default:  break;  }  va\_end(ap);  /\* Find data location \*/  curr = hashmap\_hash\_int(m, key);  /\* Linear probing, if necessary \*/  for(i = 0; i<MAX\_CHAIN\_LENGTH; i++){  int in\_use = m->data[curr].in\_use;  if (in\_use == 1){  if (strcmp(m->data[curr].key,key)==0){  // \*arg = (m->data[curr].data);  // return MAP\_OK;  return m->data[curr].data[1];  }  }  curr = (curr + 1) % m->table\_size;  }  printf("Error! Hashmap\_Get:Key not Exist!\n");  exit(1);  }  /\*  \* Iterate the function parameter over each element in the hashmap. The  \* additional any\_t argument is passed to the function as its first  \* argument and the hashmap element is the second.  \*/  int hashmap\_iterate(struct hashmap\_map\* m, Func f) {  /\* On empty hashmap, return immediately \*/  if (hashmap\_length(m) <= 0)  return MAP\_MISSING;  /\* Linear probing \*/  for(int i = 0; i< m->table\_size; i++)  if(m->data[i].in\_use != 0) {  int status = f(m->data[i].key, m->data[i].data[0], m->data[i].data[1]);  if (status != MAP\_OK) {  return status;  }  }  return MAP\_OK;  }  int hashmap\_printhelper(char\* key, int32\_t type, void\* value){  switch (type) {  case INT:  printf("%s: %d",key, VoidtoInt(value));  break;  case FLOAT:  printf("%s: %f",key, VoidtoFloat(value));  break;  case BOOL:  printf("%s: %d",key, VoidtoBool(value));  break;  case STRING:  printf("%s: %s",key, VoidtoString(value));  break;  case NODE:  printf("%s: ",key);  printNode(VoidtoNode(value));  break;  case GRAPH:  printf("%s: ",key);  printGraph(VoidtoGraph(value));  break;  default:  break;  }  return 0;  }  int hashmap\_print(struct hashmap\_map\* m){  if (m == NULL) {  printf("(null)\n");  return 0;  }  printf("{");  for(int i = 0, c=0; i< m->table\_size; i++)  if(m->data[i].in\_use != 0) {  hashmap\_printhelper(m->data[i].key, m->valuetype, m->data[i].data[1]);  c++;  if (c < m->size) printf(", ");  }  printf("}\n");  return 0;  }  bool hashmap\_haskey(struct hashmap\_map\* m,...){  int curr;  int i;  char\* key;  va\_list ap;  va\_start(ap, 1);  switch (m->keytype) {  case INT:  key = malloc(16);  snprintf(key, 16, "%d", va\_arg(ap, int));  break;  case STRING:  key = va\_arg(ap, char\*);  break;  case NODE:  key = malloc(16);  snprintf(key, 16, "%d", va\_arg(ap, struct Node\*)->id);  break;  default:  break;  }  va\_end(ap);  /\* Find data location \*/  curr = hashmap\_hash\_int(m, key);  /\* Linear probing, if necessary \*/  for(i = 0; i<MAX\_CHAIN\_LENGTH; i++){  int in\_use = m->data[curr].in\_use;  if (in\_use == 1){  if (strcmp(m->data[curr].key,key)==0){  // \*arg = (m->data[curr].data);  // return MAP\_OK;  return 1;  }  }  curr = (curr + 1) % m->table\_size;  }  return 0;  }  struct List\* hashmap\_keys(struct hashmap\_map\* m){  if (hashmap\_length(m) <= 0){  printf("Error! hashmap\_getkey: No keys!\n");  exit(1);  }  struct List\* dataset = createList(m->keytype);  for(int i = 0; i< m->table\_size; i++){  if(m->data[i].in\_use != 0) {  switch (m->keytype) {  case INT:  addList(dataset, VoidtoInt(m->data[i].data[0]));  break;  case STRING:  addList(dataset, VoidtoString(m->data[i].data[0]));  break;  case NODE:  addList(dataset, VoidtoNode(m->data[i].data[0]));  break;  default:  break;  }  }  }  return dataset;  }  // /\*  // \* Remove an element with that key from the map  // \*/  struct hashmap\_map\* hashmap\_remove(struct hashmap\_map\* m,...){  int i;  int curr;  char\* key;  va\_list ap;  va\_start(ap, 1);  switch (m->keytype) {  case INT:  key = malloc(16);  snprintf(key, 16, "%d", va\_arg(ap, int));  break;  case STRING:  key = va\_arg(ap, char\*);  break;  case NODE:  key = malloc(16);  snprintf(key, 16, "%d", va\_arg(ap, struct Node\*)->id);  break;  default:  break;  }  va\_end(ap);  /\* Find key \*/  curr = hashmap\_hash\_int(m, key);  /\* Linear probing, if necessary \*/  for(i = 0; i<MAX\_CHAIN\_LENGTH; i++){  int in\_use = m->data[curr].in\_use;  if (in\_use == 1){  if (strcmp(m->data[curr].key,key)==0){  /\* Blank out the fields \*/  m->data[curr].in\_use = 0;  m->data[curr].data[0] = NULL;  m->data[curr].data[1] = NULL;  m->data[curr].key = NULL;  /\* Reduce the size \*/  m->size--;  return m;  }  }  curr = (curr + 1) % m->table\_size;  }  printf("Error! hashmap\_remove: Missing data!\n");  exit(1);  }  // /\* Deallocate the hashmap \*/  // void hashmap\_free(map\_t in){  // hashmap\_map\* m = (hashmap\_map\*) in;  // free(m->data);  // free(m);  // }  // /\* Return the length of the hashmap \*/  int hashmap\_length(struct hashmap\_map\* m){  if(m != NULL) return m->size;  else return 0;  }  int32\_t hashmap\_keytype(struct hashmap\_map\* m){  return m->keytype;  }  int32\_t hashmap\_valuetype(struct hashmap\_map\* m){  return m->valuetype;  }  // int hashmap\_print(void\* a, void\* data1, void\* data2){  // printf("data1: %d\n", \*((int\*) data1));  // printf("data2: %s\n", data2);  // return 0;  // }  // int main(){  // struct hashmap\_map\* mymap = hashmap\_new(INT, STRING);  // hashmap\_put(mymap, 10, "Hello World");  // hashmap\_put(mymap, 20, "Hello World1");  // hashmap\_put(mymap, 30, "Hello World2");  // hashmap\_print(mymap);  // printList(hashmap\_keys(mymap));  // //hashmap\_iterate(mymap, hashmap\_print, 0);  // //hashmap\_remove(mymap, 10);  // //printf("%s\n", VoidtoString((hashmap\_get(mymap, 10))));  // return 0;  // } |
|  |

## List.h

|  |
| --- |
| #include <stdio.h>  #include <stdlib.h>  #include <stdint.h>  #include <string.h>  #include <stdbool.h>  #ifndef \_LIST\_H\_  #define \_LIST\_H\_  // one element of a list.  struct List {  int32\_t type;  int32\_t size;  void\* \*arr;  int32\_t curPos;  };  int32\_t rangeHelper(int size, int index);  struct List\* createList( int32\_t type);  struct List\* addListHelper( struct List \* list, void\* addData);  struct List\* concatList(struct List\* list1, struct List\* list2);  struct List\* pushList(struct List\* list, ...);  struct List\* addList(struct List\* list, ...);  void\* getList(struct List\* list, int index);  void\* popList(struct List\* list);  int32\_t setList(struct List\* list, int index, ...);  int getListSize(struct List\* list);  int32\_t removeList(struct List\* list, int index);  int32\_t pirntList(struct List \* list);  #endif |
|  |

## List.c

|  |
| --- |
| #include <stdio.h>  #include <stdlib.h>  #include <stdint.h>  #include <string.h>  #include <stdbool.h>  #include <stdarg.h>  #include "utils.h"  #include "cast.h"  #include "list.h"  struct List\* createList(  int32\_t type  ) {  struct List\* new = (struct List\*) malloc(sizeof(struct List));  // default initialize size is 1  new->size = 1;  new->type = type;  // means that the next element would be added at curPos  new->curPos = 0;  new->arr = (void\*\*)malloc(new->size \* sizeof(void\*));  return new;  }  int rangeHelper(int size, int index){  if(size <= -index || size <= index || size == 0){  printf("Error! Index out of Range!\n");  exit(1);  }  if (index < 0){  index += size;  }  return index;  }  struct List\* addListHelper(  struct List \* list,  void\* addData  ){  if (list->curPos >= list->size){  list->size = list->size \* 2;  // double size  list->arr = (void\*\*) realloc(list->arr, list->size \* sizeof (void\*));  }  \*(list->arr + list->curPos) = addData;  list->curPos++;  return list;  }  struct List\* concatList(struct List\* list1, struct List\* list2){  int curPos = list2->curPos;  for(int i =0; i < curPos; i++){  list1 = addListHelper(list1, \*(list2->arr+i));  }  return list1;  }  struct List\* addList(struct List\* list, ...) {  if (list == NULL) {  printf("[Error] addList() - List doesn't exist. \n");  exit(1);  }  va\_list ap;  va\_start(ap, 1);  void \* data;  int\* tmp0;  double\* tmp1;  bool\* tmp2;  switch (list->type) {  case INT:  data = InttoVoid(va\_arg(ap, int));  break;  case FLOAT:  data = FloattoVoid(va\_arg(ap, double));  break;  case BOOL:  data = BooltoVoid(va\_arg(ap, bool));  break;  case STRING:  data = StringtoVoid(va\_arg(ap, char\*));  break;  case NODE:  data = NodetoVoid(va\_arg(ap, struct Node\*));  break;  case GRAPH:  data = GraphtoVoid(va\_arg(ap, struct Graph\*));  break;  default:  break;  }  va\_end(ap);  return addListHelper(list, data);  }  void\* getList(struct List\* list, int index){  if (list == NULL) {  printf("[Error] getList() - List doesn't exist. \n");  exit(1);  }  index = rangeHelper(list->curPos, index);  return \*(list->arr + index);  }  void\* popList(struct List\* list){  if (list == NULL) {  printf("[Error] popList() - List doesn't exist. \n");  exit(1);  }  if(list->curPos-1 < 0){  printf("Error! Nothing Can be poped T.T\n");  exit(1);  }  void\* add = \*(list->arr + list->curPos-1);  list->curPos--;  return add;  }  int32\_t setList(struct List\* list, int index, ...){  if (list == NULL) {  printf("[Error] setList() - List doesn't exist. \n");  exit(1);  }  index = rangeHelper(list->curPos, index);  va\_list ap;  va\_start(ap, 1);  void \* data;  int\* tmp0;  double\* tmp1;  bool\* tmp2;  switch (list->type) {  case INT:  data = InttoVoid(va\_arg(ap, int));  break;  case FLOAT:  data = FloattoVoid(va\_arg(ap, double));  break;  case BOOL:  data = BooltoVoid(va\_arg(ap, bool));  break;  case STRING:  data = StringtoVoid(va\_arg(ap, char\*));  break;  case NODE:  data = NodetoVoid(va\_arg(ap, struct Node\*));  break;  case GRAPH:  data = GraphtoVoid(va\_arg(ap, struct Graph\*));  break;  default:  break;  }  \*(list->arr + index) = data;  return 0;  }  int getListSize(struct List\* list){  if (list == NULL) {  printf("[Error] getListSize() - List doesn't exist. \n");  exit(1);  }  return list->curPos;  }  int32\_t removeList(struct List\* list, int index){  if (list == NULL) {  printf("[Error] removelist() - List doesn't exist. \n");  exit(1);  }  index =rangeHelper(list->curPos, index);  for(int i=index; i < list->curPos; i++){  \*(list->arr + i) = \*(list->arr + i+1);  }  list->curPos--;  return 0;  }  int32\_t printList(struct List \* list){  if (list == NULL) {  printf("(null)\n");  return 0;  }  int curPos = list->curPos - 1;  if (curPos < 0) {  printf("list:[]\n");  return 0;  }  int p = 0;  printf("list:[");  switch (list->type) {  case INT:  while(p < curPos){  printf("%d, ", \*((int\*)(\*(list->arr + p))));  p++;  }  printf("%d", \*((int\*)(\*(list->arr + p))));  break;  case FLOAT:  while(p < curPos){  printf("%f, ", \*((double\*)(\*(list->arr + p))));  p++;  }  printf("%f", \*((double\*)(\*(list->arr + p))));  break;  case BOOL:  while(p < curPos){  printf("%s, ", \*((bool\*)(\*(list->arr + p))) ? "true" : "false");  p++;  }  printf("%s", \*((bool\*)(\*(list->arr + p))) ? "true" : "false");  break;  case STRING:  while(p < curPos){  printf("%s, ", ((char\*)(\*(list->arr + p))));  p++;  }  printf("%s", ((char\*)(\*(list->arr + p))));  break;  case NODE:  while(p < curPos){  printNode((struct Node\*)(\*(list->arr + p)));  p++;  }  printNode((struct Node\*)(\*(list->arr + p)));  break;  case GRAPH:  while(p < curPos){  printGraph((struct Graph\*)(\*(list->arr + p)));  p++;  }  printGraph((struct Graph\*)(\*(list->arr + p)));  break;  default:  printf("Unsupported List Type!\n");  return 1;  }  printf("]\n");  return 0;  // int p = 0;  // printf("list:[");  // while(p < curPos){  // printf(fmt, \*(list->arr + p));  // printf(", ");  // p++;  // }  // printf(fmt, \*(list->arr + curPos));  // printf("]\n");  // return 1;  }  // int main() {  // struct List\* a = createList(INT);  // addList(a, 10);  // addList(a, 5);  // addList(a, 7);  // addList(a, 9);  // setList(a, 0, 3);  // a = concatList(a, a);  // removeList(a, 0);  // printList(a);  // //printNode(VoidtoNode(getList(a,2)));  // } |
|  |

## Utils.h

|  |
| --- |
| #include <stdio.h>  #include <stdlib.h>  #include <stdint.h>  #include <string.h>  #include <stdbool.h>  #include "list.h"  #ifndef \_UTILS\_H\_  #define \_UTILS\_H\_  int32\_t printBool(bool a);  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  Type Declaration  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #define INT 0  #define FLOAT 1  #define BOOL 2  #define STRING 3  #define NODE 4  #define GRAPH 5  #define LIST 6  #define DICT 7  #define EDGE 8  #define RIGHT\_LINK 0  #define LEFT\_LINK 1  #define DOUBLE\_LINK 2  struct Node {  int32\_t id;  int32\_t type;  int32\_t a;  double b;  bool c;  char\* d;  };  struct Edge {  struct Node\* sour;  struct Node\* dest;  int32\_t type;  int32\_t a;  double b;  bool c;  char\* d;  };  struct Graph {  int32\_t vn;  int32\_t en;  int32\_t vn\_len;  int32\_t en\_len;  struct Node\* root;  struct Node\*\* nodes;  struct Edge\* edges;  };  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  Node Methods  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  struct Node\* createNode(int32\_t id, int32\_t type, ...);  void\* nodeGetValue(struct Node\* node, int32\_t type);  int32\_t printNode(struct Node \* node);  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  Edge Methods  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  struct Edge createEdge(  struct Node\* sour,  struct Node\* dest,  int32\_t type,  int32\_t a,  double b,  bool c,  char\* d  );  int32\_t printEdge(struct Edge \* edge);  int32\_t printEdgeValue(struct Edge \* edge);  void\* edgeGetValue(struct Edge\* edge, int32\_t type);  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  Graph Methods  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  struct Graph\* createGraph();  struct Graph\* copyGraph(struct Graph\* a);  struct Graph\* mergeGraph(struct Graph\* a, struct Graph\* b);  struct List\* subGraph(struct Graph\* a, struct Graph\* b);  struct Node\* graphGetRoot(struct Graph\* g);  int32\_t graphSetRoot(struct Graph\* g, struct Node \* root);  int32\_t graphAddList(struct Graph\* g, int direction, struct List \* l, struct List \* edges);  int32\_t graphAddNode(struct Graph\* g, struct Node \* node);  struct List\* graphGetAllNodes(struct Graph\* g);  struct List\* graphRemoveNode(struct Graph\* g, struct Node \* node);  int32\_t graphAddEdgeP( struct Graph\* g, struct Node\* sour, struct Node\* dest, int32\_t type, ...);  int32\_t graphAddEdge(  struct Graph\* g,  struct Node\* sour,  struct Node\* dest,  int32\_t type,  int32\_t a,  double b,  bool c,  char\* d  );  bool graphEdgeExist(struct Graph\* g, struct Node\* sour, struct Node\* dest);  struct Edge\* graphGetEdge(struct Graph\* g, struct Node\* sour, struct Node\* dest);  int32\_t graphNumOfNodes(struct Graph\* g);  int32\_t graphNumOfEdges(struct Graph\* g);  struct List\* graphGetChildNodes(struct Graph\* g, struct Node\* rt);  int32\_t printGraph(struct Graph\* g);  #endif /\* #ifndef \_UTILS\_H\_ \*/ |
|  |

## Utils.c

|  |
| --- |
| #include <stdio.h>  #include <stdlib.h>  #include <stdint.h>  #include <string.h>  #include <stdbool.h>  #include <stdarg.h>  #include "utils.h"  #include "hashmap.c"  #include "list.c"  #include "cast.c"  int32\_t printBool(bool a) {  printf("%s\n", a ? "true" : "false");  return 0;  }  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  Node Methods  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  struct Node\* createNode(int32\_t id, int32\_t type, ...) {  struct Node\* new = (struct Node\*) malloc(sizeof(struct Node));  new->id = id;  new->type = type;  va\_list ap;  va\_start(ap, 1);  switch (type) {  case INT:  new->a = va\_arg(ap, int); break;  case FLOAT:  new->b = va\_arg(ap, double); break;  case BOOL:  new->c = va\_arg(ap, bool); break;  case STRING:  new->d = va\_arg(ap, char\*); break;  default:  break;  }  va\_end(ap);  return new;  }  void\* nodeGetValue(struct Node\* node, int32\_t type) {  if (node == NULL) {  printf("[Error] Node doesn't exist!\n");  exit(1);  }  void\* res;  switch (type) {  case INT:  if (node->type == INT)  res = InttoVoid(node->a);  else if (node->type == FLOAT)  res = InttoVoid((int)node->b);  else if (node->type == BOOL)  res = InttoVoid( node->c ? 1 : 0 );  else {  res = InttoVoid(0);  }  break;  case FLOAT:  if (node->type == INT)  res = FloattoVoid((double)node->a);  else if (node->type == FLOAT)  res = FloattoVoid(node->b);  else if (node->type == BOOL)  res = FloattoVoid( node->c ? 1 : 0 );  else {  res = FloattoVoid(0);  }  break;  case BOOL:  if (node->type == INT)  res = BooltoVoid(node->a != 0);  else if (node->type == FLOAT)  res = BooltoVoid(node->b != 0);  else if (node->type == BOOL)  res = BooltoVoid(node->c);  else {  res = BooltoVoid(false);  }  break;  case STRING:  if (node->type == STRING)  res = StringtoVoid(node->d);  else{  res = StringtoVoid("");  }  break;  default:  printf("[Error] Edge Value Type Error!\n");  exit(1);  break;  }  return res;  }  int32\_t printNode(struct Node \* node) {  if (node == NULL) {  printf("(null)\n");  return 0;  }  switch (node->type) {  case 0:  printf("node%3d: %d\n", node->id, node->a);  break;  case 1:  printf("node%3d: %f\n", node->id, node->b);  break;  case 2:  printf("node%3d: %s\n", node->id, node->c ? "true" : "false");  break;  case 3:  printf("node%3d: %s\n", node->id, node->d);  break;  default:  printf("node%3d\n", node->id);  break;  }  return 0;  }  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  Edge Methods  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  struct Edge createEdge(  struct Node\* sour,  struct Node\* dest,  int32\_t type,  int32\_t a,  double b,  bool c,  char\* d  ) {  struct Edge e = {sour, dest, type, a, b, c, d};  return e;  }  void\* edgeGetValue(struct Edge\* edge, int32\_t type) {  if (edge == NULL) {  printf("[Error] Edge doesn't exist!\n");  exit(1);  }  void\* res;  switch (type) {  case INT:  if (edge->type == INT)  res = InttoVoid(edge->a);  else if (edge->type == FLOAT)  res = InttoVoid((int)edge->b);  else if (edge->type == BOOL)  res = InttoVoid( edge->c ? 1 : 0 );  else {  res = InttoVoid(0);  }  break;  case FLOAT:  if (edge->type == INT)  res = FloattoVoid((double)edge->a);  else if (edge->type == FLOAT)  res = FloattoVoid(edge->b);  else if (edge->type == BOOL)  res = FloattoVoid( edge->c ? 1 : 0 );  else {  res = FloattoVoid(0);  }  break;  case BOOL:  if (edge->type == INT)  res = BooltoVoid(edge->a != 0);  else if (edge->type == FLOAT)  res = BooltoVoid(edge->b != 0);  else if (edge->type == BOOL)  res = BooltoVoid(edge->c);  else {  res = BooltoVoid(false);  }  break;  case STRING:  if (edge->type == STRING)  res = StringtoVoid(edge->d);  else {  res = StringtoVoid("");  }  break;  default:  printf("[Error] Edge Value Type Error!\n");  exit(1);  break;  }  return res;  }  int32\_t printEdge(struct Edge \* edge) {  if (edge == NULL) {  printf("(null)\n");  return 0;  }  switch (edge->type) {  case 0:  printf("edge%3d->%3d: %d\n", edge->sour->id, edge->dest->id, edge->a);  break;  case 1:  printf("edge%3d->%3d: %f\n", edge->sour->id, edge->dest->id, edge->b);  break;  case 2:  printf("node%3d->%3d: %s\n", edge->sour->id, edge->dest->id, edge->c ? "true" : "false");  break;  case 3:  printf("edge%3d->%3d: %s\n", edge->sour->id, edge->dest->id, edge->d);  break;  default:  printf("edge%3d->%3d\n", edge->sour->id, edge->dest->id);  break;  }  return 0;  }  int32\_t printEdgeValue(struct Edge \* edge) {  if (edge == NULL) {  printf("(null)\n");  return 0;  }  switch (edge->type) {  case 0:  printf("%d\n", edge->a);  break;  case 1:  printf("%f\n", edge->b);  break;  case 2:  printf("%s\n", edge->c ? "true" : "false");  break;  case 3:  printf("%s\n", edge->d);  break;  default:  printf("[Error] Unknown Edge Value Type!\n");  exit(1);  break;  }  return 0;  }  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  Graph Methods  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  int32\_t graphAddEdgeHelper(struct Graph\* g, struct Edge e) {  if (g == NULL) exit(1);  int i;  for (i=0; i < g->en; i++) {  if (g->edges[i].sour == e.sour && g->edges[i].dest == e.dest) {  g->edges[i] = e;  return 0;  }  }  g->edges[i] = e;  g->en ++;  return 0;  }  int32\_t graphAddEdgeP( struct Graph\* g, struct Node\* sour, struct Node\* dest, int32\_t type, ...) {  if (g == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  if (sour == dest) return 0;  if (g->en + 1 >= g->en\_len) {  printf("[Error] # Graph Edges reach the limit!\n");  exit(1);  }  if (graphAddNode(g, sour) > 0) exit(1);  if (graphAddNode(g, dest) > 0) exit(1);  // Assign the Edge Value  struct Edge e = createEdge(sour, dest, type, 0, 0, 0, NULL);  va\_list ap;  va\_start(ap, 1);  void\* tmp = va\_arg(ap, void\*);  switch (type) {  case INT:  e.a = \*((int\*)tmp); break;  case FLOAT:  e.b = \*((double\*)tmp); break;  case BOOL:  e.c = \*((bool\*)tmp); break;  case STRING:  e.d = ((char\*)tmp); break;  default:  break;  }  va\_end(ap);  int i;  // Edges already exist in the graph  for (i=0; i<g->en; i++) {  if (g->edges[i].sour == sour && g->edges[i].dest == dest) {  g->edges[i] = e;  return 0;  }  }  g->edges[i] = e;  g->en++;  return 0;  }  int32\_t graphAddEdge(  struct Graph\* g,  struct Node\* sour,  struct Node\* dest,  int32\_t type,  int32\_t a,  double b,  bool c,  char\* d  ) {  if (g == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  if (sour == dest) return 0;  if (g->en + 1 >= g->en\_len) {  printf("[Error] # Graph Edges reach the limit!\n");  exit(1);  }  if (graphAddNode(g, sour) > 0) exit(1);  if (graphAddNode(g, dest) > 0) exit(1);  int i;  // Edges already exist in the graph  for (i=0; i<g->en; i++) {  if (g->edges[i].sour == sour && g->edges[i].dest == dest) {  g->edges[i].type = type;  g->edges[i].a = a;  g->edges[i].b = b;  g->edges[i].c = c;  g->edges[i].d = d;  return 0;  }  }  struct Edge e = createEdge(sour, dest, type, a, b, c, d);  g->edges[i] = e;  g->en++;  return 0;  }  bool graphEdgeExist(struct Graph\* g, struct Node\* sour, struct Node\* dest) {  if (g == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  int i;  for (i=0; i<g->en; i++) {  if (g->edges[i].sour == sour && g->edges[i].dest == dest) {  return true;  }  }  return false;  }  struct Edge\* graphGetEdge(struct Graph\* g, struct Node\* sour, struct Node\* dest) {  if (g == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  int i;  for (i=0; i<g->en; i++) {  if (g->edges[i].sour == sour && g->edges[i].dest == dest) {  return &g->edges[i];  }  }  return NULL;  }  /\*  Split the graph into a list of graphs, in which all graphs are connected.  \*/  struct List\* splitGraph(struct Graph \* gh) {  struct List\* l = createList(GRAPH);  if (gh == NULL) return l;  gh = copyGraph(gh);  struct Node\* root = gh->root;  struct Graph\* gh\_tmp = NULL;  int vn = gh->vn, en = gh->en, max\_vn = gh->vn, max\_en = gh->en;  int i, j, k;  struct List\* queue = createList(NODE);  struct Node\* node = NULL, \*node\_tmp = NULL;  while (vn > 0) {  gh\_tmp = createGraph();  for (i=0; i<max\_vn; i++) {  if (gh->nodes[i] != NULL) break;  }  addList(queue, gh->nodes[i]);  while (getListSize(queue) > 0) {  node = (struct Node\*) getList(queue, 0);  removeList(queue, 0);  graphAddNode(gh\_tmp, node);  for (k=0; k<max\_vn; k++) {  if (gh->nodes[k] == node) {  gh->nodes[k] = NULL;  vn--;  break;  }  }  if (k == max\_vn) continue;  for (j=0; j<max\_en; j++) {  if (gh->edges[j].type != -9 && gh->edges[j].sour == node) {  node\_tmp = gh->edges[j].dest;  } else if (gh->edges[j].type != -9 && gh->edges[j].dest == node) {  node\_tmp = gh->edges[j].sour;  } else {  node\_tmp = NULL;  }  if (node\_tmp == NULL ) continue;  addList(queue, node\_tmp);  graphAddEdgeHelper(gh\_tmp, gh->edges[j]);  gh->edges[j].type = -9;  }  }  // Adjust the root to the original one  bool hasRoot = false;  for (i=0; i<gh\_tmp->vn; i++) {  if (gh\_tmp->nodes[i] == root) {  gh\_tmp -> root = root;  hasRoot = true;  break;  }  }  // Make sure the subgrpah with original root is the first in the list  if (hasRoot && getListSize(l) > 0) {  addList(l, (struct Graph\*)getList(l, 0));  setList(l, 0, gh\_tmp);  } else {  addList(l, gh\_tmp);  }  }  free(gh);  return l;  }  struct Graph\* createGraph() {  struct Graph\* g = (struct Graph\*) malloc( sizeof(struct Graph) );  g->vn = 0;  g->en = 0;  g->vn\_len = 32;  g->en\_len = 128;  g->root = NULL;  g->nodes = (struct Node\*\*) malloc( sizeof(struct Node\*) \* 16 );  g->edges = (struct Edge\*) malloc( sizeof(struct Edge) \* 64 );  return g;  }  struct Graph\* copyGraph(struct Graph\* a) {  if (a == NULL) return NULL;  struct Graph\* g = (struct Graph\*) malloc( sizeof(struct Graph) );  memcpy(g, a, sizeof(struct Graph));  g->nodes = (struct Node\*\*) malloc( sizeof(struct Node\*) \* a->vn\_len );  g->edges = (struct Edge\*) malloc( sizeof(struct Edge) \* a->en\_len );  int i;  for (i=0; i<a->vn; i++) {  g->nodes[i] = a->nodes[i];  }  struct Edge\* tmp;  for (i=0; i<a->en; i++) {  tmp = (struct Edge\*) malloc( sizeof(struct Edge) );  memcpy(tmp, &a->edges[i], sizeof(struct Edge));  g->edges[i] = \*tmp;  }  return g;  }  struct Graph\* mergeGraph(struct Graph\* a, struct Graph\* b) {  if (b == NULL) return copyGraph(a);  if (a == NULL) return copyGraph(b);  struct Graph\* gh = copyGraph(a);  // Check whether two graph have shared nodes  int i; int j;  bool hasShared = false;  for (i=0; i < a->vn; i++) {  for (j=0; j < b->vn; j++) {  if (a->nodes[i] == b->nodes[j]) {  hasShared = true;  break;  }  }  if (hasShared) break;  }  if (!hasShared) return gh; // Return the copy of graph a  for (i=0; i< b->vn; i++) {  graphAddNode(gh, b->nodes[i]);  }  for (i=0; i< b->en; i++) {  graphAddEdgeHelper(gh, b->edges[i]);  }  return gh;  }  struct Node\* graphGetRoot(struct Graph\* g) {  if (g == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  return g->root;  }  int32\_t graphSetRoot(struct Graph\* g, struct Node \* root) {  if (g == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  if (root == NULL) {  printf("[Error] Root node doesn't exist!\n");  exit(1);  }  int i;  for (i=0; i<g->vn; i++) {  if (g->nodes[i] == root) {  g->root = root;  return 0;  }  }  printf("[Error] Root doesn't exist in the graph!\n");  exit(1);  }  struct List\* subGraph(struct Graph\* a, struct Graph\* b) {  if (a == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  struct Graph\* gh = copyGraph(a);  if (b == NULL || b->en <= 0) {  struct List\* l = createList(GRAPH);  addList(l, gh);  return l;  }  int i, j, k;  for (i = 0; i < b->en; i++) {  struct Edge e = b->edges[i];  for (j = 0; j < gh->en; j++) {  if (gh->edges[j].sour == e.sour && gh->edges[j].dest == e.dest) {  gh->edges[j] = gh->edges[gh->en-1];  gh->en --;  break;  }  }  }  return splitGraph(gh);  }  int32\_t graphAddList(struct Graph\* g, int direction, struct List \* l, struct List \* edges) {  if (g == NULL || g->root == NULL || l == NULL) {  printf("[Error] Graph or List doesn't exist!\n");  exit(1);  }  int i, j, lsize = l->curPos, rsize = edges == NULL ? 0 : edges->curPos;  if (lsize != rsize && rsize > 1) {  printf("[Error] Edge List Not Compatible with Node/Graph List!\n");  exit(1);  }  for (i=0; i<lsize; i++) {  struct Node \* node = NULL;  if (l->type == GRAPH) {  // Merge the graph  struct Graph \* gh\_tmp = (struct Graph\*)l->arr[i];  node = gh\_tmp->root;  for (j=0; j< gh\_tmp->vn; j++) {  graphAddNode(g, gh\_tmp->nodes[j]);  }  for (j=0; j< gh\_tmp->en; j++) {  graphAddEdgeHelper(g, gh\_tmp->edges[j]);  }  } else if (l->type == NODE) {  node = (struct Node\*)l->arr[i];  } else {  printf("[Error] GraphAddList List Type doesn't supported!!\n");  exit(1);  }  if (node == NULL) continue;  if (edges != NULL && edges->curPos > 0) {  int edgePos = edges->curPos == 1 ? 0 : i;  switch (direction) {  case RIGHT\_LINK:  graphAddEdgeP(g, g->root, node, edges->type, edges->arr[edgePos]); break;  case LEFT\_LINK:  graphAddEdgeP(g, node, g->root, edges->type, edges->arr[edgePos]); break;  case DOUBLE\_LINK:  graphAddEdgeP(g, g->root, node, edges->type, edges->arr[edgePos]);  graphAddEdgeP(g, node, g->root, edges->type, edges->arr[edgePos]);  break;  default:  break;  }  } else {  switch (direction) {  case RIGHT\_LINK:  graphAddEdgeP(g, g->root, node, -1, NULL); break;  case LEFT\_LINK:  graphAddEdgeP(g, node, g->root, -1, NULL); break;  case DOUBLE\_LINK:  graphAddEdgeP(g, g->root, node, -1, NULL);  graphAddEdgeP(g, node, g->root, -1, NULL);  break;  default:  break;  }  }  }  return 0;  }  int32\_t graphAddNode(struct Graph\* g, struct Node \* node) {  if (g == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  if (g->vn + 1 >= g->vn\_len) {  printf("[Warning] # Graph Nodes reach the limit!\n");  exit(1);  }  int i;  // Nodes already exist in the graph  for (i=0; i<g->vn; i++) {  if (g->nodes[i] == node) return 0;  }  // Update the root if the graph is empty  if (g->root == NULL) {  g->root = node;  }  g->nodes[i] = node;  g->vn++;  return 0;  }  struct List\* graphRemoveNode(struct Graph\* gh, struct Node \* node) {  if (gh == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  gh = copyGraph(gh);  int i, j;  // Remove Node  for (i=0; i<gh->vn; i++) {  if (gh->nodes[i] == node) {  for (j=i; j<gh->vn-1; j++) {  gh->nodes[j] = gh->nodes[j+1];  }  gh->nodes[j] = NULL;  gh->vn--;  }  }  if (gh->root == node) {  gh->root = gh->vn == 0 ? NULL : gh->nodes[0];  }  // Remove Edges  for (i=0, j=gh->en-1; i<=j;) {  if (gh->edges[i].sour == node || gh->edges[i].dest == node) {  gh->edges[i] = gh->edges[j];  gh->en--;  j--;  } else {  i++;  }  }  return splitGraph(gh);  }  struct List\* graphGetAllNodes(struct Graph\* g) {  if (g == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  struct List\* ret = createList(NODE);  int i;  for (i=0; i < g->vn; i++) {  addList(ret, g->nodes[i]);  }  return ret;  }  int32\_t graphNumOfNodes(struct Graph\* g) {  if (g == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  return g->vn;  }  int32\_t graphNumOfEdges(struct Graph\* g) {  if (g == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  return g->en;  }  struct List\* graphGetChildNodes(struct Graph\* g, struct Node\* rt) {  if (g == NULL) {  printf("[Error] Graph doesn't exist!\n");  exit(1);  }  struct List\* children = createList(NODE);  if (rt == NULL) return children;  int i;  for (i=0; i< g->en; i++) {  if (g->edges[i].sour == rt) {  addList(children, g->edges[i].dest);  }  }  return children;  }  int32\_t printGraph(struct Graph\* g) {  if (g == NULL) {  printf("(null)\n");  return 0;  }  printf("--------------------------------------\n");  printf("#Nodes: %d ", g->vn);  if (g->root != NULL) {  printf("Root Node: %d\n", g->root->id);  } else {  printf("\n");  }  int i;  for (i=0; i<g->vn; i++) {  printNode(g->nodes[i]);  }  printf("#Edges: %d\n", g->en);  for (i=0; i<g->en; i++) {  printEdge(&g->edges[i]);  }  printf("--------------------------------------\n");  return 0;  }  //test list  // int main() {  // test list  // struct List\* list = createList(1);  // printf("list type:%d\n", list->type);  // struct List\* newList = addList(addList(addList(addList(list, 52), 53), 54), 55);  // printList(list);  // struct Node\* a = createNode(1, 0, 12, 0, 0, NULL);  // struct Node\* b = createNode(2, 1, 0, 1.2, 0, NULL);  // struct Node\* c = createNode(3, 2, 0, 0, 0, NULL);  // struct Node\* d = createNode(4, 3, 0, 0, 1, "Hello World!");  // struct Graph\* g = createGraph();  // graphAddNode(g, a);  // graphAddNode(g, b);  // graphAddNode(g, c);  // graphAddNode(g, d);  // graphAddEdge(g, a, b, 3,0,0,0,"Edge1");  // graphAddEdge(g, b, c, 2,0,0,1,NULL);  // struct Graph\* g2 = copyGraph(g);  // g->edges[0].d = "ffff";  // d->d = "????";  // graphAddEdge(g2, c, d, 1,0,3.3,0,NULL);  // printGraph(g);  // printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");  // printGraph(g2);  // void \* ptr = "xxx";  // printf("%s\n", get\_str\_from\_void\_ptr(ptr));  // exit(1);  // }  // below is the test for dict  // #include <stdlib.h>  // #include <stdio.h>  // #include <assert.h>  // #include "hashmap.h"  // #define KEY\_MAX\_LENGTH (256)  // #define KEY\_PREFIX ("somekey")  // #define KEY\_COUNT (1024\*1024)  // typedef struct data\_struct\_s  // {  // char key\_string[KEY\_MAX\_LENGTH];  // int number;  // } data\_struct\_t;  // int main()  // {  // int index;  // int error;  // map\_t mymap;  // char key\_string[KEY\_MAX\_LENGTH];  // data\_struct\_t\* value;  // mymap = hashmap\_new();  // /\* First, populate the hash map with ascending values \*/  // /\* Store the key string along side the numerical value so we can free it later \*/  // value = malloc(sizeof(data\_struct\_t));  // value->number = 1;  // strcpy(value->key\_string, "Warrior");  // printf("%s\n", value->key\_string);  // hashmap\_put(mymap, value->key\_string, value);  // data\_struct\_t\* tmp = malloc(sizeof(data\_struct\_t));  // int a = hashmap\_get(mymap, value->key\_string, (void\*\*)(&tmp));  // printf("%s:%d", tmp->key\_string, tmp->number);  // // error = hashmap\_remove(mymap, key\_string);  // /\* Now, destroy the map \*/  // hashmap\_free(mymap);  // exit(1);  // }  // struct List\* list = createList(1);  // printf("list type:%d\n", list->type);  // struct List\* newList = addList(addList(addList(addList(list, 52), 53), 54), 55);  // printList(list);  // }  // test graph  // int main() {  // struct Node\* a = createNode(1, 3, "a");  // struct Node\* b = createNode(2, 3, "b");  // struct Node\* c = createNode(3, 3, "c");  // struct Node\* d = createNode(4, 3, "d");  //  // struct Graph\* g = createGraph();  // graphAddNode(g, a);  // graphAddNode(g, b);  // graphAddNode(g, c);  // graphAddNode(g, d);  // graphAddEdgeP(g, a, b, STRING, "a->b");  // graphAddEdgeP(g, a, c, STRING, "a->c");  // graphAddEdgeP(g, a, d, STRING, "a->d");  // graphAddEdgeP(g, c, d, STRING, "c->d");  //  //  // struct Graph\* g1 = createGraph();  // graphAddNode(g1, a);  // graphAddNode(g1, b);  // graphAddNode(g1, c);  // graphAddNode(g1, d);  // // graphAddEdgeP(g1, a, b, STRING, "a->b");  // graphAddEdgeP(g1, a, c, STRING, "a->c");  // // graphAddEdgeP(g1, a, d, STRING, "a->d");  // graphAddEdgeP(g1, c, d, STRING, "c->d");  //  // struct List\* l = subGraph(g, g1);  //  //  // printf("The list size is: %d\n", getListSize(l));  // int i;  // for (i=getListSize(l)-1; i>=0; i-- ) {  // printf("===============================\n");  // printGraph( getList(l, i) );  // printf("===============================\n");  // }  // }  // int main() {  // printf("%f", (float)1 );  // } |
|  |

## Main.c

|  |
| --- |
| /\*  \* A unit test and example of how to use the simple C hashmap  \*/  #include <stdlib.h>  #include <stdio.h>  #include <assert.h>  #include "hashmap.h"  #include "hashmap.c"  #define KEY\_MAX\_LENGTH (256)  #define KEY\_PREFIX ("somekey")  #define KEY\_COUNT (1024\*1024)  typedef struct data\_struct\_s  {  char key\_string[KEY\_MAX\_LENGTH];  int number;  } data\_struct\_t;  int main()  {  int index;  int error;  map\_t mymap;  char key\_string[KEY\_MAX\_LENGTH];  data\_struct\_t\* value;    mymap = hashmap\_new();  /\* First, populate the hash map with ascending values \*/  /\* Store the key string along side the numerical value so we can free it later \*/  // value = malloc(sizeof(data\_struct\_t));  // value->number = 1;  // strcpy(value->key\_string, "Warrior");  // printf("%s\n", value->key\_string);  void \* str = "xxx";  hashmap\_put(mymap, "a", str);  // data\_struct\_t\* tmp = malloc(sizeof(data\_struct\_t));  char\* a = hashmap\_get(mymap, "a");  printf("%s", a);  // error = hashmap\_remove(mymap, key\_string);  /\* Now, destroy the map \*/  hashmap\_free(mymap);  return 1;  } |
|  |

## Parser Test Cases

\_arithmetic.in

1 + 5.4;

1 - 5.4;

1 \* 5.4;

1 / 5.4;

1 % 5.4;

-42;

1 + -43;

1 \* 2 + 3 \* 4;

1 / 2 % 3 % 4;

1 + 2 - 3 / 4;

1 \* 2 + 3;

\_arithmetic.out

Expr(Binop(Num\_Lit(1), Add, Num\_Lit(5.4)));

Expr(Binop(Num\_Lit(1), Sub, Num\_Lit(5.4)));

Expr(Binop(Num\_Lit(1), Mult, Num\_Lit(5.4)));

Expr(Binop(Num\_Lit(1), Div, Num\_Lit(5.4)));

Expr(Binop(Num\_Lit(1), Mod, Num\_Lit(5.4)));

Expr(Unop(Sub, Num\_Lit(42)));

Expr(Binop(Num\_Lit(1), Add, Unop(Sub, Num\_Lit(43))));

Expr(Binop(Binop(Num\_Lit(1), Mult, Num\_Lit(2)), Add, Binop(Num\_Lit(3), Mult, Num\_Lit(4))));

Expr(Binop(Binop(Binop(Num\_Lit(1), Div, Num\_Lit(2)), Mod, Num\_Lit(3)), Mod, Num\_Lit(4)));

Expr(Binop(Binop(Num\_Lit(1), Add, Num\_Lit(2)), Sub, Binop(Num\_Lit(3), Div, Num\_Lit(4))));

Expr(Binop(Binop(Num\_Lit(1), Mult, Num\_Lit(2)), Add, Num\_Lit(3)));

\_conditional.in

aList = ["str1","str2","str3"];

int i;

for(i = 0; i<= 5; i=i+1){

if (str == "str2"){

3+2;

}

else{

/\* do something \*/

}

}

\_conditional.out

Expr(Assign(aList, List(String\_Lit(str1), String\_Lit(str2), String\_Lit(str3))));

Var\_dec(Local(int, i, Noexpression));

For(Assign(i, Num\_Lit(0));Binop(Id(i), Leq, Num\_Lit(5));Assign(i, Binop(Id(i), Add, Num\_Lit(1)))){If(Binop(Id(str), Equal, String\_Lit(str2))){Expr(Binop(Num\_Lit(3), Add, Num\_Lit(2)));} Else{}}

\_dict.in

{};

{"a":"b"};

{"a":"b","c":"d"};

{"a":1,"c":true};

\_dict.out

Expr(Dict());

Expr(Dict(key:String\_Lit(a),value:String\_Lit(b)));

Expr(Dict(key:String\_Lit(a),value:String\_Lit(b), key:String\_Lit(c),value:String\_Lit(d)));

Expr(Dict(key:String\_Lit(a),value:Num\_Lit(1), key:String\_Lit(c),value:Bool\_lit(true)));

\_function.in

int func(int a, int b) {

int c = 0;

return a + b + c;

}

func(1, 2);

func(a, b);

\_function.out

Func(int func (Formal(int, a), Formal(int, b)) {Var\_dec(Local(int, c, Num\_Lit(0)));

Return(Binop(Binop(Id(a), Add, Id(b)), Add, Id(c)));})

Expr(Call(func, [Num\_Lit(1), Num\_Lit(2)]));

Expr(Call(func, [Id(a), Id(b)]));

\_graph.in

a--b;

a--2&b--4&c;

a--2&[b--c,f];

a--[2&b--3&c, 1&d--1&[e,f--g]];

\_graph.out

Expr(Graph\_Link(Id(a), DLink, Id(b), WithEdge, Null));

Expr(Graph\_Link(Id(a), DLink, Graph\_Link(Id(b), DLink, Id(c), WithEdge, Num\_Lit(4)), WithEdge, Num\_Lit(2)));

Expr(Graph\_Link(Id(a), DLink, List(Graph\_Link(Id(b), DLink, Id(c), WithEdge, Null), Id(f)), WithEdge, Num\_Lit(2)));

Expr(Graph\_Link(Id(a), DLink, List(Graph\_Link(Id(b), DLink, Id(c), WithEdge, Num\_Lit(3)), Graph\_Link(Id(d), DLink, List(Id(e), Graph\_Link(Id(f), DLink, Id(g), WithEdge, Null)), WithEdge, Num\_Lit(1))), WithEdge, List(Num\_Lit(2), Num\_Lit(1))));

\_list.in

[];

[1,2,3];

[1,"2",2.0,true,false,1+1];

\_list.out

Expr(List());

Expr(List(Num\_Lit(1), Num\_Lit(2), Num\_Lit(3)));

Expr(List(Num\_Lit(1), String\_Lit(2), Num\_Lit(2.), Bool\_lit(true), Bool\_lit(false), Binop(Num\_Lit(1), Add, Num\_Lit(1))));

\_literals.in

20;

20.0;

"str";

true;

false;

\_literals.out

Expr(Num\_Lit(20));

Expr(Num\_Lit(20.));

Expr(String\_Lit(str));

Expr(Bool\_lit(true));

Expr(Bool\_lit(false));

\_node.in

node(1);

node("a");

node(false);

node([1,"2"]);

\_node.out

Expr(Node(Num\_Lit(1)));

Expr(Node(String\_Lit(a)));

Expr(Node(Bool\_lit(false)));

Expr(Node(List(Num\_Lit(1), String\_Lit(2))));

\_relational.in

1==1;

1!=1;

1<1;

1<=1;

1>1;

1>=1;

true and true;

true or false;

\_relational.out

Expr(Binop(Num\_Lit(1), Equal, Num\_Lit(1)));

Expr(Binop(Num\_Lit(1), Neq, Num\_Lit(1)));

Expr(Binop(Num\_Lit(1), Less, Num\_Lit(1)));

Expr(Binop(Num\_Lit(1), Leq, Num\_Lit(1)));

Expr(Binop(Num\_Lit(1), Greater, Num\_Lit(1)));

Expr(Binop(Num\_Lit(1), Geq, Num\_Lit(1)));

Expr(Binop(Bool\_lit(true), And, Bool\_lit(true)));

Expr(Binop(Bool\_lit(true), Or, Bool\_lit(false)));

\_type\_dec.in

int a;

float a;

bool a;

node a;

graph a;

list<int>a;

list<float>a;

list<string>a;

list<node>a;

list<graph>a;

dict<int>a;

dict<float>a;

dict<string>a;

dict<node>a;

dict<graph>a;

int a = 1;

float a = 1.0;

bool a = true;

node a = node(1);

graph a = node(1)--node(2);

list<int> a = [];

dict<int>a = {};

\_type\_dec.out

Var\_dec(Local(int, a, Noexpression));

Var\_dec(Local(float, a, Noexpression));

Var\_dec(Local(bool, a, Noexpression));

Var\_dec(Local(node, a, Noexpression));

Var\_dec(Local(graph, a, Noexpression));

Var\_dec(Local(list<int>, a, Noexpression));

Var\_dec(Local(list<float>, a, Noexpression));

Var\_dec(Local(list<string>, a, Noexpression));

Var\_dec(Local(list<node>, a, Noexpression));

Var\_dec(Local(list<graph>, a, Noexpression));

Var\_dec(Local(dict<int>, a, Noexpression));

Var\_dec(Local(dict<float>, a, Noexpression));

Var\_dec(Local(dict<string>, a, Noexpression));

Var\_dec(Local(dict<node>, a, Noexpression));

Var\_dec(Local(dict<graph>, a, Noexpression));

Var\_dec(Local(int, a, Num\_Lit(1)));

Var\_dec(Local(float, a, Num\_Lit(1.)));

Var\_dec(Local(bool, a, Bool\_lit(true)));

Var\_dec(Local(node, a, Node(Num\_Lit(1))));

Var\_dec(Local(graph, a, Graph\_Link(Node(Num\_Lit(1)), DLink, Node(Num\_Lit(2)), WithEdge, Null)));

Var\_dec(Local(list<int>, a, List()));

Var\_dec(Local(dict<int>, a, Dict()));

## Parser Test Makefile

|  |
| --- |
| # test/parser Makefile  # - builds the parserize executable for printing parsed strings from stdin  OCAMLC = ocamlc  OBJS = ../../compiler/\_build/parser.cmo ../../compiler/\_build/scanner.cmo parserize.cmo  INCLUDES = -I ../../compiler/\_build  default: parserize  all:  cd ..; make all  parserize: $(OBJS)  $(OCAMLC) $(INCLUDES) -o parserize $(OBJS)  %.cmo: %.ml  $(OCAMLC) $(INCLUDES) -c $<  %.cmi: %.mli  $(OCAMLC) $(INCLUDES) -c $<  .PHONY: clean  clean:  rm -f parserize \*.cmo \*.cmi  # # Generated by ocamldep \*.ml  # parserize.cmo: ../../compiler/\_build/parser.cmi ../../compiler/\_build/ast.cmi  # parserize.cmx: ../../compiler/\_build/parser.cmi ../../compiler/\_build/ast.cmi |

## Parserize.ml

|  |
| --- |
| open Ast  open Printf  (\* Unary operators \*)  let txt\_of\_unop = function  | Not -> "Not"  | Neg -> "Sub"  (\* Binary operators \*)  let txt\_of\_binop = function  (\* Arithmetic \*)  | Add -> "Add"  | Sub -> "Sub"  | Mult -> "Mult"  | Div -> "Div"  | Mod -> "Mod"  (\* Boolean \*)  | Or -> "Or"  | And -> "And"  | Equal -> "Equal"  | Neq -> "Neq"  | Less -> "Less"  | Leq -> "Leq"  | Greater -> "Greater"  | Geq -> "Geq"  (\* Graph \*)  | ListNodesAt -> "Child\_Nodes\_At"  | ListEdgesAt -> "Child\_Nodes&Edges\_At"  | RootAs -> "Root\_As"  let txt\_of\_graph\_op = function  | Right\_Link -> "RLink"  | Left\_Link -> "LLink"  | Double\_Link -> "DLink"  let txt\_of\_var\_type = function  | Void\_t -> "void"  | Null\_t -> "null"  | Int\_t -> "int"  | Float\_t -> "float"  | String\_t -> "string"  | Bool\_t -> "bool"  | Node\_t -> "node"  | Graph\_t -> "graph"  | Dict\_Int\_t -> "dict<int>"  | Dict\_Float\_t -> "dict<float>"  | Dict\_String\_t -> "dict<string>"  | Dict\_Node\_t -> "dict<node>"  | Dict\_Graph\_t -> "dict<graph>"  | List\_Int\_t -> "list<int>"  | List\_Float\_t -> "list<float>"  | List\_String\_t -> "list<string>"  | List\_Node\_t -> "list<node>"  | List\_Graph\_t -> "list<graph>"  let txt\_of\_formal = function  | Formal(vtype, name) -> sprintf "Formal(%s, %s)" (txt\_of\_var\_type vtype) name  let txt\_of\_formal\_list formals =  let rec aux acc = function  | [] -> sprintf "%s" (String.concat ", " (List.rev acc))  | fml :: tl -> aux (txt\_of\_formal fml :: acc) tl  in aux [] formals  let txt\_of\_num = function  | Num\_Int(x) -> string\_of\_int x  | Num\_Float(x) -> string\_of\_float x  (\* Expressions \*)  let rec txt\_of\_expr = function  | Num\_Lit(x) -> sprintf "Num\_Lit(%s)" (txt\_of\_num x)  | Bool\_lit(x) -> sprintf "Bool\_lit(%s)" (string\_of\_bool x)  | String\_Lit(x) -> sprintf "String\_Lit(%s)" x  | Null -> sprintf "Null"  | Node(x) -> sprintf "Node(%s)" (txt\_of\_expr x)  | Unop(op, e) -> sprintf "Unop(%s, %s)" (txt\_of\_unop op) (txt\_of\_expr e)  | Binop(e1, op, e2) -> sprintf "Binop(%s, %s, %s)"  (txt\_of\_expr e1) (txt\_of\_binop op) (txt\_of\_expr e2)  | Graph\_Link(e1, op1, e2, e3) -> sprintf "Graph\_Link(%s, %s, %s, WithEdge, %s)"  (txt\_of\_expr e1) (txt\_of\_graph\_op op1) (txt\_of\_expr e2) (txt\_of\_expr e3)  | Id(x) -> sprintf "Id(%s)" x  | Assign(e1, e2) -> sprintf "Assign(%s, %s)" e1 (txt\_of\_expr e2)  | Noexpr -> sprintf "Noexpression"  | ListP(l) -> sprintf "List(%s)" (txt\_of\_list l)  | DictP(d) -> sprintf "Dict(%s)" (txt\_of\_dict d)  | Call(f, args) -> sprintf "Call(%s, [%s])" (f) (txt\_of\_list args)  | CallDefault(e, f, args) -> sprintf "CallDefault(%s, %s, [%s])" (txt\_of\_expr e) f (txt\_of\_list args)  (\*Variable Declaration\*)  and txt\_of\_var\_decl = function  | Local(var, name, e1) -> sprintf "Local(%s, %s, %s)"  (txt\_of\_var\_type var) name (txt\_of\_expr e1)  (\* Lists \*)  and txt\_of\_list = function  | [] -> ""  | [x] -> txt\_of\_expr x  | \_ as l -> String.concat ", " (List.map txt\_of\_expr l)  (\* Dict \*)  and txt\_of\_dict\_key\_value = function  | (key, value) -> sprintf "key:%s,value:%s" (txt\_of\_expr key) (txt\_of\_expr value)  and txt\_of\_dict = function  | [] -> ""  | [x] -> txt\_of\_dict\_key\_value x  | \_ as d -> String.concat ", " (List.map txt\_of\_dict\_key\_value d)  (\* Functions Declaration \*)  and txt\_of\_func\_decl f =  sprintf "%s %s (%s) {%s}"  (txt\_of\_var\_type f.returnType) f.name (txt\_of\_formal\_list f.args) (txt\_of\_stmts f.body)  (\* Statements \*)  and txt\_of\_stmt = function  | Expr(expr) -> sprintf "Expr(%s);" (txt\_of\_expr expr)  | Func(f) -> sprintf "Func(%s)" (txt\_of\_func\_decl f)  | Return(expr) -> sprintf "Return(%s);" (txt\_of\_expr expr)  | For(e1,e2,e3,s) -> sprintf "For(%s;%s;%s){%s}"  (txt\_of\_expr e1) (txt\_of\_expr e2) (txt\_of\_expr e3) (txt\_of\_stmts s)  | If(e1,s1,s2) -> sprintf "If(%s){%s} Else{%s}"  (txt\_of\_expr e1) (txt\_of\_stmts s1) (txt\_of\_stmts s2)  | While(e1, s) -> sprintf "While(%s){%s}"  (txt\_of\_expr e1) (txt\_of\_stmts s)  | Var\_dec(var) -> sprintf "Var\_dec(%s);" (txt\_of\_var\_decl var)  and txt\_of\_stmts stmts =  let rec aux acc = function  | [] -> sprintf "%s" (String.concat "\n" (List.rev acc))  | stmt :: tl -> aux (txt\_of\_stmt stmt :: acc) tl  in aux [] stmts  (\* Program entry point \*)  let \_ =  let lexbuf = Lexing.from\_channel stdin in  let program = Parser.program Scanner.token lexbuf in  let result = txt\_of\_stmts program in  print\_endline result |

## Scanner Test Cases

\_arithmetic.in

+ - \* / %

\_arithmetic.out

PLUS

MINUS

TIMES

DIVIDE

MOD

\_boolean\_operation.in

true false

\_boolean\_operation.out

BOOL\_LITERAL

BOOL\_LITERAL

\_bracket.in

[ ] { } ( )

\_bracket.out

LEFTBRACKET

RIGHTBRACKET

LEFTCURLYBRACKET

RIGHTCURLYBRACKET

LEFTROUNDBRACKET

RIGHTROUNDBRACKET

\_comment.in

/\*

This is comment.

int a = 3;

if else { }

\*/

\_comment.out

\_comparator.in

> >= < <=

\_comparator.out

GREATER

GREATEREQUAL

SMALLER

SMALLEREQUAL

\_graph\_operator.in

-- -> <-

\_graph\_operator.out

LINK

RIGHTLINK

LEFTLINK

\_integer\_float.in

10 10.0 11.1

\_integer\_float.out

INT\_LITERAL

FLOAT\_LITERAL

FLOAT\_LITERAL

\_logic\_opearation.in

and or not if else for break continue in return

\_logic\_opearation.out

AND

OR

NOT

IF

ELSE

FOR

BREAK

CONTINUE

IN

RETURN

\_primary\_type.in

int float string bool node graph list dict null

\_primary\_type.out

INT

FLOAT

STRING

BOOL

NODE

GRAPH

LIST

DICT

NULL

\_quote.in

"

\_quote.out

QUOTE

\_separator.in

; , = : .

\_separator.out

SEMICOLUMN

SEQUENCE

ASSIGN

COLUMN

DOT

## Scanner Test Makefile

|  |
| --- |
| # test/scanner Makefile  # - builds the tokenize executable for printing scanned tokens from stdin  OCAMLC = ocamlc  OBJS = ../../compiler/\_build/scanner.cmo tokenize.cmo  INCLUDES = -I ../../compiler/\_build  default: tokenize  all:  cd ..; make all  tokenize: $(OBJS)  $(OCAMLC) $(INCLUDES) -o tokenize $(OBJS)  %.cmo: %.ml  $(OCAMLC) $(INCLUDES) -c $<  %.cmi: %.mli  $(OCAMLC) $(INCLUDES) -c $<  .PHONY: clean  clean:  rm -f tokenize \*.cmo \*.cmi  # Generated by ocamldep \*.ml  tokenize.cmo:  tokenize.cmx: |

## tokenize.ml

|  |
| --- |
| open Parser  let stringify = function  (\* calculation \*)  | PLUS -> "PLUS" | MINUS -> "MINUS"  | TIMES -> "TIMES" | DIVIDE -> "DIVIDE"  | MOD -> "MOD"  (\* separator \*)  | SEMICOLUMN -> "SEMICOLUMN" | SEQUENCE -> "SEQUENCE"  | ASSIGN -> "ASSIGN" | COLUMN -> "COLUMN"  | DOT -> "DOT"  (\* logical operation \*)  | AND -> "AND" | OR -> "OR"  | NOT -> "NOT" | IF -> "IF"  | ELSE -> "ELSE" | FOR -> "FOR"  | WHILE -> "WHILE" | BREAK -> "BREAK"  | CONTINUE -> "CONTINUE" | IN -> "IN"  (\* comparator \*)  | EQUAL -> "EQUAL" | NOTEQUAL -> "NOTEQUAL"  | GREATER -> "GREATER" | GREATEREQUAL -> "GREATEREQUAL"  | SMALLER -> "SMALLER" | SMALLEREQUAL -> "SMALLEREQUAL"  (\* graph operator \*)  | LINK -> "LINK" | RIGHTLINK -> "RIGHTLINK"  | LEFTLINK -> "LEFTLINK" | AT -> "AT"  | AMPERSAND -> "AMPERSAND" | SIMILARITY -> "SIMILARITY"  (\* identifier \*)  | ID(string) -> "ID"  (\* primary type \*)  | INT -> "INT" | FLOAT -> "FLOAT"  | STRING -> "STRING" | BOOL -> "BOOL"  | NODE -> "NODE" | GRAPH -> "GRAPH"  | LIST -> "LIST" | DICT -> "DICT"  | NULL -> "NULL" | VOID -> "VOID"  (\* quote \*)  | QUOTE -> "QUOTE"  (\* boolean operation \*)  (\* bracket \*)  | LEFTBRACKET -> "LEFTBRACKET" | RIGHTBRACKET -> "RIGHTBRACKET"  | LEFTCURLYBRACKET -> "LEFTCURLYBRACKET" | RIGHTCURLYBRACKET -> "RIGHTCURLYBRACKET"  | LEFTROUNDBRACKET -> "LEFTROUNDBRACKET" | RIGHTROUNDBRACKET -> "RIGHTROUNDBRACKET"  (\* End-of-File \*)  | EOF -> "EOF"  (\* Literals \*)  | INT\_LITERAL(int) -> "INT\_LITERAL"  | FLOAT\_LITERAL(float) -> "FLOAT\_LITERAL"  | STRING\_LITERAL(string) -> "STRING\_LITERAL"  | BOOL\_LITERAL(bool) -> "BOOL\_LITERAL"  | RETURN -> "RETURN"  let \_ =  let lexbuf = Lexing.from\_channel stdin in  let rec print\_tokens = function  | EOF -> " "  | token ->  print\_endline (stringify token);  print\_tokens (Scanner.token lexbuf) in  print\_tokens (Scanner.token lexbuf) |

## Semantic Check Test Cases

\_access\_outer\_func\_variable.in

int foo() {

int a = 0;

int bar() {

return a + 1;

}

bar();

}

foo();

\_access\_outer\_func\_variable.out

\_illegal\_assignment.in

int a = 3.1;

\_illegal\_assignment.out

illegal assignment int = float in a = 3.1

\_illegal\_binary\_operation1.in

1+"hh";

\_illegal\_binary\_operation1.out

illegal binary operator int + string in 1 + hh

\_illegal\_binary\_operation2.in

1 == 1.1;

\_illegal\_binary\_operation2.out

illegal binary operator int == float in 1 == 1.1

\_illegal\_binary\_operation3.in

1 < "hh";

\_illegal\_binary\_operation3.out

illegal binary operator int < string in 1 < hh

\_illegal\_binary\_operation4.in

true and 1;

\_illegal\_binary\_operation4.out

illegal binary operator bool and int in true and 1

\_illegal\_binary\_operation5.in

1.1%1;

\_illegal\_binary\_operation5.out

illegal binary operator float % int in 1.1 % 1

\_illegal\_unary\_operation1.in

-"hh";

\_illegal\_unary\_operation1.out

illegal unary operator - string in - hh

\_illegal\_unary\_operation2.in

not 1;

\_illegal\_unary\_operation2.out

illegal unary operator not int in not 1

\_incompatible\_func\_arg\_type.in

int foo(int a, int b) {

return a + b;

}

foo("1",3);

\_incompatible\_func\_arg\_type.out

incompatible argument type string, but int is expected

\_inconsistent\_dict\_element\_type.in

dict<int> a = {"a": 1, "b": "c"};

\_inconsistent\_dict\_element\_type.out

dict can not contain objects of different types: int and string

\_inconsistent\_list\_element\_type.in

list<int> a = [1, "a"];

\_inconsistent\_list\_element\_type.out

list can not contain objects of different types: int and string

\_invalid\_dict\_get1.in

dict<int> a = {"a": 1, "b":2};

a.get();

\_invalid\_dict\_get1.out

dict get method should only take one argument of type int, string or node: a

\_invalid\_dict\_get2.in

dict<int> a = {"a": 1, "b":2};

a.get(1.1);

\_invalid\_dict\_get2.out

dict get method should only take one argument of type int, string or node: a

\_invalid\_dict\_keys1.in

dict<int> a = {"a": 1, "b":2};

a.keys(1);

\_invalid\_dict\_keys1.out

dict keys method do not take arguments: a

\_invalid\_dict\_keys2.in

dict<int> a = {"a": 1, "b":2};

list<float> b = a.keys();

\_invalid\_dict\_keys2.out

illegal assignment list<float> = list<null> in b = function call a.keys

\_invalid\_dict\_put1.in

dict<int> a = {"a": 1, "b":2};

a.put();

\_invalid\_dict\_put1.out

dict put method should only take two argument of type (int, string or node) and int: a

\_invalid\_dict\_put2.in

dict<int> a = {"a": 1, "b":2};

a.put(1.1, 2);

\_invalid\_dict\_put2.out

dict put method should only take two argument of type (int, string or node) and int: a

\_invalid\_dict\_put3.in

dict<int> a = {"a": 1, "b":2};

a.put(1, "2");

\_invalid\_dict\_put3.out

dict put method should only take two argument of type (int, string or node) and int: a

\_invalid\_dict\_remove1.in

dict<int> a = {"a": 1, "b":2};

a.remove();

\_invalid\_dict\_remove1.out

dict remove method should only take one argument of type int, string or node: a

\_invalid\_dict\_remove2.in

dict<int> a = {"a": 1, "b":2};

a.remove(1.1);

\_invalid\_dict\_remove2.out

dict remove method should only take one argument of type int, string or node: a

\_invalid\_dict\_size.in

dict<int> a = {"a": 1, "b":2};

a.size(1);

\_invalid\_dict\_size.out

dict size method do not take arguments: a

\_invalid\_dict\_type1.in

list<int> a = [1,2];

{"a": a};

\_invalid\_dict\_type1.out

invalid dict type: list<int>

\_invalid\_empty\_dict.in

dict<int> a = {};

\_invalid\_empty\_dict.out

invalid empty dict declaration: dict

\_invalid\_empty\_list.in

list<int> a = [];

\_invalid\_empty\_list.out

invalid empty list declaration: list

\_invalid\_expr\_after\_return.in

int foo() {

return 1;

int a = 1;

}

\_invalid\_expr\_after\_return.out

nothing may follow a return

\_invalid\_graph\_edge\_at.in

node a = node("1");

node b = node("1");

graph g = a -- b;

g@(a,1);

\_invalid\_graph\_edge\_at.out

invalid graph edge at: g

\_invalid\_graph\_edges.in

node a = node("1");

node b = node("1");

node c = node("1");

graph g = a--b--c;

g.edges(1);

\_invalid\_graph\_edges.out

graph edges method do not take arguments: g

\_invalid\_graph\_link.in

int a = 1;

node b = node("1");

a -- b;

\_invalid\_graph\_link.out

left side of graph link should be node type: a

\_invalid\_graph\_list\_node\_at.in

node a = node("1");

node b = node("1");

node c = node("1");

graph g = a--b--c;

int d = 1;

g@d;

\_invalid\_graph\_list\_node\_at.out

invalid graph list node at: g @ d

\_invalid\_graph\_nodes.in

node a = node("1");

node b = node("1");

node c = node("1");

graph g = a--b--c;

g.nodes(1);

\_invalid\_graph\_nodes.out

graph nodes method do not take arguments: g

\_invalid\_graph\_root.in

node a = node("1");

node b = node("1");

node c = node("1");

graph g = a--b--c;

g.root(1);

\_invalid\_graph\_root.out

graph root method do not take arguments: g

\_invalid\_graph\_root\_as.in

node a = node("1");

node b = node("1");

node c = node("1");

graph g = a--b--c;

int d = 1;

g~d;

\_invalid\_graph\_root\_as.out

invalid graph root as: g ~ d

\_invalid\_graph\_size.in

node a = node("1");

node b = node("1");

node c = node("1");

graph g = a -- b -- c;

g.size(1);

\_invalid\_graph\_size.out

graph size method do not take arguments: g

\_invalid\_list\_add1.in

list<int> a = [1,2,3];

a.add(1, 2);

\_invalid\_list\_add1.out

list add method should only take one argument of type int: a

\_invalid\_list\_add2.in

list<int> a = [1,2,3];

a.add("1");

\_invalid\_list\_add2.out

list add method should only take one argument of type int: a

\_invalid\_list\_get1.in

list<int> a = [1,2,3];

a.get(1, 2);

\_invalid\_list\_get1.out

list get method should only take one argument of type int: a

\_invalid\_list\_get2.in

list<int> a = [1,2,3];

a.get("1");

\_invalid\_list\_get2.out

list get method should only take one argument of type int: a

\_invalid\_list\_pop.in

list<int> a = [1,2,3];

a.pop(1);

\_invalid\_list\_pop.out

list pop method do not take arguments: a

\_invalid\_list\_push1.in

list<int> a = [1,2,3];

a.push(1, 2);

\_invalid\_list\_push1.out

list push method should only take one argument of type int: a

\_invalid\_list\_push2.in

list<int> a = [1,2,3];

a.push("1");

\_invalid\_list\_push2.out

list push method should only take one argument of type int: a

\_invalid\_list\_remove1.in

list<int> a = [1,2,3];

a.remove(1, 2);

\_invalid\_list\_remove1.out

list remove method should only take one argument of type int: a

\_invalid\_list\_remove2.in

list<int> a = [1,2,3];

a.remove("1");

\_invalid\_list\_remove2.out

list remove method should only take one argument of type int: a

\_invalid\_list\_set1.in

list<int> a = [1,2,3];

a.set(1);

\_invalid\_list\_set1.out

list set method should only take two argument of type int and int: a

\_invalid\_list\_set2.in

list<int> a = [1,2,3];

a.set("1", 2);

\_invalid\_list\_set2.out

list set method should only take two argument of type int and int: a

\_invalid\_list\_set3.in

list<int> a = [1,2,3];

a.set(1, "2");

\_invalid\_list\_set3.out

list set method should only take two argument of type int and int: a

\_invalid\_list\_size.in

list<int> a = [1,2,3];

a.size(1);

\_invalid\_list\_size.out

list size method do not take arguments: a

\_invalid\_list\_type1.in

list<int> a = [1,2];

[a,a];

\_invalid\_list\_type1.out

invalid list type: list<int>

\_invalid\_return\_type.in

int foo() {

return "1";

}

\_invalid\_return\_type.out

wrong function return type: string, expect int

\_legal\_binary\_operation.in

1+1;

1.1+1.1;

1+1.1;

1.1+1;

1-1;

1.1-1.1;

1-1.1;

1.1-1;

1\*1;

1.1\*1.1;

1\*1.1;

1.1\*1;

1/1;

1.1/1.1;

1/1.1;

1.1/1;

1==1;

1.1==1.1;

1!=1;

1.1!=1.1;

1<2;

1<2.1;

1.1<2;

1.1<2.1;

1<=2;

1<=2.1;

1.1<=2;

1.1<=2.1;

1>2;

1>2.1;

1.1>2;

1.1>2.1;

1>=2;

1>=2.1;

1.1>=2;

1.1>=2.1;

true and false;

false or true;

2 % 1;

\_legal\_binary\_operation.out

\_legal\_unary\_operation.in

-1;

-1.1;

not true;

not false;

\_legal\_unary\_operation.out

\_redefine\_print\_func.in

int print() {

return 1;

}

print();

\_redefine\_print\_func.out

function print may not be defined

\_support\_default\_funcs.in

print("a");

printf("a");

printb(true);

int("a");

string(1);

float(1);

bool(1);

\_support\_default\_funcs.out

\_undeclared\_variable.in

int a = 1;

a + b;

\_undeclared\_variable.out

undeclared identifier b

\_unmatched\_func\_arg\_len.in

int foo(int a, int b) {

return a + b;

}

foo(1,2,3);

\_unmatched\_func\_arg\_len.out

args length not match in function call: main.foo

\_unsupport\_graph\_list\_edge\_at.in

node a = node("1");

node b = node("1");

node c = node("1");

graph g = a--b--c;

g@@c;

\_unsupport\_graph\_list\_edge\_at.out

unsupport graph list edge at: g @@ c

\_valid\_assignment.in

float v1 = 1;

string v2 = null;

node v3 = null;

graph v4 = null;

list<int> v5 = null;

list<float> v6 = null;

list<string> v7 = null;

list<node> v8 = null;

list<graph> v9 = null;

list<bool> v10 = null;

dict<int> v11 = null;

dict<float> v12 = null;

dict<string> v13 = null;

dict<node> v14 = null;

dict<graph> v15 = null;

dict<int> a = {"a":1};

list<int> v16 = a.keys();

list<string> v17 = a.keys();

list<node> v18 = a.keys();

\_valid\_assignment.out

\_valid\_dict\_operation.in

dict<int> a = {"a": 1, "b":2};

a.put("c", 3);

a.put(1, 3);

node n = node("a");

a.put(n, 2);

a.get("a");

a.get(1);

a.get(n);

a.remove("a");

a.remove(1);

a.remove(n);

a.size();

a.keys();

list<int> c = a.keys();

list<string> d = a.keys();

list<node> f = a.keys();

\_valid\_dict\_operation.out

\_valid\_graph\_operation.in

node a = node("1");

node b = node("1");

node c = node("1");

graph g = a--b--c;

g.root();

g.size();

g.nodes();

g.edges();

graph g2 = a--b--c;

graph g3 = g + g2;

list<graph> g4 = g - b;

list<graph> g5 = g - g2;

\_valid\_graph\_operation.out

\_valid\_list\_operation.in

list<int> a = [1,2,3];

a.add(2);

a.remove(0);

a.push(2);

a.pop();

a.get(0);

a.set(0, 5);

list<float> b = [1.1, 2.2];

list<string> c = ["a", "b"];

node n1 = node("1");

list<node> d = [n1];

graph g = n1 -- null;

list<graph> e = [g];

list<bool> f = [true, false];

\_valid\_list\_operation.out

\_valid\_return\_type.in

float f1() {

return 1;

}

string f2() {

return null;

}

node f3() {

return null;

}

graph f4() {

return null;

}

list<int> f5() {

return null;

}

list<string> f6() {

return null;

}

list<float> f7() {

return null;

}

list<node> f8() {

return null;

}

list<graph> f9() {

return null;

}

list<bool> f10() {

return null;

}

dict<int> f11() {

return null;

}

dict<float> f12() {

return null;

}

dict<string> f13() {

return null;

}

dict<node> f14() {

return null;

}

dict<graph> f15() {

return null;

}

list<int> f16() {

dict<int> g = {"a": 1};

return g.keys();

}

list<string> f17() {

dict<int> g = {"a": 1};

return g.keys();

}

list<node> f18() {

dict<int> g = {"a": 1};

return g.keys();

}

\_valid\_return\_type.out

## Semantic Check Makefile

|  |
| --- |
| # test/semantic\_check Makefile  # - builds the semantic\_check executable for semantic checking strings from stdin  OCAMLC = ocamlc  OBJS = ../../compiler/\_build/parser.cmo ../../compiler/\_build/scanner.cmo ../../compiler/\_build/ast.cmo ../../compiler/\_build/cast.cmo ../../compiler/\_build/organizer.cmo ../../compiler/\_build/semant.cmo semantic\_check.cmo  INCLUDES = -I ../../compiler/\_build  default: semantic\_check  all:  cd ..; make all  semantic\_check: $(OBJS)  $(OCAMLC) $(INCLUDES) -o semantic\_check $(OBJS)  %.cmo: %.ml  $(OCAMLC) $(INCLUDES) -c $<  %.cmi: %.mli  $(OCAMLC) $(INCLUDES) -c $<  .PHONY: clean  clean:  rm -f semantic\_check \*.cmo \*.cmi |

## semantic\_check.ml

|  |
| --- |
| (\* Program entry point \*)  open Printf  let \_ =  let lexbuf = Lexing.from\_channel stdin in  let ast = Parser.program Scanner.token lexbuf in  let cast = Organizer.convert ast in  try  Semant.check cast  with  Semant.SemanticError(m) -> print\_endline m  (\* Semant.SemanticError(m) -> raise (Failure(m)) \*) |

## Code Generator Test Cases

\_cast.in

node a = node(1);

node b = node(1.2);

node c = node(true);

node d = node("Hello");

graph g = null;

/\* int() \*/

print( int(23) );

print( int(a) );

print( int(b) );

g = a -- 2& b;

print( int( g@(a,b) ) );

print( int( (a -- 4.4& b)@(a,b) ) );

/\* bool() \*/

print( bool(1>3) );

print( bool(1<3) );

print( bool(a) );

print( bool(b) );

print( bool(c) );

g = a -- (2<3)& b;

print( bool( g@(a,b) ) );

print( bool( (a -- 4.4& b)@(a,b) ) );

/\* float() \*/

print( float(23) );

print( float(3.4) );

print( float(a) );

print( float(b) );

g = a -- 3.2& b;

print( float( g@(a,b) ) );

print( float( (a -- 6& b)@(a,b) ) );

/\* string() \*/

print( string("Hello") );

print( string(d) );

print( string( (a -- "Edge"& b)@(a,b) ) );

\_cast.out

23

1

1

2

4

false

true

true

true

true

true

true

23.000000

3.400000

1.000000

1.200000

3.200000

6.000000

Hello

Hello

Edge

\_dict.in

dict<int> d\_int = {1: 11, 2: 22, 3: 33};

print(d\_int);

print(d\_int.get(1));

print(d\_int.put(4, 44));

print(d\_int.remove(2));

print(d\_int.size());

list<int> l\_int = d\_int.keys();

print(l\_int);

print(d\_int.has(2));

print(d\_int.has(3));

node n1 = node(1);

node n2 = node(2);

node n3 = node(3);

dict<graph> d\_graph = {n1: n1->n2, n2: n2->n3, n3: n3->n1};

print(d\_graph);

print(d\_graph.get(n1));

print(d\_graph.put(n3, n3->n2));

print(d\_graph.remove(n2));

print(d\_graph.size());

list<node> l\_node = d\_graph.keys();

print(d\_graph);

print(d\_graph.has(n2));

\_dict.out

{2: 22, 1: 11, 3: 33}

11

{2: 22, 1: 11, 3: 33, 4: 44}

{1: 11, 3: 33, 4: 44}

3

list:[1, 3, 4]

false

true

{2: --------------------------------------

#Nodes: 2 Root Node: 2

node 2: 1

node 1: 2

#Edges: 1

edge 2-> 1

--------------------------------------

, 1: --------------------------------------

#Nodes: 2 Root Node: 1

node 1: 2

node 0: 3

#Edges: 1

edge 1-> 0

--------------------------------------

, 0: --------------------------------------

#Nodes: 2 Root Node: 0

node 0: 3

node 2: 1

#Edges: 1

edge 0-> 2

--------------------------------------

}

--------------------------------------

#Nodes: 2 Root Node: 2

node 2: 1

node 1: 2

#Edges: 1

edge 2-> 1

--------------------------------------

{2: --------------------------------------

#Nodes: 2 Root Node: 2

node 2: 1

node 1: 2

#Edges: 1

edge 2-> 1

--------------------------------------

, 1: --------------------------------------

#Nodes: 2 Root Node: 1

node 1: 2

node 0: 3

#Edges: 1

edge 1-> 0

--------------------------------------

, 0: --------------------------------------

#Nodes: 2 Root Node: 0

node 0: 3

node 1: 2

#Edges: 1

edge 0-> 1

--------------------------------------

, }

{2: --------------------------------------

#Nodes: 2 Root Node: 2

node 2: 1

node 1: 2

#Edges: 1

edge 2-> 1

--------------------------------------

, 0: --------------------------------------

#Nodes: 2 Root Node: 0

node 0: 3

node 1: 2

#Edges: 1

edge 0-> 1

--------------------------------------

, }

3

{2: --------------------------------------

#Nodes: 2 Root Node: 2

node 2: 1

node 1: 2

#Edges: 1

edge 2-> 1

--------------------------------------

, 0: --------------------------------------

#Nodes: 2 Root Node: 0

node 0: 3

node 1: 2

#Edges: 1

edge 0-> 1

--------------------------------------

, }

false

\_dict\_node.in

node a = node("a");

node b = node("b");

dict<node> d = { a: a };

print("dict<node> d = { a: a}");

printf("d.size() => %d\n", d.size());

printf("d.has(a) => ");

print(d.has(a));

printf("d.get(a) => %s\n", string( d.get(a) ));

printf("d.size() => %d\n", d.size());

printf("d.has(b) => ");

print(d.has(b));

print("d.put(b, b)");

d.put(b, b);

printf("d.size() => %d\n", d.size());

printf("d.has(b) => ");

print(d.has(b));

int i;

list<node> l = d.keys();

printf("d.keys() => [ ");

for (i=0; i<d.size()-1; i=i+1) {

printf("%s, ", string(l.get(i)));

}

if (d.size() > 0) {

printf("%s ]\n", string(l.get(i)));

} else {

print("]");

}

\_dict\_node.out

dict<node> d = { a: a}

d.size() => 1

d.has(a) => true

d.get(a) => a

d.size() => 1

d.has(b) => false

d.put(b, b)

d.size() => 2

d.has(b) => true

d.keys() => [ a, b ]

\_graph\_direct\_def.in

node a = node("a");

node b = node("b");

node c = node("c");

node d = node("d");

node e = node("e");

void printGraph(graph g) {

string getNode(int i) {

return string( nodes.get(i) );

}

printf("Root: %s\n", string(g.root()));

printf("Nodes: ");

list<node> nodes = g.nodes();

int size = g.size();

int i;

int j;

for (i=0; i < size - 1; i=i+1) {

printf( "%s, ", getNode(i) );

}

if (size > 0) {

print( getNode(i) );

}

printf("Edges:\n");

node a;

node b;

for (i=0; i < size; i=i+1) {

for (j=0; j<size; j=j+1) {

a = nodes.get(i);

b = nodes.get(j);

if ( g@(a,b) != null ) {

printf("%s -> %s\n", string(a), string(b));

}

}

}

}

print("a->null");

printGraph(a->null);

print("----------------------------------");

print("a<-b--c->d");

printGraph(a<-b--c->d);

print("----------------------------------");

print("a<-a--b");

printGraph(a<-a--b);

print("----------------------------------");

print("a->[b->c, c->d]");

printGraph(a->[b->c, c->d]);

print("----------------------------------");

print("a->[b, c, d]");

printGraph(a->[b, c, d]);

print("----------------------------------");

print("a->[b, c<-d]");

printGraph(a->[b, c<-d]);

\_graph\_direct\_def.out

a->null

Root: a

Nodes: a

Edges:

----------------------------------

a<-b--c->d

Root: a

Nodes: c, d, b, a

Edges:

c -> d

c -> b

b -> c

b -> a

----------------------------------

a<-a--b

Root: a

Nodes: a, b

Edges:

a -> b

b -> a

----------------------------------

a->[b->c, c->d]

Root: a

Nodes: a, b, c, d

Edges:

a -> b

a -> c

b -> c

c -> d

----------------------------------

a->[b, c, d]

Root: a

Nodes: a, b, c, d

Edges:

a -> b

a -> c

a -> d

----------------------------------

a->[b, c<-d]

Root: a

Nodes: a, b, c, d

Edges:

a -> b

a -> c

d -> c

\_graph\_edge.in

node a = node("a");

node b = node("b");

node c = node("c");

node d = node("d");

node e = node("e");

print("<node> -> <edge> & <node/graph>");

graph gh = a -> 2&b -> 1.2&c -> (1>3)&d -> (1<2)&e -> "Hello"&a;

print( gh@(a,b) );

print( gh@(b,c) );

print( gh@(c,d) );

print( gh@(d,e) );

print( gh@(e,a) );

gh = a -> 2&a;

print( gh@(a,a) );

print("<node> -> <edge> & [ <node> ]");

gh = a -> false&[b, c];

print( gh@(a,b) );

print( gh@(a,c) );

print( gh@(b,c) );

print("<node> -> [ <edge> & <node> ]");

gh = a -> [1&b, 2.0&c];

print( gh@(a,b) );

print( gh@(a,c) );

print( gh@(b,c) );

print("<node> -> <edge> & [ <graph> ]");

graph g1 = a -> "a->b"&b;

graph g2 = c -> "c->d"&d;

gh = e -- "EEE"&[g1, g2];

print( gh@(a,b) );

print( gh@(c,d) );

print( gh@(e,a) );

print( gh@(a,e) );

print( gh@(e,c) );

print( gh@(c,e) );

print( gh@(a,c) );

print("<node> -> [ <edge> & <graph> ]");

gh = e -- ["e--a"&g1, "e--c"&g2];

print( gh@(a,b) );

print( gh@(c,d) );

print( gh@(e,a) );

print( gh@(a,e) );

print( gh@(e,c) );

print( gh@(c,e) );

print( gh@(a,c) );

print("<node> -> <edge> & [ <node/graph> ]");

gh = a -> 2&[b, c, d->3&e];

print( gh@(a,b) );

print( gh@(a,c) );

print( gh@(a,d) );

print( gh@(d,e) );

print( gh@(a,e) );

print("<node> -> [ <edge> & <node/graph> ]");

gh = a -> ["a->b"&b, "a->c"&c, "a->d"&d<-"e->d"&e];

print( gh@(a,b) );

print( gh@(a,c) );

print( gh@(a,d) );

print( gh@(d,e) );

print( gh@(e,d) );

print( gh@(a,e) );

\_graph\_edge.out

<node> -> <edge> & <node/graph>

2

1.200000

false

true

Hello

(null)

<node> -> <edge> & [ <node> ]

false

false

(null)

<node> -> [ <edge> & <node> ]

1.000000

2.000000

(null)

<node> -> <edge> & [ <graph> ]

a->b

c->d

EEE

EEE

EEE

EEE

(null)

<node> -> [ <edge> & <graph> ]

a->b

c->d

e--a

e--a

e--c

e--c

(null)

<node> -> <edge> & [ <node/graph> ]

2

2

2

3

(null)

<node> -> [ <edge> & <node/graph> ]

a->b

a->c

a->d

(null)

e->d

(null)

\_graph\_merge.in

node a = node("a");

node b = node("b");

node c = node("c");

node d = node("d");

node e = node("e");

print("a -> 0&b + c -> [1&a, 2&b, 4&d, 3&e]");

graph g = a -> 0&b + c -> [1&a, 2&b, 4&d, 3&e];

printGraph(g);

print("--------------------------------------");

print("No shared nodes! Return the first graph.");

print("a->0&b + c->1&d");

printGraph( a->0&b + c->1&d );

print("--------------------------------------");

print("Shared edges. Update the edge value with the second one.");

print("a -- 0&b -- 2&c -- 1&a + b -- 3&c");

printGraph( a -- 0&b -- 2&c -- 1&a + b -- 3&c );

void printGraph(graph g) {

string getNode(int i) {

return string( nodes.get(i) );

}

printf("Root: %s\n", string(g.root()));

printf("Nodes: ");

list<node> nodes = g.nodes();

int size = g.size();

int i;

int j;

for (i=0; i < size - 1; i=i+1) {

printf( "%s, ", getNode(i) );

}

if (size > 0) {

print( getNode(i) );

}

printf("Edges:\n");

node a;

node b;

for (i=0; i < size; i=i+1) {

for (j=0; j<size; j=j+1) {

a = nodes.get(i);

b = nodes.get(j);

if ( g@(a,b) != null ) {

printf("%s -> %s : %d\n", string(a), string(b), int(g@(a,b)));

}

}

}

}

\_graph\_merge.out

a -> 0&b + c -> [1&a, 2&b, 4&d, 3&e]

Root: a

Nodes: a, b, c, d, e

Edges:

a -> b : 0

c -> a : 1

c -> b : 2

c -> d : 4

c -> e : 3

--------------------------------------

No shared nodes! Return the first graph.

a->0&b + c->1&d

Root: a

Nodes: a, b

Edges:

a -> b : 0

--------------------------------------

Shared edges. Update the edge value with the second one.

a -- 0&b -- 2&c -- 1&a + b -- 3&c

Root: a

Nodes: c, a, b

Edges:

c -> a : 1

c -> b : 3

a -> c : 1

a -> b : 0

b -> c : 3

b -> a : 0

\_graph\_method.in

node a = node("a");

node b = node("b");

node c = node("c");

node d = node("d");

node e = node("e");

graph gh = a->b->c;

print("graph gh = a->b->c");

printf("gh.root() => %s\n", string(gh.root()) );

printf("gh.size() => %d\n", gh.size() );

print("g2 = gh~b => Return a new graph with different root");

graph g2 = gh~b;

printf("gh.root() => %s\n", string(gh.root()) );

printf("gh.nodes() => ");

showNodeList( gh.nodes() );

printf("g2.root() => %s\n", string(g2.root()) );

printf("g2.nodes() => ");

showNodeList( gh.nodes() );

printf("(d<-e).root() => %s\n", string((d<-e).root()) );

printf("(a--[b,c]).root() => %s\n", string((a--[b,c]).root()) );

printf("((a--[b,c])~c).root() => %s\n", string(((a--[b,c])~c).root()) );

printf("(a->[b->c, d<-e]).size() => %d\n", (a->[b->c, d<-e]).size() );

printf("(a->[b->c, d<-e]).nodes() =>");

showNodeList( (a->[b->c, d<-e]).nodes() );

void showNodeList(list<node> l) {

if (l == null) { return; }

int i; int size = l.size();

printf("[");

for (i=0; i < size-1; i=i+1) {

printf("%s, ", string( l.get(i) ) );

}

if (size > 0) {

printf("%s]\n", string(l.get(i)));

} else {

print("]");

}

}

\_graph\_method.out

graph gh = a->b->c

gh.root() => a

gh.size() => 3

g2 = gh~b => Return a new graph with different root

gh.root() => a

gh.nodes() => [b, c, a]

g2.root() => b

g2.nodes() => [b, c, a]

(d<-e).root() => d

(a--[b,c]).root() => a

((a--[b,c])~c).root() => c

(a->[b->c, d<-e]).size() => 5

(a->[b->c, d<-e]).nodes() =>[a, b, c, d, e]

\_graph\_sub\_graph.in

node a = node("a");

node b = node("b");

node c = node("c");

node d = node("d");

node e = node("e");

graph g1 = a -- 0&b -- 2&c -- [1&a, 3&d, 4&e];

graph g2;

print("a -- 0&b -- 2&c -- [1&a, 3&d, 4&e] - a -- c -- b");

g2 = a -- c -- b;

printGraphList(g1 - g2);

print("-----------------------------");

print("The subgrpah with the original root is guaranteed to be the first in the list.");

print("(a -- 0&b -- 2&c -- [1&a, 3&d, 4&e])~e - a -- c -- b");

printGraphList((a -- 0&b -- 2&c -- [1&a, 3&d, 4&e])~e - a -- c -- b);

void printGraphList(list<graph> l) {

int i;

for (i = 0; i < l.size(); i=i+1 ) {

printf("\*\*\*\*\*\* Graph %d \*\*\*\*\*\*\n", i);

printUndirectedGraph(l.get(i));

}

}

void printUndirectedGraph(graph g) {

string getNode(int i) {

return string( nodes.get(i) );

}

printf("Root: %s\n", string(g.root()));

printf("Nodes: ");

list<node> nodes = g.nodes();

int size = g.size();

int i;

int j;

for (i=0; i < size - 1; i=i+1) {

printf( "%s, ", getNode(i) );

}

if (size > 0) {

print( getNode(i) );

}

printf("Edges:\n");

node a;

node b;

for (i=0; i < size; i=i+1) {

for (j=i+1; j<size; j=j+1) {

a = nodes.get(i);

b = nodes.get(j);

if ( g@(a,b) != null ) {

printf("%s -- %s : %d\n", string(a), string(b), int(g@(a,b)));

}

}

}

}

\_graph\_sub\_graph.out

a -- 0&b -- 2&c -- [1&a, 3&d, 4&e] - a -- c -- b

\*\*\*\*\*\* Graph 0 \*\*\*\*\*\*

Root: a

Nodes: a, b

Edges:

a -- b : 0

\*\*\*\*\*\* Graph 1 \*\*\*\*\*\*

Root: c

Nodes: c, d, e

Edges:

c -- d : 3

c -- e : 4

-----------------------------

The subgrpah with the original root is guaranteed to be the first in the list.

(a -- 0&b -- 2&c -- [1&a, 3&d, 4&e])~e - a -- c -- b

\*\*\*\*\*\* Graph 0 \*\*\*\*\*\*

Root: e

Nodes: c, d, e

Edges:

c -- d : 3

c -- e : 4

\*\*\*\*\*\* Graph 1 \*\*\*\*\*\*

Root: a

Nodes: a, b

Edges:

a -- b : 0

\_graph\_sub\_node.in

node a = node("a");

node b = node("b");

node c = node("c");

node d = node("d");

node e = node("e");

graph g = a -- 0&b -- 2&c -- [1&a, 3&d, 4&e];

print("a -- 0&b -- 2&c -- [1&a, 3&d, 4&e] - e");

printGraphList(g-e);

print("-----------------------------");

print("a -- 0&b -- 2&c -- [1&a, 3&d, 4&e] - c");

printGraphList(g-c);

print("-----------------------------");

print("The subgrpah with the original root is guaranteed to be the first in the list.");

print("(a -- 0&b -- 2&c -- [1&a, 3&d, 4&e])~d - c");

printGraphList(g~d-c);

void printGraphList(list<graph> l) {

int i;

for (i = 0; i < l.size(); i=i+1 ) {

printf("\*\*\*\*\*\* Graph %d \*\*\*\*\*\*\n", i);

printUndirectedGraph(l.get(i));

}

}

void printUndirectedGraph(graph g) {

string getNode(int i) {

return string( nodes.get(i) );

}

printf("Root: %s\n", string(g.root()));

printf("Nodes: ");

list<node> nodes = g.nodes();

int size = g.size();

int i;

int j;

for (i=0; i < size - 1; i=i+1) {

printf( "%s, ", getNode(i) );

}

if (size > 0) {

print( getNode(i) );

}

printf("Edges:\n");

node a;

node b;

for (i=0; i < size; i=i+1) {

for (j=i+1; j<size; j=j+1) {

a = nodes.get(i);

b = nodes.get(j);

if ( g@(a,b) != null ) {

printf("%s -- %s : %d\n", string(a), string(b), int(g@(a,b)));

}

}

}

}

\_graph\_sub\_node.out

a -- 0&b -- 2&c -- [1&a, 3&d, 4&e] - e

\*\*\*\*\*\* Graph 0 \*\*\*\*\*\*

Root: a

Nodes: c, a, d, b

Edges:

c -- a : 1

c -- d : 3

c -- b : 2

a -- b : 0

-----------------------------

a -- 0&b -- 2&c -- [1&a, 3&d, 4&e] - c

\*\*\*\*\*\* Graph 0 \*\*\*\*\*\*

Root: a

Nodes: a, b

Edges:

a -- b : 0

\*\*\*\*\*\* Graph 1 \*\*\*\*\*\*

Root: d

Nodes: d

Edges:

\*\*\*\*\*\* Graph 2 \*\*\*\*\*\*

Root: e

Nodes: e

Edges:

-----------------------------

The subgrpah with the original root is guaranteed to be the first in the list.

(a -- 0&b -- 2&c -- [1&a, 3&d, 4&e])~d - c

\*\*\*\*\*\* Graph 0 \*\*\*\*\*\*

Root: d

Nodes: d

Edges:

\*\*\*\*\*\* Graph 1 \*\*\*\*\*\*

Root: a

Nodes: a, b

Edges:

a -- b : 0

\*\*\*\*\*\* Graph 2 \*\*\*\*\*\*

Root: e

Nodes: e

Edges:

\_id\_defalut\_assign.in

int a;

printf("int a; => ");

print(a);

printf("int a; a == 0; => ");

print(a == 0);

printf("int fun(){ } => ");

int intNull() { }

print( intNull() );

print("----------------------------------");

float b;

printf("float b; => ");

print(b);

printf("float b; b == 0; => ");

print(b==0);

printf("float fun(){ } => ");

float floatNull() { }

print( floatNull() );

print("----------------------------------");

bool c;

printf("bool c; => ");

print(c);

printf("bool c; c == false; => ");

print(c==false);

printf("bool fun(){ } => ");

bool boolNull() { }

print( boolNull() );

print("----------------------------------");

string d;

printf("string d; => ");

print(d);

printf("string d; d == null; => ");

print(d == null);

printf("string fun(){ } => ");

string stringNull() { }

print( stringNull() );

printf("string fun(){ return null; } => ");

string stringNull2() { return null; }

print( stringNull2() );

printf("string fun(){ return \"\"; } => ");

string stringNull3() { return ""; }

print( stringNull3() );

print("----------------------------------");

list<int> e;

printf("list<int> e; => ");

print(e);

printf("list<int> e; e == null; => ");

print(e == null);

printf("list<int> fun(){ } => ");

list<int> listIntNull() { }

print( listIntNull() );

printf("list<int> fun(){ return null; } => ");

list<int> listIntNull2() { return null; }

print( listIntNull2() );

print("----------------------------------");

dict<float> f;

printf("dict<float> f; => ");

print(f);

printf("dict<float> f; f == null; => ");

print(f==null);

printf("dict<float> fun(){ } => ");

dict<float> dictFloatNull() { }

print( dictFloatNull() );

printf("dict<float> fun(){ return null; } => ");

dict<float> dictFloatNull2() { return null; }

print( dictFloatNull2() );

print("----------------------------------");

node n;

printf("node n; => ");

print(n);

printf("node n; n==null; => ");

print(n==null);

printf("node fun(){ return null; } => ");

node nodeNull() { return null; }

print( nodeNull() );

printf("node fun(){ } => ");

node nodeNull2() { }

print( nodeNull2() );

print("----------------------------------");

graph g;

printf("graph g; => ");

print(g);

printf("graph n; g==null; => ");

print(g==null);

printf("graph fun(){ return null; } => ");

graph graphNull() { return null; }

print( graphNull() );

printf("graph fun(){ } => ");

graph graphNull2() { }

print( graphNull2() );

\_id\_defalut\_assign.out

int a; => 0

int a; a == 0; => true

int fun(){ } => 0

----------------------------------

float b; => 0.000000

float b; b == 0; => true

float fun(){ } => 0.000000

----------------------------------

bool c; => false

bool c; c == false; => true

bool fun(){ } => false

----------------------------------

string d; => (null)

string d; d == null; => true

string fun(){ } => (null)

string fun(){ return null; } => (null)

string fun(){ return ""; } =>

----------------------------------

list<int> e; => (null)

list<int> e; e == null; => true

list<int> fun(){ } => (null)

list<int> fun(){ return null; } => (null)

----------------------------------

dict<float> f; => (null)

dict<float> f; f == null; => true

dict<float> fun(){ } => (null)

dict<float> fun(){ return null; } => (null)

----------------------------------

node n; => (null)

node n; n==null; => true

node fun(){ return null; } => (null)

node fun(){ } => (null)

----------------------------------

graph g; => (null)

graph n; g==null; => true

graph fun(){ return null; } => (null)

graph fun(){ } => (null)

\_list.in

print("------------------test for list of int type------------------");

list<int> l\_int = [1, 2, 3];

print(l\_int);

l\_int.add(4);

print(l\_int);

print(l\_int.get(0));

l\_int.set(0, 4);

print(l\_int);

l\_int.remove(0);

print(l\_int);

print(l\_int.size());

print(l\_int.pop());

print(l\_int);

print(l\_int.push(5));

print("------------------test for list of float type------------------");

list<float> l\_float = [1.0, 2.0, 3.0];

print(l\_float);

l\_float.add(4.0);

print(l\_float);

print(l\_float.get(0));

l\_float.set(0, 4.0);

print(l\_float);

l\_float.remove(0);

print(l\_float);

print(l\_float.size());

print(l\_float.pop());

print(l\_float);

print(l\_float.push(5.0));

print("------------------test for list of float type------------------");

list<string> l\_string = ["a", "b", "c"];

print(l\_string);

l\_string.add("d");

print(l\_string.get(0));

l\_string.set(0, "e");

print(l\_string);

l\_string.remove(0);

print(l\_string);

print(l\_string.size());

print(l\_string.pop());

print(l\_string);

print(l\_string.push("x"));

print("------------------test for list of bool type------------------");

list<bool> l\_bool = [true, false, true];

print(l\_bool);

l\_bool.add(false);

print(l\_bool.get(0));

l\_bool.set(0, false);

print(l\_bool);

l\_bool.remove(0);

print(l\_bool);

print(l\_bool.size());

print(l\_bool.pop());

print(l\_bool);

print(l\_bool.push(true));

print("------------------test for list of node type------------------");

node n1 = node(1);

node n2 = node(2);

node n3 = node(3);

list<node> l\_node = [n1, n2, n3];

print(l\_node);

l\_node.add(node(4));

print(l\_node.get(0));

l\_node.set(0, node("x"));

print(l\_node);

l\_node.remove(0);

print(l\_node);

print(l\_node.size());

print(l\_node.pop());

print(l\_node);

print(l\_node.push(node("y")));

print("------------------test for list of graph type------------------");

list<graph> l\_graph = [n1->n2, n2->n3, n3->n1];

print(l\_graph);

l\_graph.add(n1<-n2);

print(l\_graph.get(0));

l\_graph.set(0, n1--n2);

print(l\_graph);

l\_graph.remove(0);

print(l\_graph);

print(l\_graph.size());

print(l\_graph.pop());

print(l\_graph);

print(l\_graph.push(node(5)->node(6)));

\_list.out

------------------test for list of int type------------------

list:[1, 2, 3]

list:[1, 2, 3, 4]

1

list:[4, 2, 3, 4]

list:[2, 3, 4]

3

4

list:[2, 3]

list:[2, 3, 5]

------------------test for list of float type------------------

list:[1.000000, 2.000000, 3.000000]

list:[1.000000, 2.000000, 3.000000, 4.000000]

1.000000

list:[4.000000, 2.000000, 3.000000, 4.000000]

list:[2.000000, 3.000000, 4.000000]

3

4.000000

list:[2.000000, 3.000000]

list:[2.000000, 3.000000, 5.000000]

------------------test for list of float type------------------

list:[a, b, c]

a

list:[e, b, c, d]

list:[b, c, d]

3

d

list:[b, c]

list:[b, c, x]

------------------test for list of bool type------------------

list:[true, false, true]

true

list:[false, false, true, false]

list:[false, true, false]

3

false

list:[false, true]

list:[false, true, true]

------------------test for list of node type------------------

list:[node 7: 1

node 6: 2

node 5: 3

]

node 7: 1

list:[node 3: x

node 6: 2

node 5: 3

node 4: 4

]

list:[node 6: 2

node 5: 3

node 4: 4

]

3

node 4: 4

list:[node 6: 2

node 5: 3

]

list:[node 6: 2

node 5: 3

node 2: y

]

------------------test for list of graph type------------------

list:[--------------------------------------

#Nodes: 2 Root Node: 7

node 7: 1

node 6: 2

#Edges: 1

edge 7-> 6

--------------------------------------

--------------------------------------

#Nodes: 2 Root Node: 6

node 6: 2

node 5: 3

#Edges: 1

edge 6-> 5

--------------------------------------

--------------------------------------

#Nodes: 2 Root Node: 5

node 5: 3

node 7: 1

#Edges: 1

edge 5-> 7

--------------------------------------

]

--------------------------------------

#Nodes: 2 Root Node: 7

node 7: 1

node 6: 2

#Edges: 1

edge 7-> 6

--------------------------------------

list:[--------------------------------------

#Nodes: 2 Root Node: 7

node 7: 1

node 6: 2

#Edges: 2

edge 7-> 6

edge 6-> 7

--------------------------------------

--------------------------------------

#Nodes: 2 Root Node: 6

node 6: 2

node 5: 3

#Edges: 1

edge 6-> 5

--------------------------------------

--------------------------------------

#Nodes: 2 Root Node: 5

node 5: 3

node 7: 1

#Edges: 1

edge 5-> 7

--------------------------------------

--------------------------------------

#Nodes: 2 Root Node: 7

node 7: 1

node 6: 2

#Edges: 1

edge 6-> 7

--------------------------------------

]

list:[--------------------------------------

#Nodes: 2 Root Node: 6

node 6: 2

node 5: 3

#Edges: 1

edge 6-> 5

--------------------------------------

--------------------------------------

#Nodes: 2 Root Node: 5

node 5: 3

node 7: 1

#Edges: 1

edge 5-> 7

--------------------------------------

--------------------------------------

#Nodes: 2 Root Node: 7

node 7: 1

node 6: 2

#Edges: 1

edge 6-> 7

--------------------------------------

]

3

--------------------------------------

#Nodes: 2 Root Node: 7

node 7: 1

node 6: 2

#Edges: 1

edge 6-> 7

--------------------------------------

list:[--------------------------------------

#Nodes: 2 Root Node: 6

node 6: 2

node 5: 3

#Edges: 1

edge 6-> 5

--------------------------------------

--------------------------------------

#Nodes: 2 Root Node: 5

node 5: 3

node 7: 1

#Edges: 1

edge 5-> 7

--------------------------------------

]

list:[--------------------------------------

#Nodes: 2 Root Node: 6

node 6: 2

node 5: 3

#Edges: 1

edge 6-> 5

--------------------------------------

--------------------------------------

#Nodes: 2 Root Node: 5

node 5: 3

node 7: 1

#Edges: 1

edge 5-> 7

--------------------------------------

--------------------------------------

#Nodes: 2 Root Node: 1

node 1: 5

node 0: 6

#Edges: 1

edge 1-> 0

--------------------------------------

]

\_list\_automatic\_conversion.in

node a = node("a");

node b = node("b");

node c = node("c");

node d = node("d");

node e = node("e");

list<graph> l1 = [

a, b, c, d->e

];

int i;

int size = l1.size();

graph gh;

for (i=0; i<size; i=i+1) {

printf("graph %d: root - %s, nodes - %d\n",

i, string( l1.get(i).root() ), l1.get(i).size());

}

print([1, 2, 3.]);

\_list\_automatic\_conversion.out

graph 0: root - a, nodes - 1

graph 1: root - b, nodes - 1

graph 2: root - c, nodes - 1

graph 3: root - d, nodes - 2

list:[1.000000, 2.000000, 3.000000]

\_node\_var\_type.in

node a = null;

print(a);

a = node(1);

print( int(a) );

a = node(-3.4);

print( float(a) );

a = node(1>2);

print( bool(a) );

a = node(true);

print( bool(a) );

a = node("Hello World!");

print( string(a) );

\_node\_var\_type.out

(null)

1

-3.400000

false

true

Hello World!

\_print\_test.in

print(23);

print(-1.2);

print(1>2);

print(true);

print("Hello World!");

print(null);

print(node("a"));

print([1, 2, 3]);

print({"a": 1, "b": 2});

print(1, true, "Hello~");

int a = 1;

float b = 1.2;

string d = "What!";

printf("%d--\n%.2f--\n%s\n", a, b , d);

\_print\_test.out

23

-1.200000

false

true

Hello World!

null

node 0: a

list:[1, 2, 3]

{b: 2, a: 1}

1

true

Hello~

1--

1.20--

What!

\_test.in

print("Hello World!");

\_test.out

Hello World!

example\_bfs.in

list<node> bfs(graph gh, node r) {

if (gh == null or gh.size() == 0) { return null; }

int i; node curr; node tmp\_n; list<node> children;

dict<node> set = { r: r };

list<node> res = null;

list<node> queue = [ r ];

while (queue.size() > 0) {

curr = queue.get(0); queue.remove(0);

if (res == null) { res = [curr]; } else { res.add(curr); }

children = gh@curr;

for (i=0; i<children.size(); i=i+1) {

tmp\_n = children.get(i);

if (not set.has( tmp\_n )) {

set.put( tmp\_n, tmp\_n );

queue.add(tmp\_n);

}

}

}

return res;

}

void printNodeList(list<node> l) {

int i;

printf("[ ");

for (i=0; i<l.size()-1; i = i+1) {

printf("%s, ", string( l.get(i) ));

}

if (l.size() > 0) {

printf("%s ]\n", string( l.get(i) ));

} else {

print("]");

}

}

node a = node("a");

node b = node("b");

node c = node("c");

node d = node("d");

node e = node("e");

node f = node("f");

node g = node("g");

graph gh;

print("a--[b, c--[e, f], d]");

gh = a--[b, c--[e, f], d];

printf("bfs(gh, a): ");

printNodeList( bfs(gh, a) );

printf("bfs(gh, b): ");

printNodeList( bfs(gh, b) );

printf("bfs(gh, c): ");

printNodeList( bfs(gh, c) );

printf("bfs(gh, d): ");

printNodeList( bfs(gh, d) );

printf("bfs(gh, e): ");

printNodeList( bfs(gh, e) );

printf("bfs(gh, f): ");

printNodeList( bfs(gh, f) );

example\_bfs.out

a--[b, c--[e, f], d]

bfs(gh, a): [ a, b, c, d, e, f ]

bfs(gh, b): [ b, a, c, d, e, f ]

bfs(gh, c): [ c, e, f, a, b, d ]

bfs(gh, d): [ d, a, b, c, e, f ]

bfs(gh, e): [ e, c, f, a, b, d ]

bfs(gh, f): [ f, c, e, a, b, d ]

example\_dfs.in

list<node> dfs(graph gh, node r) {

if (gh == null or gh.size() == 0) { return null; }

int i; node curr; node tmp\_n; list<node> children;

bool found;

dict<int> set = { r: 0 };

list<node> res = [r];

list<node> stack = [ r ];

while (stack.size() > 0) {

curr = stack.get( stack.size() - 1 );

set.put(curr, 1);

children = gh@curr;

found = false;

for (i=0; (not found) and (i<children.size()); i=i+1) {

tmp\_n = children.get(i);

if (not set.has( tmp\_n )) { set.put( tmp\_n, 0 ); }

if (set.get(tmp\_n) == 0) {

stack.push(tmp\_n);

res.add(tmp\_n);

found = true;

}

}

if (not found) {

set.put(r, 2);

stack.pop();

}

}

return res;

}

void printNodeList(list<node> l) {

int i;

printf("[ ");

for (i=0; i<l.size()-1; i = i+1) {

printf("%s, ", string( l.get(i) ));

}

if (l.size() > 0) {

printf("%s ]\n", string( l.get(i) ));

} else {

print("]");

}

}

node a = node("a");

node b = node("b");

node c = node("c");

node d = node("d");

node e = node("e");

node f = node("f");

node g = node("g");

graph gh;

print("a--[b, c--[e, f], d]");

gh = a--[b, c--[e, f], d];

printf("dfs(gh, a): ");

printNodeList( dfs(gh, a) );

printf("dfs(gh, b): ");

printNodeList( dfs(gh, b) );

printf("dfs(gh, c): ");

printNodeList( dfs(gh, c) );

printf("dfs(gh, d): ");

printNodeList( dfs(gh, d) );

printf("dfs(gh, e): ");

printNodeList( dfs(gh, e) );

printf("dfs(gh, f): ");

printNodeList( dfs(gh, f) );

example\_dfs.out

a--[b, c--[e, f], d]

dfs(gh, a): [ a, b, c, e, f, d ]

dfs(gh, b): [ b, a, c, e, f, d ]

dfs(gh, c): [ c, e, f, a, b, d ]

dfs(gh, d): [ d, a, b, c, e, f ]

dfs(gh, e): [ e, c, f, a, b, d ]

dfs(gh, f): [ f, c, e, a, b, d ]

example\_dijkstra.in

node a = node("a");

node b = node("b");

node c = node("c");

node d = node("d");

node e = node("e");

node f = node("f");

node g = node("g");

graph gh = a->[

1&b->1&e->[4&g->1&b, 2&c],

5&c->[1&g, 1&f->1&c],

3&d->[2&c, 3&f]

];

printGraph(gh);

print("\nDijkstra Results:");

dijkstra(gh, a);

void dijkstra(graph gh, node sour) {

dict<int> distance = { sour: 0 };

list<node> queue = gh.nodes();

dict<node> parent = {sour: sour};

int i;

for (i=0; i<queue.size(); i=i+1) {

distance.put(queue.get(i), 2147483647);

parent.put(queue.get(i), null);

}

distance.put(sour, 0);

while (queue.size() > 0) {

updateDistance( findMin() );

}

queue = gh.nodes();

for (i=0; i<queue.size(); i=i+1) {

showRes(queue.get(i));

}

node findMin() {

node minNode = queue.get(0);

int minDis = distance.get(minNode);

int minIndex = 0;

int i; node tmp;

for (i = 1; i < queue.size(); i=i+1) {

tmp = queue.get(i);

if ( distance.get(tmp) < minDis ) {

minNode = tmp;

minDis = distance.get(tmp);

minIndex = i;

}

}

queue.remove(minIndex);

return minNode;

}

void updateDistance(node u) {

int i; int dv; int dis; node v;

list<node> neighs = gh@u;

int du = distance.get(u);

for (i = 0; i<neighs.size(); i=i+1) {

v = neighs.get(i);

dv = distance.get(v);

dis = int( gh@(u, v) );

if ((dis + du) < dv) {

distance.put(v, dis+du);

parent.put(v, u);

}

}

}

void showRes(node dest) {

list<node> res = [dest];

node tmp = parent.get(dest);

while (tmp != null) {

res.add( tmp );

tmp = parent.get(tmp);

}

int i;

printf("%s -> %s : %d [ ", string(sour), string(dest), distance.get(dest) );

for (i=res.size()-1; i > 0; i=i-1) {

printf("%s, ", string( res.get(i) ));

}

if (i == 0) {

printf("%s ]\n", string( res.get(i) ));

} else {

print("]");

}

}

}

void printGraph(graph g) {

string getNode(int i) {

return string( nodes.get(i) );

}

printf("Root: %s\n", string(g.root()));

printf("Nodes: ");

list<node> nodes = g.nodes();

int size = g.size();

int i;

int j;

for (i=0; i < size - 1; i=i+1) {

printf( "%s, ", getNode(i) );

}

if (size > 0) {

print( getNode(i) );

}

printf("Edges:\n");

node a;

node b;

for (i=0; i < size; i=i+1) {

for (j=0; j<size; j=j+1) {

a = nodes.get(i);

b = nodes.get(j);

if ( g@(a,b) != null ) {

printf("%s -> %s : %d\n", string(a), string(b), int(g@(a,b)));

}

}

}

}

example\_dijkstra.out

Root: a

Nodes: a, e, g, b, c, f, d

Edges:

a -> b : 1

a -> c : 5

a -> d : 3

e -> g : 4

e -> c : 2

g -> b : 1

b -> e : 1

c -> g : 1

c -> f : 1

f -> c : 1

d -> c : 2

d -> f : 3

Dijkstra Results:

a -> a : 0 [ a ]

a -> e : 2 [ a, b, e ]

a -> g : 5 [ a, b, e, c, g ]

a -> b : 1 [ a, b ]

a -> c : 4 [ a, b, e, c ]

a -> f : 5 [ a, b, e, c, f ]

a -> d : 3 [ a, d ]

test\_arith.in

print(1+1);

print(2-1);

print(2\*3);

print(9/4);

print(8/4);

print(5%3);

print(1.2+1);

print(1.2-1);

print(1-1.2);

print(2\*0.4);

print(9./4);

print(-8);

print(-2.1);

print(-1);

print(-2.1);

test\_arith.out

2

1

6

2

2

2

2.200000

0.200000

-0.200000

0.800000

2.250000

-8

-2.100000

-1

-2.100000

test\_if.in

int a = 2;

if (a < 3) {

print(a);

}

if(a>3) {

print(10);

}

else

{

print("True");

}

float b = 0;

if (b < 3) {

print(b);

}

bool c = true;

if (c) {

print("True");

}

test\_if.out

2

True

0.000000

True

test\_inner\_var\_access.in

int d = 1;

int b(int c) {

int d = 2;

int a() {

return d + c;

}

return a();

}

print(b(3));

print(d);

test\_inner\_var\_access.out

5

1

test\_node\_basic.out

node 3: 1

node 2: 1.200000

node 1: Hello World!

node 0: true

node 4: 22

test\_while.in

int a = 0;

while (a < 3) {

print(a);

a = a + 1;

}

float b = 0;

while (b < 3) {

print(b);

b = b + 1;

}

bool c = true;

while (c) {

print(c);

c = not c;

}

test\_while.out

0

1

2

0.000000

1.000000

2.000000

true

circline.sh

# Check whether the file "utils.bc" exist

file="utils.bc"

if [ ! -e "$file" ]

then

clang -emit-llvm -o utils.bc -c ../compiler/lib/utils.c -Wno-varargs

fi

if [ $# -eq 1 ]

then

../compiler/circline.native <$1 >a.ll

else

../compiler/circline.native $1 <$2 >a.ll

fi

clang -Wno-override-module utils.bc a.ll -o $1.exe

./$1.exe

rm a.ll

rm ./$1.exe

# /usr/local/opt/llvm38/bin/clang-3.8

## Codegen Test Makefile

|  |
| --- |
| # circling: test Makefile  # - builds all files needed for testing, then runs tests  default: test  all: clean  cd ..; make all  test: clean build  clang -emit-llvm -o utils.bc -c ../compiler/lib/utils.c -Wno-varargs  bash ./test\_scanner.sh  bash ./test\_parser.sh  bash ./test\_semantic.sh  bash ./test\_code\_gen.sh  build:  cd scanner; make  cd parser; make  cd semantic\_check; make  .PHONY: clean  clean:  rm -f utils.bc  cd scanner; make clean  cd parser; make clean  cd semantic\_check; make clean |

## test\_scanner.sh

|  |
| --- |
| #!/bin/bash  NC='\033[0m'  CYAN='\033[0;36m'  GREEN='\033[0;32m'  RED='\033[0;31m'  result=true  INPUT\_FILES="scanner/\*.in"  printf "${CYAN}Running scanner tests...\n${NC}"  for input\_file in $INPUT\_FILES; do  output\_file=${input\_file/.in/.out}  scanner/tokenize < $input\_file | cmp -s $output\_file -  if [ "$?" -eq 0 ]; then  printf "%-65s ${GREEN}SUCCESS\n${NC}" " - checking $input\_file..."  else  printf "%-65s ${RED}ERROR\n${NC}" " - checking $input\_file..." 1>&2  result=false  fi  done  exit 0  # if $result; then  # exit 0  # else  # exit 1  # fi |

## test\_parser.sh

|  |
| --- |
| #!/bin/bash  NC='\033[0m'  CYAN='\033[0;36m'  GREEN='\033[0;32m'  RED='\033[0;31m'  result=true  INPUT\_FILES="parser/\*.in"  printf "${CYAN}Running Parser tests...\n${NC}"  for input\_file in $INPUT\_FILES; do  output\_file=${input\_file/.in/.out}  parser/parserize < $input\_file | cmp -s $output\_file -  if [ "$?" -eq 0 ]; then  printf "%-65s ${GREEN}SUCCESS\n${NC}" " - checking $input\_file..."  else  printf "%-65s ${RED}ERROR\n${NC}" " - checking $input\_file..." 1>&2  result=false  fi  done  cd ../compiler;  ocamlyacc -v parser.mly;  exit 0  # if $result; then  # exit 0  # else  # exit 1  # fi |

## test\_semantic.sh

|  |
| --- |
| #!/bin/bash  NC='\033[0m'  CYAN='\033[0;36m'  GREEN='\033[0;32m'  RED='\033[0;31m'  result=true  INPUT\_FILES="semantic\_check/\*.in"  printf "${CYAN}Running Semantic Check tests...\n${NC}"  for input\_file in $INPUT\_FILES; do  output\_file=${input\_file/.in/.out}  semantic\_check/semantic\_check < $input\_file | cmp -s $output\_file -  if [ "$?" -eq 0 ]; then  printf "%-65s ${GREEN}SUCCESS\n${NC}" " - checking $input\_file..."  else  printf "%-65s ${RED}ERROR\n${NC}" " - checking $input\_file..." 1>&2  result=false  fi  done  exit 0  # if $result; then  # exit 0  # else  # exit 1  # fi |

## test\_code\_gen.sh

|  |
| --- |
| #!/bin/bash  NC='\033[0m'  CYAN='\033[0;36m'  GREEN='\033[0;32m'  RED='\033[0;31m'  result=true  INPUT\_FILES="code\_gen/\*.in"  printf "${CYAN}Running code\_gen tests...\n${NC}"  for input\_file in $INPUT\_FILES; do  output\_file=${input\_file/.in/.out}  sh ./circline.sh $input\_file | cmp -s $output\_file -  if [ "$?" -eq 0 ]; then  printf "%-65s ${GREEN}SUCCESS\n${NC}" " - checking $input\_file..."  else  printf "%-65s ${RED}ERROR\n${NC}" " - checking $input\_file..." 1>&2  result=false  fi  done  exit 0  # if $result; then  # exit 0  # else  # exit 1  # fi |

## ../circline.sh

|  |
| --- |
| # Check whether the file "utils.bc" exist  file="utils.bc"  if [ ! -e "$file" ]  then  clang -emit-llvm -o utils.bc -c ./compiler/lib/utils.c -Wno-varargs  fi  if [ $# -eq 1 ]  then  ./compiler/circline.native <$1 >a.ll  else  ./compiler/circline.native $1 <$2 >a.ll  fi  clang -Wno-override-module utils.bc a.ll -o $1.exe  ./$1.exe  rm a.ll  rm ./$1.exe  # /usr/local/opt/llvm38/bin/clang-3.8 |

## Makefile

|  |
| --- |
| # circling: Makefile  # - main entry point for building compiler and running tests  default: build  all: clean build  build:  cd compiler; make  test: clean build  cd tests; make  .PHONY: clean  clean:  cd compiler; make clean  cd tests; make clean |