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**I. Abstract**

Here’s a general description of usage scenario:

1. User issues a command on the client’s command line
2. Client validates command, printing a readable error message if something is wrong
   1. Makes sure the command is a known one
   2. Validates number of arguments for the given command
   3. Validates the given parameters whenever appropriate (name, IP address, port)
3. If the command is a server-related one (Find, Insert, Delete), the client sends the command to the server and printing whatever response the server responds with. If the server doesn’t respond after 6 seconds, client times out with a readable message.
4. If the command involves server-to-server communication, the requesting server assumes a regular client role and uses the standard client-to-server protocol documented below.
5. If the command is a client-related one (Server, Quit), client processes it and prints a readable message immediately.
6. Special cases:
   1. Test command: client sends a message to the server, prints a timeout error if request times out, or a ready message if server responds.
   2. Kill command: client deletes server information before sending the command to the server.

**II. Protocol Details**

* **Test**
  + Message format:

Test

* + Client validations: none
  + Server response: ERROR: Unknown command
  + If server responds with an error, client prints a “ready” message.
  + If it times out, client prints a “timeout” message.
* **Insert**
  + Message format:

Insert <name> <ip-address> <port-number>

* + Client validations:
    - Number of arguments must be 3.
    - <name> must be alphanumeric with maximum length of 80.
    - <ip-address> must be a valid IP address.
    - <port-number> must be a number between 1024 and 65535.
  + Server response:
    - Success: Record added successfully.
    - Repeated name: ERROR: a record exists with the same name.
  + Client prints the server response.
* **Delete**
  + Message format:

Delete <name> [<ip-address>] [<port-number>]

* + Client validations:
    - Number of arguments must be between 1 and 3.
    - <name> must be alphanumeric with maximum length of 80.
    - <ip-address> must be a valid IP address, if provided.
    - <port-number> must be a number between 1024 and 65535, if provided.
  + Server response:
    - Success: Record deleted successfully.
    - Non-existing record: ERROR: record not found.
  + Client prints the server response.
* **Find**
  + Message format:

Find <name> <ip-address>

* + Client validations:
    - Number of arguments must be 2.
    - <name> must be either:
      1. Alphanumeric with maximum length of 80.
      2. A wildcard ‘\*’.
    - <ip-address> must be:
      1. A valid IP address.
      2. Any of the four numbers can be replaced by a wildcard ‘\*’.
  + Server response:
    - A line containing number of records found, followed by a line for each record containing the details of this record.
  + Client prints the server response.
* **Kill**
  + Message format:

Kill

* + Client validations: none
  + Client deletes the current server information.
  + Server saves the records to a data file.
  + Server response: Database saved successfully. Server dying.
  + Client prints the server response.
* **Link**
  + Message format:

Link <server name>

* + Client validations:
    - Number of arguments must be 1.
    - <server name> must be alphanumeric with maximum length of 80.
  + Server response:
    - Success: <server name> linked successfully.
    - Unknown server: ERROR: Unknown server.
    - Already linked: ERROR: server already linked.
  + Client prints the server response.
* **Unlink**
  + Message format:

Unlink <server name>

* + Client validations:
    - Number of arguments must be 1.
    - <server name> must be alphanumeric with maximum length of 80.
  + Server response:
    - Success: <server name> unlinked successfully.
    - Unknown server: ERROR: Unknown server.
    - Not linked: ERROR: server is not linked.
  + Client prints the server response.
* **Register**
  + Message format:

Register <client name> <port>

* + Client validations:
    - Number of arguments must be 2.
    - User must be not registered.
    - <client name> must be alphanumeric with maximum length of 80.
    - Port must be a number between 1024 and 65535.
  + Server response:
    - Success: client registered successfully.
    - Repeated name: ERROR: name is already used.
  + Client prints the server response.
* **Unregister**
  + Message format:

Unregister <client name>

* + Client validations:
    - Number of arguments must be 1.
    - User must be registered, and it has to have been under <client name>
    - <client name> must be alphanumeric with maximum length of 80.
  + Server response:
    - Success: client unregistered successfully.
  + Client prints the server response.
* **List**
  + Message format:

List <client list> <server list>

* + Client validations:
    - Number of arguments must be 2.
    - <client name> and <server list> must be either:
      1. alphanumeric with maximum length of 80
      2. A quoted comma-separated list of (a)
      3. A wildcard ‘\*’
  + Server response:
    - Success: results are printed along with their number.
    - Unknown server: ERROR: Unknown server.
  + Client prints the server response.
* **Send**
  + Message format:

Send <client list> <server list> <message>

* + Client validations:
    - Number of arguments must be 3.
    - <client name> and <server list> must be either:
      1. alphanumeric with maximum length of 80
      2. A quoted comma-separated list of (a)
      3. A wildcard ‘\*’
  + Server response:
    - Success: recipients are printed along with their number.
    - Unknown server: ERROR: Unknown server.
  + Client prints the server response.
* **Server-to-server communication:**

In List and Send commands, local server communicates with remote servers to match the given client list against their registered clients, or to send them a given message. The local server achieves that by assuming an ordinary “client” role, sending the same List/Send messages documented above, just changing the <server list> to “SELF”. It parses the standard form of response and use it to compile the overall results.

**III. Other commands:**

* Server <ip-address> <port-number>
  + Client validations:
    - Number of arguments must be 2.
    - <ip-address> must be a valid IP address.
    - <port-number> must be a number between 1024 and 65535.
  + Client resets server information to the new IP address and port.
* Quit
  + Client validations: none
  + Client quits