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* This exercise will walk you through creating an isotope mixing model from the data we worked with in the food web exercise.
* Set your working directory by choosing Session from the menu at the top, then Set Working Directory -> To Source File Location

NOTE: WHEN YOU ARE DONE WITH THIS EXERCISE, KNIT THIS FILE TO WORD AND SUBMIT VIA BLACKBOARD

Your name:Jacqueline Galang

Now we’ll install and load the packages we need using a simple function

# This function will accept a list of packages, check to see whether they're installed, install any missing ones, and then load all packges in the list into memory.  
  
pack <- function(pkg){  
 new.pkg <- pkg[!(pkg %in% installed.packages()[, "Package"])] # This line of the function defines "new packages" as those that are not already installed  
 if (length(new.pkg)) # If any of the packages we need are "new"...  
 install.packages(new.pkg, dependencies = TRUE) # Install them and any packages they depend on to work  
 sapply(pkg, library, character.only = TRUE) # And then load them all into memory so we can use them  
}  
  
# Our list of required packages  
packages <- c("rjags", "dplyr", "ggplot2", "simmr")  
  
# Run the function on our list of packages  
pack(packages)

## Loading required package: coda

## Linked to JAGS 4.3.0

## Loaded modules: basemod,bugs

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

## Loading required package: R2jags

##   
## Attaching package: 'R2jags'

## The following object is masked from 'package:coda':  
##   
## traceplot

## $rjags  
## [1] "rjags" "coda" "stats" "graphics" "grDevices" "utils"   
## [7] "datasets" "methods" "base"   
##   
## $dplyr  
## [1] "dplyr" "rjags" "coda" "stats" "graphics"   
## [6] "grDevices" "utils" "datasets" "methods" "base"   
##   
## $ggplot2  
## [1] "ggplot2" "dplyr" "rjags" "coda" "stats"   
## [6] "graphics" "grDevices" "utils" "datasets" "methods"   
## [11] "base"   
##   
## $simmr  
## [1] "simmr" "R2jags" "ggplot2" "dplyr" "rjags"   
## [6] "coda" "stats" "graphics" "grDevices" "utils"   
## [11] "datasets" "methods" "base"

#################################################################################################  
### Note: If you do not already have dplyr installed, this will take a long time. Be patient. ###  
#################################################################################################

Load the iso.data.clean2 dataset that we created in the Aquatic Food Web Exercise if it isn’t already in your Global Environment. If it is in your Global Environment already, you can skip this step.

iso.data.clean2 <- read.csv("isodataclean2.csv", header=TRUE)

We are using the package simmr to create an isotope mixing model of food sources for both the trout (apex predator) and leech. We assumed that the leech was parasitic, but the food web analysis we completed indicated that we probably have a free-living, nonparasitic leech instead.

The mixing model will evaluate the diet contributions and either confirm or refute our *a priori* trophic level assignment.

The first set of steps creates the model for *trout*.

* The simmr package requires that we extract parts of our dataset in a very precise way. Follow these steps carefully to ensure you create the correct model.
* You can view help files for any package by typing help(packagename)

# View the help file for the simmr package:  
help("simmr")

## starting httpd help server ... done

* We will need to subset our data frame called iso.data.clean2 in several separate steps.
* You can open the data frame in spreadsheet form to view it easily.
* Leave it open in another tab as you work so that you can refer back.
* You can also view objects by clicking the small white icon to the right of the object name in the Global Environment.

View(iso.data.clean2)  
  
# (1pt) View the dataset. What is the ID and trophic level of the organism on row 17 of the data frame?  
# The ID is trout and the trophic level is apex

Notes on the simmr package

* Simmr requires that elements of your data are extracted separately and turned into new matrix objects. We will create each of those required matrices in a series of steps.
* These elements are: – All data pertaining to the individual or group of individuals whose diet you are modeling (the Mix) – The names of the potential food sources of the Mix (in our case, these are the species of aquatic organisms that we found) – The isotopes of C and N of the potential food sources of the Mix – The standard deviation of the C and N isotopes of the potential food sources of the Mix – The carbon and nitrogen percentages of the potential food sources of the Mix

In simmr, the *mix* is the organism or organisms for which we are examining diet. We’ll start by looking at the diet of our trout.

# You can quickly call the row(s) or column(s) in a data frame by indexing like this: df[row, column], where df is the name of your dataframe. In our case, this is iso.data.clean2.  
  
# The line of code below can be read in sentence form as follows:  
 # Create an object called trout.mix. Subset iso.data.clean2 to include only row 17 (the row containing the trout data), and columns 5 through 6 (d13C and d15N).  
  
# The colon in between column (or row) numbers is read as "through." If we wanted columns 2 through 8, we would write 2:8.  
  
trout.mix <- iso.data.clean2[17, 5:6] # Note the comma in between row (17) and the columns (5 through 6).  
  
# Key things to remember when indexing:  
 # The square brackets are always used for indexing, and always come after the name of your data frame or matrix, with no space in between  
 # Leaving a blank either before or after the comma means you want to include all rows/columns  
  
#(1pt) On the line below, call row 12, and all columns of the iso.data.clean2 dataset, without assigning it to an object. Remember, the form is df[row, column]  
iso.data.clean2[12, 1:8]

## Sample Identifier ID Trophic corrected.d13C..VPDB.  
## 12 S14 Algae2 Algae Primary Producer -22.58175  
## corrected.d15N..Air. C.... N....  
## 12 8.620807 0.2168661 0.0275247

Now we will turn our trout.mix data frame into a matrix that simmr can use

# Both data frames and matrices are two-dimensional tables. However, data frames can store multiple types of data (numbers, characters, factors), while a matrix must contain all data of the same type.  
  
# Let's create the matrix of trout data using as.matrix  
trout.mix2 <- as.matrix(trout.mix)

Now we’ll set column names of our trout.mix2 matrix so that simmr knows which column is which

# Set the column names with the function colnames  
  
# Note that the c on the right side of the arrow means "combine" and is used to tell R you are giving it multiple pieces of information.  
colnames(trout.mix2) <- c("d13C", "d15N")  
  
# (1pt) trout.mix2 is a small matrix. Call it by writing the name of the matrix on the line below and running it to look at the data.  
trout.mix2

## d13C d15N  
## 17 -27.47983 11.33372

Next, we’ll create a matrix of data for the trout’s potential food sources.

The package magrittr gives us the ability to use pipes to efficiently perform operations. Pipes are the symbols %>%. They link many commands together to process complex data or perform multiple operations in the same step. The code below combines the data processing abilities of the dplyr package with the pipes from magrittr.

# The d13C and d15N of the trout's potential food sources need to be averaged by type (mayflies, stoneflies, algae, etc.). That information is stored in the ID column of our data frame, iso.data.clean2.  
  
# Since we are now looking at potential food sources, we have to REMOVE the trout from this part of the data. We can use column indexing like we did above, but with a minus sign to indicate that it should be left out.  
  
# The first line of code is creating an object called source.means, to which we assign the output. We start by dropping the trout row (row 17), and keeping the ID column (3), d13C column (5), and d15N column (6) for the rest of the rows of iso.data.clean2.  
# Remember, "c" means "combine" and is used to tell R that we want multiple rows or columns that are not adjacent to each other in the data frame.  
  
source.means <- iso.data.clean2[-17, c(3,5:6)] %>%  
 group\_by(ID) %>% # This line then groups the data by ID  
 summarize\_all(.funs = c(mean="mean")) # This line then calculates the mean d15C and d15N by the groups we created above. The summarize\_all function will calculate any number of summary statistcs for you. The command "funs" will accept a list of one or more functions. Writing mean="mean" is asking for the mean to be calulcated, and to have the word "mean" appended to the column name so that we know what it contains.

# Some of our IDs have only one observation. We can't create a meaningful average for those, so we have to remove them. We have only one observation each for Amphipods (row 2), Caddisflies (row 3), Leeches (row 4), and Wood (row 8). We will ignore those, and just take rows 1 and 5 through 7.  
# We also need to drop the ID column (column 1) that we had used for grouping  
source.means2 <- source.means[c(1,5:7), -1]  
  
# (2pts) On the line below, write an explanation in your own words of what the code on the line above is doing:  
#It is combining to to tell r that there is multiple pieces of information not adjecent calling for rows 1 and 5-7 and removing column 1 and assigning that data to source.means2

# (1pt) Now we will convert the source.means2 data frame into a matrix. Use the command as.matrix() on the line below to create a new object called source.means3 from source.means2 and convert it to a matrix. Remember that you can refer to the trout.mix2 code above for a reminder of the correct form.  
source.means3<- as.matrix(source.means2)

(1pt) Our data need to be in numeric form for analysis. Look in your Global Environment. Are the data in numeric (num) or character (chr) format? num

# (1pt) Check that the conversion to matrix format worked by asking R for the class of the source.means3 object on the line below. Remember, the command for this is class(objectname).  
class(source.means3)

## [1] "matrix"

We now need to get the names (ID) of the trout’s potential food sources. This is stored in column 1 of source.means.

# The source names object needs to be a vector for simmr to read it. A vector is a one-dimensional array which holds only one type of data (numeric, character, factor, etc.). Ours will be a character vector containing the IDs of the trout's food sources.  
  
# We will start by subsetting the source.means object to get just the rows and column we need, dropping those for which we have only one observation  
source.names <- source.means[c(1,5:7), 1]  
  
# (2pts) On the line below, write an explanation of what the code on the line above is doing:  
# the line of code is combining to have multiple pieces of information calling from source.means for rows 1 and 5-7, and column 1 assigning that data to the object source names

# Now we can ask for just the four IDs we need, dropping any row information (remember that this must be one-dimensional). We convert this to a vector with the as.vector command.  
source.names2 <- as.vector(source.names$ID)  
  
  
# (1pt) Call the source.names2 object by writing the name of the object and executing the code to make sure we have the correct names.   
source.names2

## [1] "Algae" "Mayflies" "Midges" "Stoneflies"

Now we will get the standard deviation of the d15C and d15N values for the trout’s potential food sources

# We can wrap the whole summary step in the as.matrix command to make it more efficient.   
  
# Remember, the rest of the code is exactly what we did to get source means, except we are asking the summarize\_all function to calculate standard deviation (sd) instead of mean. Refer back to the source.means step if you need a refresher on reading this code.  
source.sds <- as.matrix(iso.data.clean2[-17, c(3, 5:6)] %>%  
 group\_by(ID) %>%  
 summarize\_all(.funs = c(sd="sd")))  
  
# (2pts) On the line below, write an explanation in your own words of what the first line of code starting with source.sds <- is doing. Remember that you can refer to the means step for help on any of these lines.  
#The first line is assigning an output and creating a matrix  
# (2pts) On the line below, write an explanation in your own words of what the group\_by step is doing.  
# This step is grouping the data by its ID  
# (2pts) On the line below, write an explanation in your own words of what the summarize\_all step is doing.  
# The summarize\_all is to get summary statistics and the .funs is to accept a funtion. sd="sd" is calculating the standard deviation and assigning that value to sd and appending sd to the column name so we know it is the standard deviation.

The next step is to drop the ID column from our matrix.

source.sds2 <- source.sds[c(1, 5:7), 2:3]  
  
# (2pts) On the line below, write an explanation in your own words of what the code on the line above is doing. Remember, this is the same thing we did for source.means.  
#The code is saying that there is multiple pieces of information that are not adjacent calling for rows 1 and 5-7, and columns 2-3 (which is removing the id column) and assigning that data to source.sds2.

The *apply* function will apply a function that you specify over the margins (rows or columns) of a matrix or vector.

# A matrix can only contain one data type (character, numeric, factor, etc.). Because we converted our data frame to a matrix without removing the ID column first (character), it recoded all of our variables to character. We now need to convert the data type of both variables to numeric.  
  
source.sds3 <- apply(source.sds2, 2, as.numeric) # This line is applying the as.numeric function to the columns (1 for rows, or 2 for columns) of the source.sds2 matrix.  
  
# (2pts) What is the class of the source.sds3 object? Why do we need it to be this class? Remember that you can find the class using the command class(objectname). The class of the object is a matrix. It needs to be a matrix because that is the form that simmr reads and it has multiple rows and columns.  
class(source.sds3)

## [1] "matrix"

Simmr lets us include the % carbon and nitrogen of the potential food sources’ tissues in our analyses as the *concentration*. This helps improve the robustness of our diet estimates.

We will use the colummns for the carbon and nitrogen percentages of the trout’s potential food sources as the concentration values.

# This code is exactly what we used for the source.sds step, except that we are using columns 7 through 8 (carbon and nitrogen percentage) and calculating the mean. Remember, we are converting this to a matrix in the same step as doing the summary because it's more efficient.  
conc <- as.matrix(iso.data.clean2[-17, c(3, 7:8)] %>%  
 group\_by(ID) %>%  
 summarize\_all(.funs = c(mean="mean")))

# We are dropping the ID column and the organisms for which we have only one observation  
conc2 <- conc[c(1, 5:7), 2:3]

# Now we convert the data type to numeric so that Simmr can read it correctly  
conc3 <- apply(conc2, 2, as.numeric)   
  
# (1pt) There are many ways to check the structure of your data. This is handy for making sure that datasets have imported or converted correctly, or for quickly checking the arrangement of rows and columns. The command head(objectname) displays the column names and the first few rows of data. Use this command on conc3. What left to right order are the carbon and nitrogen columns in?  
#carbon on the left and nirtogen on the right  
head(conc3)

## C....\_mean N....\_mean  
## [1,] 0.2018419 0.02673105  
## [2,] 0.4783827 0.09792757  
## [3,] 0.4357503 0.08749803  
## [4,] 0.4883785 0.10385011

Now we have all of the data we need to create the mixing model. The simmr\_load command puts everything into the correct format for the mixing model.

trout.simmr.in = simmr\_load(mixtures=trout.mix2,  
 source\_names=source.names2,  
 source\_means=source.means3,  
 source\_sds=source.sds3,  
 concentration\_means = conc3)  
  
# (1pt) What is the class of trout.simmr.in? Write the command to find the class on the line below and execute the code.  
class(trout.simmr.in)

## [1] "simmr\_input"

Let’s make a plot of the isospace of our aquatic macroinvertebrate community

# You can use expressions to include symbols in plots. Delta can be called by name in an expression, and ^ indicates that what comes next should be superscript. Note the placement of the quotation marks - these are key for getting the labels to work.  
plot(trout.simmr.in, xlab=expression(paste(delta^13, "C (\u2030)",sep="")), # \u2030 is the unicode for the permil symbol  
 ylab=expression(paste(delta^15, "N (\u2030)",sep="")),   
 title="Isospace plot of potential trout food sources")

![](data:image/png;base64,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)

# Note: The point or points labeled "Mixtures" are the isotopic signatures of the organism for which you are modeling diet. The Mixture in our case is the trout.

# The command simmr\_mcmc creates an isotope mixing model using Markov chain Monte Carlo.  
trout.simmr.out = simmr\_mcmc(trout.simmr.in)

## Only 1 mixture value, performing a simmr solo run...

## module glm loaded

## Compiling model graph  
## Resolving undeclared variables  
## Allocating nodes  
## Graph information:  
## Observed stochastic nodes: 2  
## Unobserved stochastic nodes: 6  
## Total graph size: 111  
##   
## Initializing model

We now need to make sure the model has run correctly. We can get diagnostics using the summary command.

summary(trout.simmr.out,type='diagnostics')

##   
## Summary for 1   
## Gelman diagnostics - these values should all be close to 1.  
## If not, try a longer run of simmr\_mcmc.  
## deviance Algae Mayflies Midges Stoneflies sd[d13C]   
## 1 1 1 1 1 1   
## sd[d15N]   
## 1

# (1pt) Did our model run correctly? What evidence do you see?  
#all the values of the diagnostics were 1

We now have everything we need to estimate the food sources of the trout

# This command creates a box and whisker plot of the potential food sources  
compare\_sources(trout.simmr.out)

## Most popular orderings are as follows:  
## Probability  
## Stoneflies > Algae > Midges > Mayflies 0.2133  
## Stoneflies > Algae > Mayflies > Midges 0.2031  
## Stoneflies > Midges > Algae > Mayflies 0.1614  
## Stoneflies > Midges > Mayflies > Algae 0.1475  
## Stoneflies > Mayflies > Algae > Midges 0.1467  
## Stoneflies > Mayflies > Midges > Algae 0.1281
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# (1pt) What is the trout's main food source?  
# Stoneflies are the trouts main food source.  
# (1pt) Look in the console at the bottom of your screen. What is the probability that the trout's diet consists of Stoneflies > Algae > Midges > Mayflies?  
#0.2072

* You can reuse all the code we wrote above, changing the column indexes and object names to estimate diet for the leech instead of the trout
* Don’t forget that you can use View(iso.data.clean2) (capital V!) at any time to see your dataset as a spreadsheet.

(25 points total)

(2pts) Create the mix object for the leech. Don’t forget to insert a code chunk and write your R code inside of it.

leech.mix <- iso.data.clean2[1, 5:6]  
class(leech.mix)

## [1] "data.frame"

(1pt) Set the column names for the leech inside of a code chunk.

leech.mix2 <- as.matrix(leech.mix)  
  
colnames(leech.mix2) <- c("d13C", "d15N")  
class(leech.mix2)

## [1] "matrix"

(2pts) Create the source means object. Remember that you will need to do this in three steps and end up with numeric values in a matrix. Each of these steps needs to be in a code chunk. Refer back to the source means step for the trout for a reminder of what to write.

source.means <- iso.data.clean2[c(3:4,6,8:16), c(3,5:6)] %>%  
 group\_by(ID) %>%  
 summarize\_all(.funs = c(mean="mean"))  
source.means2 <- source.means[, -1]  
source.means3<- as.matrix(source.means2)

(2pts) Create the source names object from the ID column. Be sure to do this inside a code chunk.

source.names <- source.means[, 1]  
source.names2 <- as.vector(source.names$ID)

(2pts) Create the source sds object inside a code chunk.

source.sds <- as.matrix(iso.data.clean2[c(3:4,6,8:16), c(3,5:6)] %>%  
 group\_by(ID) %>%  
 summarize\_all(.funs = c(sd="sd")))  
  
source.sds2 <- source.sds[,2:3]  
  
source.sds3 <- apply(source.sds2, 2, as.numeric)

(2pts) Create the concentration object from the carbon and nitrogen percentages inside a code chunk.

conc <- iso.data.clean2[c(3:4,6,8:16), c(3, 7:8)] %>%  
 group\_by(ID) %>%  
 summarize\_all(.funs = c(mean="mean"))  
conc2 <- conc[, 2:3]  
conc3 <- apply(conc2, 2, as.numeric)   
class(conc3)

## [1] "matrix"

(2pts) Create the simmr\_in object in a code chunk. *Call it leech.simmr.in*

leech.simmr.in = simmr\_load(mixtures=leech.mix2,  
 source\_names=source.names2,  
 source\_means=source.means2,  
 source\_sds=source.sds3,  
 concentration\_means = conc3)

(1pt) Create the isospace plot of leech.simmr.in within a code chunk.

plot(leech.simmr.in, xlab=expression(paste(delta^13, "C (\u2030)",sep="")), # \u2030 is the unicode for the permil symbol  
 ylab=expression(paste(delta^15, "N (\u2030)",sep="")),   
 title="Isospace plot of potential leech food sources")
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leech.simmr.out = simmr\_mcmc(leech.simmr.in)

## Only 1 mixture value, performing a simmr solo run...  
## Compiling model graph  
## Resolving undeclared variables  
## Allocating nodes  
## Graph information:  
## Observed stochastic nodes: 2  
## Unobserved stochastic nodes: 6  
## Total graph size: 111  
##   
## Initializing model

(2pts) Get diagnostics on leech.simmr.out using the summary command in a code chunk.

summary(leech.simmr.out,type='diagnostics')

##   
## Summary for 1   
## Gelman diagnostics - these values should all be close to 1.  
## If not, try a longer run of simmr\_mcmc.  
## deviance Algae Mayflies Midges Stoneflies sd[d13C]   
## 1.00 1.01 1.00 1.00 1.00 1.00   
## sd[d15N]   
## 1.00

(2pts) Produce the box and whisker plot comparing the sources in the leech’s diet within a code chunk.

compare\_sources(leech.simmr.out)

## Most popular orderings are as follows:  
## Probability  
## Algae > Mayflies > Midges > Stoneflies 0.2711  
## Algae > Mayflies > Stoneflies > Midges 0.2367  
## Algae > Midges > Mayflies > Stoneflies 0.1739  
## Algae > Midges > Stoneflies > Mayflies 0.1350  
## Algae > Stoneflies > Midges > Mayflies 0.0700  
## Algae > Stoneflies > Mayflies > Midges 0.0678  
## Mayflies > Algae > Midges > Stoneflies 0.0153  
## Mayflies > Algae > Stoneflies > Midges 0.0142  
## Mayflies > Stoneflies > Algae > Midges 0.0067  
## Mayflies > Midges > Algae > Stoneflies 0.0044  
## Mayflies > Midges > Stoneflies > Algae 0.0033  
## Mayflies > Stoneflies > Midges > Algae 0.0017
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(5pts) We assumed that this leech was parasitic when we initially collected it. Were those assumptions correct? What makes up the greatest proportion of the leech’s diet? Is it free-living or parasitic? The initial assummption was incorrect. The leech is free living and its diet is made up primarily from algae. —
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