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# Harris Detector

* Using harris detector to detect important keypoints, We have several parameters,
* block\_size: size of neighborhood considered for corner detection.
* ksize: k size, define the size / kernel of the sobel operator. (3 for 3x3, 7 for 7x7 etc.)
* k or sigma – a constant that makes the formula work (0.04-0.06)
* threshold\_factor – which helps determine which points are important and which are trash.
* Applying the algorithm will extract np.array of keypoints [x, y]. So 2darray.

Problems

* The detector extract several “very close points”. We want only 1 point when we do evaluation. We can solve it using non maximum suppression. In the work I solved it using a more sophisticated algorithm DBSCAN which dynamically scanning for clusters of points with certain distance (we use default which is Euclidian).

Rotation

* When using rotation, we get a general problem that image boundary changes. We solve it using parameters from the rotation matrix. I did not delve deep into it to understand the 2x3 rotation matrix. But using these parameters, and some trigonometry, we can calculate the new edges of the rotated image.
* Rotation arises a new problem where, if we want to detect which point is which (matching), we lose the original coordination. Therefor we need to develop a function that given the angle of rotation, restore the points to the original coordinates (it is also possible to use the rotation matrix created above).

Calculation

* After rotating the points to original x, y, We face a computational problem, where we can brute force match the points (~n\*~n), or use something more sophisticated like Kdtrees (~nlog(~n)). I use ~n because we expect to find order of n points.
* There is another art, when picking Harris block\_size together with DBSCAN eps (proximity of search). You can predict the radius of noise and use a suitable eps value, to reduce computation.

Final point about Harris detector

* After many failed attempts to get the original points with respect to rotation so I can make comparison between original image to rotated image, I gave up. I think the last problem I didn’t sold is the offset cause by image expanded after rotation. It just took too much of my time.

# FAST (Features from Accelerated Segment Test)

* Popular corner detection algorithm, known for its speed and efficiency.
* The algorithm is testing candidate points using their surrounding pixels. Depending on the intensity of brighter/darker around the candidate.
* This algorithm extracts a Keypoints object, which will help me take a DESCRIPTOR algorithm so that I can match the original keypoints with augmented keypoints.

Parameters

* Threshold – helps decide the intensity of pixels around the candidate.
  + High value – fewer detect corners
* Non maximum suppression – A general term we’ve learnt in class, which reduce multiple points that repeat themselves in a very small perimeter to only one point.
* Type: some cv2.CONSTANTS (ints) which determine how many surrounding pixels to test

# ORB ()

* This, and the following algorithms will return descriptors, which will make our life **MUCH** easier in evaluating the algorithms over augmented images.