HW14 M072040019 梅瀚中

set.seed(1)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(ISLR)  
library(data.table)

##   
## Attaching package: 'data.table'

## The following objects are masked from 'package:dplyr':  
##   
## between, first, last

library(leaps)  
library(ggplot2)  
library(gam)

## Loading required package: splines

## Loading required package: foreach

## Loaded gam 1.16

library(randomForest)

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

## The following object is masked from 'package:dplyr':  
##   
## combine

dt <- data.table(College)  
n <- length(dt$Outstate)  
train <- sample(n, n/2)  
dt.train <- College[train, ] %>% data.table()  
dt.test <- College[-train, ] %>% data.table()  
reg.fit <- regsubsets(Outstate ~ ., data = dt.train, nvmax = 17, method = "forward")  
reg.summary <- summary(reg.fit)  
  
ggplot(data.frame(cp =reg.summary$cp, nrVar=1:17), aes(x=nrVar, y=cp))+xlab("Number of Variables") + ylab("Cp") + geom\_line()
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which.min(reg.summary$cp)

## [1] 13

ggplot(data.frame(bic =reg.summary$bic, nrVar=1:17), aes(x=nrVar, y=bic))+xlab("Number of Variables") + ylab("BIC") + geom\_line()
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which.min(reg.summary$bic)

## [1] 6

ggplot(data.frame(adjr2 =reg.summary$adjr2, nrVar=1:17), aes(x=nrVar, y=adjr2))+xlab("Number of Variables") + ylab("adjr2") + geom\_line()
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which.max(reg.summary$adjr2)

## [1] 13

co <- coef(reg.fit, id = 6)  
names(co)

## [1] "(Intercept)" "PrivateYes" "Room.Board" "Terminal" "perc.alumni"  
## [6] "Expend" "Grad.Rate"

gam.fit <- gam(Outstate ~ Private + s(Room.Board, df = 2) + s(PhD, df = 2) +s(perc.alumni, df = 2) + s(Expend, df = 2) + s(Grad.Rate, df = 2), data = dt.train)  
par(mfrow = c(2, 3))  
plot(gam.fit, se = T, col = "red")
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gam.pred <- predict(gam.fit, dt.test)  
gam.err <- mean((dt.test$Outstate - gam.pred)^2)  
gam.err

## [1] 3917505

lm.pred <- predict(lm(Outstate~Private+Room.Board+PhD+perc.alumni+Expend+Grad.Rate, data = dt.train), dt.test)  
lm.err <- mean((dt.test$Outstate - lm.pred)^2)  
lm.err

## [1] 4366402

summary(gam.fit)

##   
## Call: gam(formula = Outstate ~ Private + s(Room.Board, df = 2) + s(PhD,   
## df = 2) + s(perc.alumni, df = 2) + s(Expend, df = 2) + s(Grad.Rate,   
## df = 2), data = dt.train)  
## Deviance Residuals:  
## Min 1Q Median 3Q Max   
## -4998.13 -1270.38 -56.62 1144.30 8654.66   
##   
## (Dispersion Parameter for gaussian family taken to be 3415465)  
##   
## Null Deviance: 6221998532 on 387 degrees of freedom  
## Residual Deviance: 1284215010 on 376 degrees of freedom  
## AIC: 6951.911   
##   
## Number of Local Scoring Iterations: 2   
##   
## Anova for Parametric Effects  
## Df Sum Sq Mean Sq F value Pr(>F)   
## Private 1 1814362238 1814362238 531.220 < 2.2e-16 \*\*\*  
## s(Room.Board, df = 2) 1 1282301901 1282301901 375.440 < 2.2e-16 \*\*\*  
## s(PhD, df = 2) 1 411533247 411533247 120.491 < 2.2e-16 \*\*\*  
## s(perc.alumni, df = 2) 1 351023025 351023025 102.775 < 2.2e-16 \*\*\*  
## s(Expend, df = 2) 1 354006775 354006775 103.648 < 2.2e-16 \*\*\*  
## s(Grad.Rate, df = 2) 1 52725971 52725971 15.437 0.0001015 \*\*\*  
## Residuals 376 1284215010 3415465   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Anova for Nonparametric Effects  
## Npar Df Npar F Pr(F)   
## (Intercept)   
## Private   
## s(Room.Board, df = 2) 1 3.409 0.065637 .   
## s(PhD, df = 2) 1 7.133 0.007897 \*\*   
## s(perc.alumni, df = 2) 1 0.735 0.391874   
## s(Expend, df = 2) 1 46.337 3.947e-11 \*\*\*  
## s(Grad.Rate, df = 2) 1 3.814 0.051569 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

expend and outstate ,phd and outstate. 都有非線性的相關 11.(a,b)

set.seed(666)  
y <- rnorm(100)  
x1 <- rnorm(100)  
x2 <- rnorm(100)  
beta1 <- 3.2

a <- y - beta1 \* x1  
beta2 <- lm(a ~ x2)$coef[2]

a <- y - beta2 \* x2  
beta1 <- lm(a ~ x1)$coef[2]

iter <- 10  
df <- data.frame(0.0, 0.27, 0.0)  
names(df) <- c('beta0', 'beta1', 'beta2')  
for (i in 1:iter) {  
 beta1 <- df[nrow(df), 2]  
 a <- y - beta1 \* x1  
 beta2 <- lm(a ~ x2)$coef[2]  
 a <- y - beta2 \* x2  
 beta1 <- lm(a ~ x1)$coef[2]  
 beta0 <- lm(a ~ x1)$coef[1]  
 print(beta0)  
 print(beta1)  
 print(beta2)  
 df[nrow(df) + 1,] <- list(beta0, beta1, beta2)  
}

## (Intercept)   
## -0.05377207   
## x1   
## 0.1648746   
## x2   
## -0.02701404   
## (Intercept)   
## -0.05345771   
## x1   
## 0.1647774   
## x2   
## -0.02337703   
## (Intercept)   
## -0.05345742   
## x1   
## 0.1647774   
## x2   
## -0.02337367   
## (Intercept)   
## -0.05345742   
## x1   
## 0.1647774   
## x2   
## -0.02337367   
## (Intercept)   
## -0.05345742   
## x1   
## 0.1647774   
## x2   
## -0.02337367   
## (Intercept)   
## -0.05345742   
## x1   
## 0.1647774   
## x2   
## -0.02337367   
## (Intercept)   
## -0.05345742   
## x1   
## 0.1647774   
## x2   
## -0.02337367   
## (Intercept)   
## -0.05345742   
## x1   
## 0.1647774   
## x2   
## -0.02337367   
## (Intercept)   
## -0.05345742   
## x1   
## 0.1647774   
## x2   
## -0.02337367   
## (Intercept)   
## -0.05345742   
## x1   
## 0.1647774   
## x2   
## -0.02337367

plot(df$beta0, col = 'red', type = 'l')  
lines(df$beta1, col = 'blue')  
lines(df$beta2, col = 'green')
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plot(df$beta0, col = 'red', type = 'l')  
lines(df$beta1, col = 'blue')  
  
lines(df$beta2, col = 'green')  
res <- coef(lm(y ~ x1 + x2))  
abline(h = res[1], col = 'darkred', lty = 2)  
  
abline(h = res[2], col = 'darkblue', lty = 2)  
abline(h = res[3], col = 'darkgreen', lty = 2)
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8.(a)

library(ISLR)  
set.seed(1)  
train <- sample(1:nrow(Carseats), nrow(Carseats) / 2)  
Carseats.train <- Carseats[train, ]  
Carseats.test <- Carseats[-train, ]

library(tree)

## Warning: package 'tree' was built under R version 3.4.4

tree.carseats <- tree(Sales ~ ., data = Carseats.train)  
summary(tree.carseats)

##   
## Regression tree:  
## tree(formula = Sales ~ ., data = Carseats.train)  
## Variables actually used in tree construction:  
## [1] "ShelveLoc" "Price" "Age" "Advertising" "Income"   
## [6] "CompPrice"   
## Number of terminal nodes: 18   
## Residual mean deviance: 2.36 = 429.5 / 182   
## Distribution of residuals:  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -4.2570 -1.0360 0.1024 0.0000 0.9301 3.9130

plot(tree.carseats)  
text(tree.carseats, pretty = 0)
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yhat <- predict(tree.carseats, newdata = Carseats.test)  
mean((yhat - Carseats.test$Sales)^2)

## [1] 4.148897

set.seed(66)  
cv.carseats <- cv.tree(tree.carseats)  
cv.carseats

## $size  
## [1] 18 17 16 15 14 12 11 10 9 8 7 6 5 4 3 1  
##   
## $dev  
## [1] 939.9094 940.8531 939.3613 947.0518 947.0518 950.7363 924.3627  
## [8] 943.2623 943.2483 952.6955 948.6485 989.8776 1064.0029 1070.0242  
## [15] 1277.8642 1556.5289  
##   
## $k  
## [1] -Inf 15.48181 15.53599 18.69038 18.74886 21.05038 23.79480  
## [8] 25.78579 26.01210 30.10435 32.74801 53.28569 72.33061 78.19599  
## [15] 141.73781 251.22901  
##   
## $method  
## [1] "deviance"  
##   
## attr(,"class")  
## [1] "prune" "tree.sequence"

plot(cv.carseats$size, cv.carseats$dev, type = "b")
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tree.min <- which.min(cv.carseats$dev)  
tree.min

## [1] 7

prune.carseats <- prune.tree(tree.carseats, best = 7)  
plot(prune.carseats)  
text(prune.carseats, pretty = 0)
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yhat <- predict(prune.carseats, newdata = Carseats.test)  
mean((yhat - Carseats.test$Sales)^2)

## [1] 5.340397

set.seed(2)  
bag.carseats <- randomForest(Sales ~ ., data = Carseats.train, mtry = 10, ntree = 500, importance = TRUE)  
yhat.bag <- predict(bag.carseats, newdata = Carseats.test)  
mean((yhat.bag - Carseats.test$Sales)^2)

## [1] 2.589997

importance(bag.carseats)

## %IncMSE IncNodePurity  
## CompPrice 13.2344536 131.849636  
## Income 4.6367511 75.526457  
## Advertising 16.6245040 121.816698  
## Population 1.6032835 64.313699  
## Price 52.7977583 514.114830  
## ShelveLoc 44.2943454 322.568738  
## Age 21.5475296 189.109365  
## Education 0.1292647 41.497630  
## Urban -1.5963483 8.910302  
## US 7.0788293 14.977665

“Price” and “ShelveLoc” are the two most important variables.

set.seed(2)  
rf.carseats <- randomForest(Sales ~ ., data = Carseats.train, mtry = 3, ntree = 500, importance = TRUE)  
yhat.rf <- predict(rf.carseats, newdata = Carseats.test)  
mean((yhat.rf - Carseats.test$Sales)^2)

## [1] 3.330217

importance(rf.carseats)

## %IncMSE IncNodePurity  
## CompPrice 8.1072721 129.32783  
## Income 3.7431236 130.88067  
## Advertising 13.9075613 142.85316  
## Population 0.3403256 98.64407  
## Price 38.3612684 381.39357  
## ShelveLoc 31.7251761 231.59902  
## Age 16.9960584 202.01140  
## Education 1.5026488 68.56184  
## Urban -2.6623358 14.19184  
## US 7.0944213 32.56292

m^2=p 這裡取3 “Price” and “ShelveLoc” are the two most important variables.

Hitters <- na.omit(Hitters)  
Hitters$Salary <- log(Hitters$Salary)

Hitters.train <- Hitters[1:200,]  
Hitters.test <- Hitters[201:263, ]

library(gbm)

## Warning: package 'gbm' was built under R version 3.4.4

## Loaded gbm 2.1.4

set.seed(3)  
pows <- seq(-10, -0.2, by = 0.1)  
lambdas <- 10^pows  
train.err <- rep(NA, length(lambdas))  
for (i in 1:length(lambdas)) {  
 boost.hitters <- gbm(Salary ~ ., data = Hitters.train, distribution = "gaussian", n.trees = 1000, shrinkage = lambdas[i])  
 pred.train <- predict(boost.hitters, Hitters.train, n.trees = 1000)  
 train.err[i] <- mean((pred.train - Hitters.train$Salary)^2)  
}  
plot(lambdas, train.err, type = "b", xlab = "Shrinkage values", ylab = "Training MSE")

![](data:image/png;base64,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) (d)

set.seed(3)  
test.err <- rep(NA, length(lambdas))  
for (i in 1:length(lambdas)) {  
 boost.hitters <- gbm(Salary ~ ., data = Hitters.train, distribution = "gaussian", n.trees = 1000, shrinkage = lambdas[i])  
 yhat <- predict(boost.hitters, Hitters.test, n.trees = 1000)  
 test.err[i] <- mean((yhat - Hitters.test$Salary)^2)  
}  
plot(lambdas, test.err, type = "b", xlab = "Shrinkage values", ylab = "Test MSE")
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min(test.err)

## [1] 0.2556347

lambdas[which.min(test.err)]

## [1] 0.03981072

minimum test MSE is 0.2556347, and is obtained for λ=0.0398.

set.seed(3)  
library(glmnet)

## Warning: package 'glmnet' was built under R version 3.4.4

## Loading required package: Matrix

## Loaded glmnet 2.0-16

x <- model.matrix(Salary ~ ., data = Hitters.train)  
x.test <- model.matrix(Salary ~ ., data = Hitters.test)  
y <- Hitters.train$Salary  
fit1 <- glmnet(x, y, alpha = 0)  
pred1 <- predict(fit1, s = 0.01, newx = x.test)  
mean((pred1 - Hitters.test$Salary)^2)

## [1] 0.4570283

fit2 <- glmnet(x, y, alpha = 1)  
pred2 <- predict(fit2, s = 0.01, newx = x.test)  
mean((pred2 - Hitters.test$Salary)^2)

## [1] 0.4700537

The test MSE for boosting is lower than for lasso regression and ridge regression.

library(gbm)  
boost.hitters <- gbm(Salary ~ ., data = Hitters.train, distribution = "gaussian", n.trees = 5000, shrinkage = lambdas[which.min(test.err)])  
summary(boost.hitters)
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## var rel.inf  
## CAtBat CAtBat 15.6183486  
## PutOuts PutOuts 9.6836489  
## Walks Walks 7.9265626  
## CRBI CRBI 7.5584225  
## CWalks CWalks 6.3285703  
## Assists Assists 6.1232738  
## CRuns CRuns 6.0587244  
## CHmRun CHmRun 5.9038047  
## CHits CHits 5.6982699  
## Years Years 5.4087280  
## RBI RBI 4.5121143  
## AtBat AtBat 4.5030386  
## Hits Hits 4.2766237  
## HmRun HmRun 3.4823999  
## Runs Runs 3.1408200  
## Errors Errors 2.1889159  
## Division Division 0.7611512  
## NewLeague NewLeague 0.5721485  
## League League 0.2544340

“CAtBat” is the most important variable. (g)

set.seed(3)  
bag.hitters <- randomForest(Salary ~ ., data = Hitters.train, mtry = 19, ntree = 500)  
yhat.bag <- predict(bag.hitters, newdata = Hitters.test)  
mean((yhat.bag - Hitters.test$Salary)^2)

## [1] 0.2316231

set.seed(66)  
train <- 1:1000  
Caravan.train <- Caravan[train, ]  
Caravan.test <- Caravan[-train, ]

set.seed(66)  
Caravan$Purchase <- ifelse(Caravan$Purchase == "Yes", 1, 0)  
boost.caravan <- gbm(Purchase ~ ., data = Caravan.train, distribution = "gaussian", n.trees = 1000, shrinkage = 0.01)

## Warning in gbm.fit(x = x, y = y, offset = offset, distribution =  
## distribution, : variable 50: PVRAAUT has no variation.

## Warning in gbm.fit(x = x, y = y, offset = offset, distribution =  
## distribution, : variable 71: AVRAAUT has no variation.

summary(boost.caravan)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA7VBMVEUAAAAAADoAAGYAAP8AA/8ABv8ACf8ADP8AD/8AEv8AFf8AGP8AG/8AIf8AJP8AJ/8ALv8AMf8ANP8AN/8AOpAAOv8APf8AQP8AQ/8ARv8ASf8ATP8AT/8AUv8AVf8AW/8AXv8AYf8AZrYAZ/8Aav8Abf8AcP8Ac/8Adv8Aef8AfP8AgP8Ag/8Ahv8Aif8AjP8Aj/8Alf86AAA6ADo6AGY6kJA6kNtmAABmADpmOpBmZmZmtrZmtv+QOgCQOmaQZgCQkNuQ2/+2ZgC2Zma225C2/7a2///bkDrb/7bb////tmb/25D//7b//9v///+w/NUUAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAMs0lEQVR4nO2diXrjthVG6em+p627r3H3vXVbq+3Yac00w5qW9P6PU4KgZMljgbwgIYK/z/m+TCYxBUI4BgiAwEWxBWmKuTMAaUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFicBIILOANzCv4UJCeR4Kr51blt//Lm3ekk4QwkEVxd3G/Xq6s+wZ+G95itr2O58ebupv3z8oEabGa0qUgsN16v2uZ5W14+BAV/RgKR8YW9BjeUV6+hBo8r2FywPYM7retVsVDB4wpriVh70b6R3tyFBH82WxA8SZIZM/23zZ0Ugj83L6/QYoCYXnRfknMTWRSapBD8+TOByQEsugZHfudXRQrBXzgH2B2GTfBT5Zl/HDz+u78KFttER37fV0cKwV88AwgeCDVYnBSCvzQ56IxmIVOV0+fytRDXi758CCX55dEgdDKiijL4MmmSGhz7deA5cUW5ubsKJInfjIgsyyrQSCM4J2IFJ5vJivwecIIUgr8yAgRPTHZNdOT3gBOk6GR9NQLEJiKuYMvph0mR+YceUkx0fM0MepORyVTl9LkAT2TRbj6acpgUmXcYQFThVhOv6IjOPfRiL9y6MXJxH0oSvxlhLF3fz7oJJ/mBDQSnxFS6ZSP3qpHcI5ganBERKzp6BX/dAHYTYyrgOkENHpV76MVawOWAZ/A3hoPf1NhL2PWzputFx+ccBhFVwvVk4+DofMNAYov444Dgbw4GwcmZeS56+rvDMbYoO09mQk30twaB3LNgKub1Kti72iVJ7c0IYzE3lTg8RnJJfrsf7J4Le0mXoea5TZLqmxExJV11IWdPJfmdXvB7NuKK+vF65Dg4NrtgJaKoXWd67KK7+AyDDXNRuxcO4W3CxXd7QfDZMBZ16V4n9SVJDc4IW7TZvg60T/J7YbB7TlLMZFF9MyLFXPT3T4DZGTjry4bp7wV9pBD8g5fB7xycswZPfyvo5XyCp78RDCCF4B++BILngRosTgrBP3oJBM8DNVicFIJ//BIIngdqsDgIFgfB4pxJ8PR3gWGkEPyT90DwbFCDxUkh+KfPwe98nKcGT38TGEgKwR8eg945sZV+VXRrZk0BwcflEEZhW1V5cb9dr9y6WQQvBduqypv2z8sHBC+GmJPPyssHi+CROYRR2GtwQ3kVFPyzIxA8K7ZncKd1vbIsfB+XQRiHtRftG+ng0WfFz49A8KycYaJj+jvAcFII/sUB6J0Z80THm3dl0RPCgfqbEeZOVumOXHm8DhjGb06Yh0mP126sFDz57JdPIHhuzBMdPlp0PXSYNDqDMI4Ugn+1B7+zk7gGj84fjCSF4F93oDcDktbg0bmD0cQdThkOwvKbDgRnQNKpyunTBispBU+fNJgxNdH/2f81eProbz0IzgHbM3gXDLwe9D54VMZgGoyhDFvDm7twtNnfeRCcA9a3STftK6VgWH9qcE4YLVTF21UReNHQJvn7FvxmgVVDFT7Wrk2SCpwRZg1VTzjwJsk/OPCbB3YPvYapwDmRYqoSwRmRYibrjw4E50G6qcrpE4YIbB7aBVl13wHRf2rAbyaYRLSLKeumkzVgVeXYjME0mESUbmtw6fpXZeBwneLPDQjOBPPLhs2dc9u/omN0zmASEi3ZGZ0vmAizYP/4DS58R3BGmJ/BLk5H106fShK/GWFyUV/cr1eu7pbB98F/QXA+2Fw0Q+B261nwhSE1OCdSzGRNnyREg2BxUpw+Oj5XMBkmG+tV73IOa5KQGKONphIHF9xFJAlJsdso+44BR3BOxNioeoKwxOYFEhBn4/GaTtZCiLDhOtPBmaz43MDkmG3URbiBRnBeGG2URRF4zRCVJCTFuPmspwNtTxISw0yWOMxFi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4Rhs+4Gw45DuCc8Jmo/SbGqrgHlIE54Q1yo7/SzhW5Zj8wMTYFr7vt60EY1WOyA5MTdzBWNuKnQ0LwRzK0BOMVTkmPzAxCBYHweIgWJwUx+qMzxVMBlOV4iBYHJpoceJslKHJaATnRIyNpiYT6W4pRNioe2LtIDgnYo6X7TsBPDYvkACrjQHxhBGcE/YVHX0HgCM4K6ynrgwIdYfgnDCGMuwNVGlNEhLDRIc4TFWKE2lj8xE1eBlE2ahooheD3YYL+R48PgnBORG1syE81YHgnLCdH1y4iP4Hq2fHJwmJiViTheAlYdu6Qg1eHFYbJc/gZWG34fpZ9KIXQ5SNmnHwYoi18TGClwFz0eJEbl2ZKklIDYLFQbA4CBaHFR3iUIPFQbA4CBYHweIwkyWOzcbj9U37qiH4NglywiS4DVFZF7fhWJWQE7Y1WW7nSumGwKFYlZAT5liVPiJpKE4W5IS5F+1XZCF4KZgF+8dv1bPLH3LB/AyuXA/6IHI05I014vt65epuGWqhCzAzVmPAhunquj2Q4/E62EBH5Dbbj2Scs/mSzrZMEDxbktl+JOOczZd0tmWC4B7W/xw0Nsq2TBDcw3qVKspOth/JOGdJkq6K/jho+ZYJggdQ9odCy7ZMEDyEx+t2ZD7tqspsP5JxztIkvbkbEswQ8sEmuBzyDIacSNCLhpxIMA6GnGAJpDjmcfCbdy4OC0/ipWAS7E4NLv0LQwwvBIvgzd1NtzSaJTuLgUV34iBYHASLg2BxECzO1DE67FsPN3dFX3jTlyiN/Xj3Fsw60VpZR/yPf2uLxVII/iORhTCAiWey6uaL1SbDm7vm8mEHMh3dqO8ExefXN5evV7a7uDX+tcXwetX+3lsKwX8kshCGECn4xKkr7UjZtvWw2wpjbPKbxsQk2GfMdhe/fcPwZboYrZZC6D4SVwiDiBJ88tSV6Izaar2baPm3SfDjX+1b1q2C6+KmNtrafaT7rxT76u2CQ6eu+HKM6IEF98K8eB/bM7h+88nK/JAzN9H+m9sK4eA6YyEMwyi459QV/zto/02sbWXvGkGb4Mo1OeYtc+YeY2vLVghPgo2FMBDb7sKi58yGSMG1sXvhZsKNgi8imhZXo/zU+1DGCLYWwkAiwigFBMc10dZf3fYuRsFtlmwvwSI6FCOa6DT117p9tK8GR3WyKvOzsRuLG2z5YrR1tSKaI2sna58zeyEMxb4uOvQMjhgmNV8t6t2yrQb7xsfWtHhRps/U1mHSLv3IQhiAvRcdPHXFPtFhe8g9YZzJco9tX/KGW8Q9g22F0FX6RPU3chwcOHWlsnY8u/bW3PG2TlXWEXOBpfUz+/Z2+PdpPxJbCAOInaoMnLoCOcGqSnEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLI6I4DYM0bOdRN12Zk99e/zfp66riuLvJ65bJjKC292aRxE1DsWdkvsct/d56LXLQEvwURSOOMGna/oy0RLsN5VWvq1uRfnw9C7M3eX/Vrfdnu426ti+PfdS366aC911bz5Z3XZBG28P0mp/vvX/42q7PUwga7QEt/9yAVfcjmonaHcofVczu9BXlw+7axz+Z066O+C8vW4v+Ckt//MusZvtYQJZoyXYRULYR0t1ov5x70Mx7JpeFzmjueAooqr/WRvM/vaZ4IO0dj/f/VIsJSSrjOB9XBYfPKGTtW239j8Jdv80F+yvcRfsn7ud2QPBx2mtd238wU1m+r7DkRF85crbVeN6F4OnrbHNM/W/BzXYtdlNC72/xn02JPgwrVZwF6fnKIGsURLsY03tw5/sKtxhE93GNLw9DpHSW4O3+1DZz2rwEpASvC27/lSLE9RGnjtoops//tU+hp+Nl98TfHPYym8Pfv7UMVsGWoLXq2aY1IYtLNsesa+8xc3BBEbpBzndNf5D7wne3F0+NI/128O0nrrV7maHCWSNlmAfMK7yEem7Z/DFvfNQtuPg7X6yq3qKWv+C4DYY2NvdOHhX5fcD46vjBLJGRDCcAsHiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOP8Hyi/ZBsdgdJYAAAAASUVORK5CYII=)

## var rel.inf  
## PPERSAUT PPERSAUT 13.95296765  
## MKOOPKLA MKOOPKLA 10.83831350  
## MOPLHOOG MOPLHOOG 7.76549598  
## MBERMIDD MBERMIDD 6.05741299  
## PBRAND PBRAND 5.00733872  
## MGODGE MGODGE 4.12113823  
## ABRAND ABRAND 3.99513883  
## MINK3045 MINK3045 3.95740866  
## PWAPART PWAPART 3.24932769  
## MOSTYPE MOSTYPE 2.62094769  
## MAUT1 MAUT1 2.57840012  
## MSKC MSKC 2.39579479  
## MAUT2 MAUT2 2.07151938  
## MGODPR MGODPR 2.00075807  
## MBERARBG MBERARBG 1.90579453  
## MBERHOOG MBERHOOG 1.86562082  
## MFWEKIND MFWEKIND 1.77056258  
## MSKA MSKA 1.73559519  
## PBYSTAND PBYSTAND 1.70273449  
## MRELGE MRELGE 1.52521671  
## MFGEKIND MFGEKIND 1.39816091  
## MINKGEM MINKGEM 1.36763961  
## MSKB1 MSKB1 1.35557971  
## MGODOV MGODOV 1.26912366  
## MAUT0 MAUT0 0.99204495  
## MGODRK MGODRK 0.94965603  
## MINK7512 MINK7512 0.88036195  
## MHKOOP MHKOOP 0.87563109  
## MOPLMIDD MOPLMIDD 0.86994603  
## MINKM30 MINKM30 0.86755742  
## MINK4575 MINK4575 0.73476838  
## MZFONDS MZFONDS 0.70893373  
## MRELOV MRELOV 0.63245337  
## MBERBOER MBERBOER 0.63181952  
## MHHUUR MHHUUR 0.61101915  
## MGEMOMV MGEMOMV 0.60442559  
## MBERARBO MBERARBO 0.50065137  
## MOSHOOFD MOSHOOFD 0.46697934  
## MFALLEEN MFALLEEN 0.42089811  
## MSKD MSKD 0.36000330  
## MRELSA MRELSA 0.34739723  
## MZPART MZPART 0.33560963  
## APERSAUT APERSAUT 0.32535124  
## PLEVEN PLEVEN 0.26300564  
## MSKB2 MSKB2 0.25874648  
## MGEMLEEF MGEMLEEF 0.22417065  
## PMOTSCO PMOTSCO 0.20114921  
## MBERZELF MBERZELF 0.19938501  
## MOPLLAAG MOPLLAAG 0.13071190  
## MINK123M MINK123M 0.09933319  
## MAANTHUI MAANTHUI 0.00000000  
## PWABEDR PWABEDR 0.00000000  
## PWALAND PWALAND 0.00000000  
## PBESAUT PBESAUT 0.00000000  
## PVRAAUT PVRAAUT 0.00000000  
## PAANHANG PAANHANG 0.00000000  
## PTRACTOR PTRACTOR 0.00000000  
## PWERKT PWERKT 0.00000000  
## PBROM PBROM 0.00000000  
## PPERSONG PPERSONG 0.00000000  
## PGEZONG PGEZONG 0.00000000  
## PWAOREG PWAOREG 0.00000000  
## PZEILPL PZEILPL 0.00000000  
## PPLEZIER PPLEZIER 0.00000000  
## PFIETS PFIETS 0.00000000  
## PINBOED PINBOED 0.00000000  
## AWAPART AWAPART 0.00000000  
## AWABEDR AWABEDR 0.00000000  
## AWALAND AWALAND 0.00000000  
## ABESAUT ABESAUT 0.00000000  
## AMOTSCO AMOTSCO 0.00000000  
## AVRAAUT AVRAAUT 0.00000000  
## AAANHANG AAANHANG 0.00000000  
## ATRACTOR ATRACTOR 0.00000000  
## AWERKT AWERKT 0.00000000  
## ABROM ABROM 0.00000000  
## ALEVEN ALEVEN 0.00000000  
## APERSONG APERSONG 0.00000000  
## AGEZONG AGEZONG 0.00000000  
## AWAOREG AWAOREG 0.00000000  
## AZEILPL AZEILPL 0.00000000  
## APLEZIER APLEZIER 0.00000000  
## AFIETS AFIETS 0.00000000  
## AINBOED AINBOED 0.00000000  
## ABYSTAND ABYSTAND 0.00000000

“PPERSAUT” is the most important variables. (c)

probs.test <- predict(boost.caravan, Caravan.test, n.trees = 1000, type = "response")  
pred.test <- ifelse(probs.test > 0.2, 1, 0)  
table(Caravan.test$Purchase, pred.test)

## pred.test  
## 1  
## No 4533  
## Yes 289

14/(38+14)

## [1] 0.2692308

logit.caravan <- glm(Purchase ~., data = Caravan.train, family = "binomial")

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

probs.test2 <- predict(logit.caravan, Caravan.test, type = "response")

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type =  
## ifelse(type == : prediction from a rank-deficient fit may be misleading

pred.test2 <- ifelse(probs.test > 0.2, 1, 0)  
table(Caravan.test$Purchase, pred.test2)

## pred.test2  
## 1  
## No 4533  
## Yes 289
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When you click the **Knit** button a document will be generated that includes both content as well as the output of any embedded R code chunks within the document. You can embed an R code chunk like this:

summary(cars)

## speed dist   
## Min. : 4.0 Min. : 2.00   
## 1st Qu.:12.0 1st Qu.: 26.00   
## Median :15.0 Median : 36.00   
## Mean :15.4 Mean : 42.98   
## 3rd Qu.:19.0 3rd Qu.: 56.00   
## Max. :25.0 Max. :120.00
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Note that the echo = FALSE parameter was added to the code chunk to prevent printing of the R code that generated the plot.