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Q1 (a) best subset selection 有最小的training RSS (b) best subset selection 有最小的training RSS (c) (i) true (ii) true (iii)false (iv) false (v) false

Q8 (a)

set.seed(6)  
x <- rnorm(100)  
eps <- rnorm(100)

y <- 6 + 1\*x + 4\*x^2 - 1\*x^3 + eps

library(leaps)

## Warning: package 'leaps' was built under R version 3.4.4

data.full <- data.frame(y,x)  
regfit.full <- regsubsets(y~ poly(x,10), data = data.full, nvmax = 10)  
reg.summary <- summary(regfit.full)  
par(mfrow = c(2, 2))  
plot(reg.summary$cp, xlab = "Number of variables", ylab = "C\_p", type = "l")  
points(which.min(reg.summary$cp), reg.summary$cp[which.min(reg.summary$cp)], col = "red", cex = 2, pch = 20)  
plot(reg.summary$bic, xlab = "Number of variables", ylab = "BIC", type = "l")  
points(which.min(reg.summary$bic), reg.summary$bic[which.min(reg.summary$bic)], col = "red", cex = 2, pch = 20)  
plot(reg.summary$adjr2, xlab = "Number of variables", ylab = "Adjusted R^2", type = "l")  
points(which.max(reg.summary$adjr2), reg.summary$adjr2[which.max(reg.summary$adjr2)], col = "red", cex = 2, pch = 20)  
cbind(reg.summary$which , adjr2=reg.summary$adjr2 , cp=reg.summary$cp , bic=reg.summary$bic)

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)4  
## 1 1 0 1 0 0  
## 2 1 0 1 1 0  
## 3 1 1 1 1 0  
## 4 1 1 1 1 0  
## 5 1 1 1 1 0  
## 6 1 1 1 1 0  
## 7 1 1 1 1 1  
## 8 1 1 1 1 1  
## 9 1 1 1 1 1  
## 10 1 1 1 1 1  
## poly(x, 10)5 poly(x, 10)6 poly(x, 10)7 poly(x, 10)8 poly(x, 10)9  
## 1 0 0 0 0 0  
## 2 0 0 0 0 0  
## 3 0 0 0 0 0  
## 4 0 0 0 0 1  
## 5 0 0 1 0 1  
## 6 0 0 1 0 1  
## 7 0 0 1 0 1  
## 8 0 1 1 0 1  
## 9 0 1 1 1 1  
## 10 1 1 1 1 1  
## poly(x, 10)10 adjr2 cp bic  
## 1 0 0.8285474 328.194416 -168.1497  
## 2 0 0.9547620 16.782243 -297.8071  
## 3 0 0.9574948 11.016915 -300.4693  
## 4 0 0.9596681 6.731328 -302.1597  
## 5 0 0.9604284 5.908741 -300.5159  
## 6 1 0.9606403 6.412214 -297.5171  
## 7 1 0.9608499 6.931720 -294.5270  
## 8 1 0.9608597 7.920939 -291.0396  
## 9 1 0.9607677 9.141763 -287.3048  
## 10 1 0.9603900 11.000000 -282.8587

coef(regfit.full, which.max(reg.summary$adjr2))

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)4   
## 9.6528494 2.4395360 39.8799313 -15.4983433 1.0651987   
## poly(x, 10)6 poly(x, 10)7 poly(x, 10)9 poly(x, 10)10   
## 0.8801486 -1.4707912 -2.1948269 1.0709511

coef(regfit.full, which.min(reg.summary$cp))

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)7   
## 9.652849 2.439536 39.879931 -15.498343 -1.470791   
## poly(x, 10)9   
## -2.194827

coef(regfit.full, which.min(reg.summary$bic))

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)9   
## 9.652849 2.439536 39.879931 -15.498343 -2.194827
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regfit.fwd <- regsubsets(y ~ poly(x,10), data = data.full, nvmax = 10, method = "forward")  
reg.summary.fwd <- summary(regfit.fwd)  
par(mfrow = c(2, 2))  
plot(reg.summary.fwd$cp, xlab = "Number of variables", ylab = "C\_p", type = "l")  
points(which.min(reg.summary.fwd$cp), reg.summary.fwd$cp[which.min(reg.summary.fwd$cp)], col = "red", cex = 2, pch = 20)  
plot(reg.summary.fwd$bic, xlab = "Number of variables", ylab = "BIC", type = "l")  
points(which.min(reg.summary.fwd$bic), reg.summary.fwd$bic[which.min(reg.summary.fwd$bic)], col = "red", cex = 2, pch = 20)  
plot(reg.summary.fwd$adjr2, xlab = "Number of variables", ylab = "Adjusted R^2", type = "l")  
points(which.max(reg.summary.fwd$adjr2), reg.summary.fwd$adjr2[which.max(reg.summary.fwd$adjr2)], col = "red", cex = 2, pch = 20)  
mtext("Plots of C\_p, BIC and adjusted R^2 for forward stepwise selection", side = 3, line = -2, outer = TRUE)  
coef(regfit.fwd, which.max(reg.summary.fwd$adjr2))

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)4   
## 9.6528494 2.4395360 39.8799313 -15.4983433 1.0651987   
## poly(x, 10)6 poly(x, 10)7 poly(x, 10)9 poly(x, 10)10   
## 0.8801486 -1.4707912 -2.1948269 1.0709511

coef(regfit.full, which.min(reg.summary.fwd$cp))

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)7   
## 9.652849 2.439536 39.879931 -15.498343 -1.470791   
## poly(x, 10)9   
## -2.194827

coef(regfit.full, which.min(reg.summary.fwd$bic))

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)9   
## 9.652849 2.439536 39.879931 -15.498343 -2.194827

cbind(reg.summary.fwd$which , adjr2=reg.summary.fwd$adjr2 , cp=reg.summary.fwd$cp , bic=reg.summary.fwd$bic)

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)4  
## 1 1 0 1 0 0  
## 2 1 0 1 1 0  
## 3 1 1 1 1 0  
## 4 1 1 1 1 0  
## 5 1 1 1 1 0  
## 6 1 1 1 1 0  
## 7 1 1 1 1 1  
## 8 1 1 1 1 1  
## 9 1 1 1 1 1  
## 10 1 1 1 1 1  
## poly(x, 10)5 poly(x, 10)6 poly(x, 10)7 poly(x, 10)8 poly(x, 10)9  
## 1 0 0 0 0 0  
## 2 0 0 0 0 0  
## 3 0 0 0 0 0  
## 4 0 0 0 0 1  
## 5 0 0 1 0 1  
## 6 0 0 1 0 1  
## 7 0 0 1 0 1  
## 8 0 1 1 0 1  
## 9 0 1 1 1 1  
## 10 1 1 1 1 1  
## poly(x, 10)10 adjr2 cp bic  
## 1 0 0.8285474 328.194416 -168.1497  
## 2 0 0.9547620 16.782243 -297.8071  
## 3 0 0.9574948 11.016915 -300.4693  
## 4 0 0.9596681 6.731328 -302.1597  
## 5 0 0.9604284 5.908741 -300.5159  
## 6 1 0.9606403 6.412214 -297.5171  
## 7 1 0.9608499 6.931720 -294.5270  
## 8 1 0.9608597 7.920939 -291.0396  
## 9 1 0.9607677 9.141763 -287.3048  
## 10 1 0.9603900 11.000000 -282.8587

regfit.bwd <- regsubsets(y~ poly(x,10), data = data.full, nvmax = 10, method = "backward")  
reg.summary.bwd <- summary(regfit.bwd)  
par(mfrow = c(2, 2))
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plot(reg.summary.bwd$cp, xlab = "Number of variables", ylab = "C\_p", type = "l")  
points(which.min(reg.summary.bwd$cp), reg.summary.bwd$cp[which.min(reg.summary.bwd$cp)], col = "red", cex = 2, pch = 20)  
plot(reg.summary.bwd$bic, xlab = "Number of variables", ylab = "BIC", type = "l")  
points(which.min(reg.summary.bwd$bic), reg.summary.bwd$bic[which.min(reg.summary.bwd$bic)], col = "red", cex = 2, pch = 20)  
plot(reg.summary.bwd$adjr2, xlab = "Number of variables", ylab = "Adjusted R^2", type = "l")  
points(which.max(reg.summary.bwd$adjr2), reg.summary.bwd$adjr2[which.max(reg.summary.bwd$adjr2)], col = "red", cex = 2, pch = 20)  
mtext("Plots of C\_p, BIC and adjusted R^2 for backward stepwise selection", side = 3, line = -2, outer = TRUE)  
coef(regfit.bwd, which.max(reg.summary.bwd$adjr2))

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)4   
## 9.6528494 2.4395360 39.8799313 -15.4983433 1.0651987   
## poly(x, 10)6 poly(x, 10)7 poly(x, 10)9 poly(x, 10)10   
## 0.8801486 -1.4707912 -2.1948269 1.0709511

coef(regfit.full, which.min(reg.summary.bwd$cp))

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)7   
## 9.652849 2.439536 39.879931 -15.498343 -1.470791   
## poly(x, 10)9   
## -2.194827

coef(regfit.full, which.min(reg.summary.bwd$bic))

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)9   
## 9.652849 2.439536 39.879931 -15.498343 -2.194827

cbind(reg.summary.bwd$which , adjr2=reg.summary.bwd$adjr2 , cp=reg.summary.bwd$cp , bic=reg.summary.bwd$bic)

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)4  
## 1 1 0 1 0 0  
## 2 1 0 1 1 0  
## 3 1 1 1 1 0  
## 4 1 1 1 1 0  
## 5 1 1 1 1 0  
## 6 1 1 1 1 0  
## 7 1 1 1 1 1  
## 8 1 1 1 1 1  
## 9 1 1 1 1 1  
## 10 1 1 1 1 1  
## poly(x, 10)5 poly(x, 10)6 poly(x, 10)7 poly(x, 10)8 poly(x, 10)9  
## 1 0 0 0 0 0  
## 2 0 0 0 0 0  
## 3 0 0 0 0 0  
## 4 0 0 0 0 1  
## 5 0 0 1 0 1  
## 6 0 0 1 0 1  
## 7 0 0 1 0 1  
## 8 0 1 1 0 1  
## 9 0 1 1 1 1  
## 10 1 1 1 1 1  
## poly(x, 10)10 adjr2 cp bic  
## 1 0 0.8285474 328.194416 -168.1497  
## 2 0 0.9547620 16.782243 -297.8071  
## 3 0 0.9574948 11.016915 -300.4693  
## 4 0 0.9596681 6.731328 -302.1597  
## 5 0 0.9604284 5.908741 -300.5159  
## 6 1 0.9606403 6.412214 -297.5171  
## 7 1 0.9608499 6.931720 -294.5270  
## 8 1 0.9608597 7.920939 -291.0396  
## 9 1 0.9607677 9.141763 -287.3048  
## 10 1 0.9603900 11.000000 -282.8587
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library(glmnet)

## Warning: package 'glmnet' was built under R version 3.4.4

## Loading required package: Matrix

## Loading required package: foreach

## Warning: package 'foreach' was built under R version 3.4.4

## Loaded glmnet 2.0-16

xmat <- model.matrix(y ~ poly(x, 10), data = data.full)[, -1]  
cv.lasso <- cv.glmnet(xmat, y, alpha = 1)  
plot(cv.lasso)

![](data:image/png;base64,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)

bestlam <- cv.lasso$lambda.min  
bestlam

## [1] 0.01368069

fit.lasso <- glmnet(xmat, y, alpha = 1)  
predict(fit.lasso, s = bestlam, type = "coefficients")[1:11, ]

## (Intercept) poly(x, 10)1 poly(x, 10)2 poly(x, 10)3 poly(x, 10)4   
## 9.6528494 2.3027292 39.7431244 -15.3615364 0.9283918   
## poly(x, 10)5 poly(x, 10)6 poly(x, 10)7 poly(x, 10)8 poly(x, 10)9   
## 0.1928100 0.7433417 -1.3339843 -0.6359537 -2.0580200   
## poly(x, 10)10   
## 0.9341442

y <- 2 + 2 \* x^7 + eps  
data.full <- data.frame(y = y, x = x)  
regfit.full <- regsubsets(y ~ x + I(x^2) + I(x^3) + I(x^4) + I(x^5) + I(x^6) + I(x^7) + I(x^8) + I(x^9) + I(x^10), data = data.full, nvmax = 10)  
reg.summary <- summary(regfit.full)  
par(mfrow = c(2, 2))  
plot(reg.summary$cp, xlab = "Number of variables", ylab = "C\_p", type = "l")  
points(which.min(reg.summary$cp), reg.summary$cp[which.min(reg.summary$cp)], col = "red", cex = 2, pch = 20)  
plot(reg.summary$bic, xlab = "Number of variables", ylab = "BIC", type = "l")  
points(which.min(reg.summary$bic), reg.summary$bic[which.min(reg.summary$bic)], col = "red", cex = 2, pch = 20)  
plot(reg.summary$adjr2, xlab = "Number of variables", ylab = "Adjusted R^2", type = "l")  
points(which.max(reg.summary$adjr2), reg.summary$adjr2[which.max(reg.summary$adjr2)], col = "red", cex = 2, pch = 20)
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coef(regfit.full, 7)

## (Intercept) I(x^3) I(x^4) I(x^5) I(x^7) I(x^8)   
## 1.92087583 2.43622678 0.32696657 -2.85755666 3.11210119 -0.14228466   
## I(x^9) I(x^10)   
## -0.14080160 0.03190193

coef(regfit.full, 1)

## (Intercept) I(x^7)   
## 1.900514 2.000573

We find that, with Cp we pick the 7-variables model, with BIC we pick the 1-variables model, and with adjusted R2 we pick the 7-variables model.

Q9 (a) Split the data set into a training set and a test set.

library(ISLR)

## Warning: package 'ISLR' was built under R version 3.4.4

data("College")  
college <- College  
sum(is.na(College))

## [1] 0

set.seed(123)  
attach(college)  
indexes=sample(1:nrow(college),size=0.3\*nrow(college))  
# Split data, 70% training & 30% test  
train=college[-indexes,]  
test=college[indexes,]

1. Fit a linear model using least squares on the training set, and report the test error obtained.

model=lm(Apps~.,data=train)  
summary(model)

##   
## Call:  
## lm(formula = Apps ~ ., data = train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2818.7 -498.6 -44.0 340.5 6464.0   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -233.97009 491.79329 -0.476 0.634451   
## PrivateYes -859.99870 169.01676 -5.088 5.04e-07 \*\*\*  
## Accept 1.22978 0.06047 20.336 < 2e-16 \*\*\*  
## Enroll -0.06919 0.25206 -0.275 0.783806   
## Top10perc 55.57605 6.35642 8.743 < 2e-16 \*\*\*  
## Top25perc -17.86627 5.04564 -3.541 0.000434 \*\*\*  
## F.Undergrad 0.03436 0.04453 0.772 0.440698   
## P.Undergrad 0.03569 0.03563 1.002 0.316872   
## Outstate -0.06382 0.02238 -2.852 0.004522 \*\*   
## Room.Board 0.21330 0.05598 3.810 0.000155 \*\*\*  
## Books 0.16288 0.32559 0.500 0.617107   
## Personal -0.05011 0.07316 -0.685 0.493741   
## PhD -6.14646 5.25532 -1.170 0.242704   
## Terminal -6.10063 5.76071 -1.059 0.290083   
## S.F.Ratio 5.63435 16.10093 0.350 0.726524   
## perc.alumni -6.52568 4.70008 -1.388 0.165597   
## Expend 0.06970 0.01410 4.944 1.03e-06 \*\*\*  
## Grad.Rate 11.85922 3.42604 3.461 0.000581 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1003 on 526 degrees of freedom  
## Multiple R-squared: 0.9179, Adjusted R-squared: 0.9152   
## F-statistic: 345.8 on 17 and 526 DF, p-value: < 2.2e-16

pred=predict(model,newdata=test)  
MSE=mean((test$Apps-pred)^2)  
MSE

## [1] 1707004

1. Fit a ridge regression model on the training set, with λ chosen by cross-validation. Report the test error obtained

require(glmnet)  
set.seed(1)  
xtrain=model.matrix (Apps~.,train)[,-1]  
ytrain=train$Apps  
xtest=model.matrix (Apps~.,test)[,-1]  
ytest=test$Apps  
cv.out=cv.glmnet(xtrain,ytrain,alpha =0)  
bestlam=cv.out$lambda.min  
pred.ridge <- predict(cv.out, s = bestlam,newx = xtest)  
mean((pred.ridge - ytest)^2)

## [1] 3043159

1. Fit a lasso model on the training set, with λ chosen by crossvalidation. Report the test error obtained, along with the number of non-zero coefficient estimates.

set.seed(1)  
cv.out=cv.glmnet (xtrain,ytrain,alpha =1)  
bestlam=cv.out$lambda.min  
pred.lasso <- predict(cv.out, s = bestlam,newx = xtest)  
mean((pred.ridge - ytest)^2)

## [1] 3043159

1. Fit a PCR model on the training set, with M chosen by crossvalidation. Report the test error obtained, along with the value of M selected by cross-validation.

library(pls)

## Warning: package 'pls' was built under R version 3.4.4

##   
## Attaching package: 'pls'

## The following object is masked from 'package:stats':  
##   
## loadings

fit.pcr <- pcr(Apps ~ ., data = train, scale = TRUE, validation = "CV")  
validationplot(fit.pcr, val.type = "MSEP")
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pred.pcr <- predict(fit.pcr, test, ncomp = 10)  
mean((pred.pcr - ytest)^2)

## [1] 3873203

1. Fit a PLS model on the training set, with M chosen by cross-validation. Report the test error obtained, along with the value of M selected by cross-validation.

fit.pls <- plsr(Apps ~ ., data =train, scale = TRUE, validation = "CV")  
validationplot(fit.pls, val.type = "MSEP")
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pred.pls <- predict(fit.pls, test, ncomp = 10)  
mean((pred.pls - ytest)^2)

## [1] 1759007

1. Comment on the results obtained. How accurately can we predict the number of college applications received? Is there much difference among the test errors resulting from these five approaches?

test.avg <- mean(test[, "Apps"])  
  
lm.test.r2 <- 1 - mean((test[, "Apps"] - pred)^2) /  
 mean((test[, "Apps"] - test.avg)^2)  
  
ridge.test.r2 <- 1 - mean((test[, "Apps"] - pred.ridge)^2)/  
 mean((test[, "Apps"] - test.avg)^2)  
  
lasso.test.r2 <- 1 - mean((test[, "Apps"] - pred.lasso)^2) /  
 mean((test[, "Apps"] - test.avg)^2)  
  
barplot(c(lm.test.r2, ridge.test.r2, lasso.test.r2),  
 col = "red", names.arg = c("OLS", "Ridge", "Lasso"),  
 main = "Test R-squared")
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