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## 第四題

# (a)

1. Steadily increase. 因為越大，被限制的越多，模型越不靈活，training RSS越大。

# (b)

1. Decrease initially, and then eventually start increasing in a U shape. 因為越大，被限制的越多，模型越不靈活，一開始test RSS會下降，但過度不靈活的模型可能配適不佳，所以test RSS會漸漸增加。

# (c)

1. Steadily decrease. 因為越大，被限制的越多，模型越不靈活，variance會越小。

# (d)

1. Steadily increase. 因為越大，被限制的越多，模型越部靈活，bias會越大。

# (e)

1. Remain constant. 因為越大，被限制的越多，模型越部靈活，但irreducible error與模型不相關，所以irreducible error會保持常數。

## 第五題

# (a)

minimize

# (b)

令，

對偏微分，並令其為0

得到

兩式相減

因此

# (c)

minimize

# (d)

作法同(b)， 若，則 若，則

## 第六題

# (a)

y <- 10  
lambda <- 10  
beta <- seq(-10, 10, 0.1)  
plot(beta, (y - beta)^2 + lambda \* beta^2, type = "l", xlab = "beta", ylab = "Ridge optimization")  
beta.est <- y / (1 + lambda)  
points(beta.est, (y - beta.est)^2 + lambda \* beta.est^2, col = "red", pch = 4, lwd = 5)

![](data:image/png;base64,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)

# (b)

y <- 10  
lambda <- 10  
beta <- seq(-10, 10, 0.1)  
plot(beta, (y - beta)^2 + lambda \* abs(beta), type = "l", xlab = "beta", ylab = "Lasso optimization")  
beta.est <- y - lambda / 2  
points(beta.est, (y - beta.est)^2 + lambda \* abs(beta.est), col = "red", pch = 4, lwd = 5)
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## 第十題

# (a)

set.seed(10)  
x <- matrix(rnorm(1000 \* 20), 1000, 20)  
b <- rnorm(20)  
z <- sample(1:20, 5)  
b[z] <- 0  
eps <- rnorm(1000)  
y <- x %\*% b + eps

# (b)

set.seed(10)  
train <- sample(1:1000, 100)  
x.train <- x[train,]  
x.test <- x[-train,]  
y.train <- y[train,]  
y.test <- y[-train,]

# (c)

library(leaps)

## Warning: package 'leaps' was built under R version 3.4.4

data.train <- data.frame(y = y.train, x = x.train)  
regfit.full <- regsubsets(y~., data = data.train, nvmax = 20)  
train.mat <- model.matrix(y ~ ., data = data.train, nvmax = 20)  
val.errors <- rep(NA, 20)  
for (i in 1:20) {  
 coefi <- coef(regfit.full, id = i)  
 pred <- train.mat[, names(coefi)] %\*% coefi  
 val.errors[i] <- mean((pred - y.train)^2)  
}  
plot(val.errors, xlab = "Number of Variables", ylab = "Training MSE", type = "b")
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# (d)

library(leaps)  
data.test <- data.frame(y = y.test, x = x.test)  
regfit.full <- regsubsets(y~., data = data.train, nvmax = 20)  
test.mat <- model.matrix(y ~ ., data = data.test, nvmax = 20)  
val.errors <- rep(NA, 20)  
for (i in 1:20) {  
 coefi <- coef(regfit.full, id = i)  
 pred <- test.mat[, names(coefi)] %\*% coefi  
 val.errors[i] <- mean((pred - y.train)^2)  
}  
plot(val.errors, xlab = "Number of Variables", ylab = "test MSE", type = "b")
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# (e)

最小test MSE的變數個數

which.min(val.errors)

## [1] 1

# (f)

最小test MSE的模型係數

coef(regfit.full, which.min(val.errors))

## (Intercept) x.13   
## -0.6273066 2.7254403

# (g)

val.errors <- rep(NA, 20)  
x\_cols = colnames(x, do.NULL = FALSE, prefix = "x.")  
for (i in 1:20) {  
 coefi <- coef(regfit.full, id = i)  
 val.errors[i] <- sqrt(sum((b[x\_cols %in% names(coefi)] - coefi[names(coefi) %in% x\_cols])^2) + sum(b[!(x\_cols %in% names(coefi))])^2)  
}  
plot(val.errors, xlab = "Number of Variables", ylab = "Error between estimated and true coefficients", pch = 19, type = "b")
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## 第十一題

# (a)

library(MASS)

## Warning: package 'MASS' was built under R version 3.4.4

1. best subset selection

library(leaps)  
#使用交叉驗證方法  
set.seed(10)  
train <- sample(c(TRUE, FALSE), nrow(Boston), rep=TRUE)  
regfit.best <- regsubsets(crim~., data = Boston[train,], nvmax = 13)  
  
test.mat <- model.matrix(crim~., data = Boston[-train,])  
val.errors <- rep(NA,13)  
for (i in 1:13) {  
 coefi = coef(regfit.best, id=i)  
 pred = test.mat[,names(coefi)]%\*%coefi  
 val.errors[i] = mean((Boston$crim[-train]-pred)^2)  
}  
  
plot(val.errors, xlab = "Number of Variables", ylab = "CV error", pch = 19, type = "b")

![](data:image/png;base64,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) 使用best subset selection，當變數個數為10個時，有最低的test error。 最小test MSE

val.errors[which.min(val.errors)]

## [1] 40.72388

1. lasso

library(glmnet)

## Warning: package 'glmnet' was built under R version 3.4.4

## Loading required package: Matrix

## Loading required package: foreach

## Warning: package 'foreach' was built under R version 3.4.4

## Loaded glmnet 2.0-16

x <- model.matrix(crim~., Boston)[,-1]  
y <- Boston$crim  
grid <- 10^seq(10, -2, length = 100)  
set.seed(10)  
train <- sample(1:nrow(x), nrow(x)/2)  
y.test <- y[-train]  
  
lasso.mod <- glmnet(x[train,], y[train], alpha = 1, lambda = grid)  
set.seed(10)  
cv.out <- cv.glmnet(x[train,], y[train], alpha = 1)  
plot(cv.out)
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bestlam <- cv.out$lambda.min  
bestlam

## [1] 0.1160257

最小test MSE

lasso.pred <- predict(lasso.mod, s=bestlam, newx = x[-train,])  
mean((lasso.pred - y.test)^2)

## [1] 30.02633

1. ridge

library(glmnet)  
x <- model.matrix(crim~., Boston)[,-1]  
y <- Boston$crim  
grid <- 10^seq(10, -2, length = 100)  
set.seed(10)  
train <- sample(1:nrow(x), nrow(x)/2)  
y.test <- y[-train]  
  
ridge.mod <- glmnet(x[train,], y[train], alpha = 0, lambda = grid)  
set.seed(10)  
cv.out <- cv.glmnet(x[train,], y[train], alpha = 0)  
plot(cv.out)
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bestlam <- cv.out$lambda.min  
bestlam

## [1] 0.6337646

最小test MSE

ridge.pred <- predict(ridge.mod, s=bestlam, newx = x[-train,])  
mean((ridge.pred - y.test)^2)

## [1] 29.67505

1. PCR

library(pls)

## Warning: package 'pls' was built under R version 3.4.4

##   
## Attaching package: 'pls'

## The following object is masked from 'package:stats':  
##   
## loadings

set.seed(10)  
x <- model.matrix(crim~., Boston)[,-1]  
y <- Boston$crim  
train <- sample(1:nrow(x), nrow(x)/2)  
test <- (-train)  
y.test <- y[-train]  
pcr.fit <- pcr(crim~., data = Boston, subset = train, scale = TRUE, validation = "CV")  
validationplot(pcr.fit, val.type = "MSEP")
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pcr.pred <- predict(pcr.fit, x[test,], ncomp = 7) #M=7有最小cross-validation error  
mean((pcr.pred - y.test)^2) #test MSE

## [1] 32.18195

# (b)

lasso為最佳模型，因為其test MSE相對最小

# (c)

的lasso模型係數

library(glmnet)  
x <- model.matrix(crim~., Boston)[,-1]  
y <- Boston$crim  
grid <- 10^seq(10, -2, length = 100)  
set.seed(10)  
train <- sample(1:nrow(x), nrow(x)/2)  
y.test <- y[-train]  
lasso.mod <- glmnet(x[train,], y[train], alpha = 1, lambda = grid)  
set.seed(1)  
cv.out <- cv.glmnet(x[train,], y[train], alpha = 1)  
bestlam <- cv.out$lambda.min  
out <- glmnet(x,y,alpha = 1, lambda = grid)  
lasso.coef <- predict(out, type = "coefficient", s=bestlam)[1:14,]  
lasso.coef

## (Intercept) zn indus chas nox   
## 8.772699444 0.030739105 -0.048484834 -0.503030668 -3.366471067   
## rm age dis rad tax   
## 0.030902633 0.000000000 -0.577604215 0.492265525 0.000000000   
## ptratio black lstat medv   
## -0.097688218 -0.007545373 0.117936241 -0.122821380

所選的lasso模型沒有用到所有變數