# Specialized Lists – Stack ▪

The concept of stack is one of the most useful data structures in computer science. The first section of this chapter describes the concept, and shows through one example how valuable it is in solving some computer problems.

Stack is a special type of linear [data structure](http://www.webopedia.com/TERM/S/data_structure.html) in which items are added at one end of the list, and are removed in the reverse order in which they were added. That is, the most recently added item is the first one to be removed. This data structure is sometimes called *last-in, first-out (LIFO).* You can think of a stack like a stack of cards, or like a stack of trays in a tray holder in a cafeteria.

In terms of application, some calculators use an algorithm called Reverse Polish Notation (RPN) to evaluate arithmetic expressions. Calculators that use RPN use stack to store their values. All compilers use stack to parse the syntax of expressions, program blocks, and program statements, before translating the code into low level code.

Stack can be implemented in one of three ways – array based, linked list based, and the pre-defined class, Stack, found in the java.util package. We will discuss the Java pre-defined class Stack in this section.

The class has only as single constructor, shown below, that creates an empty stack. By the strict definition of stack, the methods shown below are all that are necessary. The methods that the class inherits are superfluous.

|  |  |
| --- | --- |
| Stack() | Constructor – when the stack is first created, It has no element |
| boolean empty() | Determines if the stack is empty |
| Object [peek](http://download.oracle.com/javase/1.4.2/docs/api/java/util/Stack.html#peek%28%29)() | Looks at the object at the top of this stack without removing it from the stack. |
| Object [pop](http://download.oracle.com/javase/1.4.2/docs/api/java/util/Stack.html#pop%28%29)() | Removes the object at the top of this stack and returns that object |
| Object [push](http://download.oracle.com/javase/1.4.2/docs/api/java/util/Stack.html#push%28java.lang.Object%29)([Object](http://download.oracle.com/javase/1.4.2/docs/api/java/lang/Object.html) item) | Pushes an item onto the top of this stack. |
| int [search](http://download.oracle.com/javase/1.4.2/docs/api/java/util/Stack.html#search%28java.lang.Object%29)([Object](http://download.oracle.com/javase/1.4.2/docs/api/java/lang/Object.html) o) | Returns the position where an object is on this stack. |

**Example 7.2** The concept of stack as we have mentioned, is extremely important in computer science. For instance, it can be used to evaluate ordinary arithmetic expressions, that may contain arithmetic operators (+, -, \*, /). Although there are several ways to carry out this exercise, we will use this three step algorithm to solve this problem. That is, given an arithmetic expression that may contain parentheses:

* + - 1. Verify that an ordinary arithmetic expression, called infix expression, is properly formed as far as parentheses are concerned.

1. If the parenthesized expression is properly formed, convert the expression from an infix expression to its equivalent postfix expression, called Reverse Polish Notation (RPN).
2. Evaluate the postfix expression, if possible.

**Step 1 - Verify that the expression**

Given an arithmetic expression, called infix expression, verify that it is properly formed with respect to the parentheses. To determine this do the following:

1. Create an empty stack to store the left parenthesis only.
2. Scanned the arithmetic expression from left to right, one character at a time.

While there are more characters in the arithmetic expression

{

If the character is a left parenthesis ‘(‘, push it on to the stack. However if the character is a right parenthesis, ‘)’, visit the stack and pop the top element from off the stack. All other characters must be ignored.

}

1. If the stack contains any element at the end of reading the infix expression, then the conclusion is that the parentheses were not balanced.

Consider the following infix arithmetic expression: **(50 + 100) / ((15 - 20) \* 25)**

Using the algorithm outlined above, the following table shows the state of the stack after each character is scanned.

|  |  |  |  |
| --- | --- | --- | --- |
| **Input** | **Analyze input** | **Action** | **State of Stack** |
| Read token | **(** : left parenthesis | push | **(** |
| Read token | 50 : number | skip | **(** |
| Read token | + : arithmetic operator | skip | **(** |
| Read token | 100 : number | skip | **(** |
| Read token | **)** :rightparenthesis | pop | Stack is empty |
| Read token | / : arithmetic operator | skip | Stack is empty |

|  |  |  |  |
| --- | --- | --- | --- |
| Read token | **(** : left parenthesis | push | **(** |
| Read token | **(** : left parenthesis | push | **( (** |
| Read token | 15 : number | skip | **( (** |
| Read token | - : arithmetic operator | skip | **( (** |
| Read token | 20 : number | skip | **( (** |
| Read token | **)** : right parenthesis | pop | **(** |
| Read token | \* : arithmetic operator | skip | **(** |
| Read token | 25 : number | skip | **(** |
| Read token | **)** : right parenthesis | pop | Stack is empty |
| Read token | End of input | No action | Stack is empty |

**Listing 7.1** shows the class Arithmetic. The method, isBalance, uses the above algorithm to determine if the parentheses, if any, are balanced. If the expression has no parentheses, then the stack will always be empty. Hence the expression is valid with respect to parentheses only.

|  |
| --- |
| /**/ Listing 7.1 -**  **Class determines if parentheses are balanced**   1. import java.util.Stack; 2. public class Arithmetic 3. { 4. private Stack<Object> stk; // To store left parentheses 5. private String expression; 6. private int length; 7. public Arithmetic(String expression) 8. { 9. stk = new Stack<Object>(); 10. this.expression = expression; 11. this.length = expression.length(); 12. } 13. // Determine if parentheses are balanced 14. boolean isBalance() 15. { 16. int index = 0; 17. boolean fail = false; 18. try 19. { 20. while (index < length && !fail) 21. { 22. char ch = expression.charAt(index); 23. switch (ch) 24. { 25. case Constants.LEFT\_NORMAL: 26. stk.push(new Character(ch)); 27. break; 28. case Constants.RIGHT\_NORMAL: 29. stk.pop(); 30. break; 31. default: 32. break; 33. }//end of switch 34. index++; 35. }//end of while 36. }//end of try 37. catch (EmptyStackException e) 38. { 39. System.out.println(e.toString()); 40. fail = true; 41. } 42. return (stk.empty() && !fail); 43. } // end isBalance 44. } |

**Listing 7.2** shows the definition of the interface, Constants, with the definition for the constants left and right parentheses.

|  |
| --- |
| **Listing 7.2** |
| 1. public interface Constants 2. { 3. public static final char LEFT\_NORMAL = '(', 4. RIGHT\_NORMAL = ')'; |

**Listing 7.3** shows the test class. It defines an integer array with five arithmetic expressions, which it tests to determine if the parentheses are balanced. **Line 15** calls the method isBalance for this determination.

|  |
| --- |
| **// Listing 7.3**   1. class Calculator 2. { 3. public static void main(String[] arg) 4. { 5. String s[] = { "5 + ) \* 4 + ( 2", 6. "10 + 30 \* 5", 7. "( 20 + 30 ) \* 50 ", 8. "( 50 + 100 ) / ( ( 15 - 20 ) + 25 )", 9. "( 30 \* ( 100 - 4 ) + ( 20 / 20 - 5 ) + 65" 10. }; 11. for (int i = 0; i < s.length; i++) 12. { 13. Arithmetic a = new Arithmetic(s[i]); 14. if (a.isBalance()) 15. System.out.println(s[i] + " is valid - with respect to parentheses\n"); 16. else 17. System.out.println(s[i] + " is invalid - with respect to parentheses\n"); 18. } 19. } 20. } |

**Figure 7.1** shows the output where the first and last expressions have unbalanced parentheses.

![](data:image/png;base64,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)

**Figure 7.1 Output from the program**

**Step 2 - Convert infixed expression to postfix**

Given that an arithmetic expression is properly formed with respect to parentheses, do the following:

1. Create an empty stack to store any arithmetic operator and left parentheses only.
2. Establish a string to store the postfix expression – the output from the conversion.
3. Scan the arithmetic expression from left to right. After a symbol is scanned, there are five rules to observed:

While there are more symbols in the arithmetic expression:

{

1. If the symbol is an operand (i.e., a number), write it to the output string.
2. If the symbol is a left parenthesis ‘(‘, push it onto the stack.
3. If the symbol is ‘**)**’, do the following:

Pop everything from the operator stack down to the **first** ‘(‘. Write each item popped from the stack to the output string, but do not write either of the parentheses on the output string. Discard them.

1. If the symbol scanned is an arithmetic operator, check the following:

If the operator on the top of the stack has higher or equal precedence, than the one that was currently read, that operator is popped from off the stack, and is written to the to the output string, and the current operator is placed on the stack. If this is not the case, nothing is removed from the stack, but the currently read operator is placed on the stack.

}

1. After the arithmetic expression is exhausted, any operator remaining on the stack is popped from off the stack, and is written to the output string.

Consider the following infix arithmetic expression: **( 50 + 100 ) / ( ( 15 – 20 ) \* 25 )**

Using the algorithm outlined above, the following table shows the state of the stack, and the state of the postfix string as each token (the number, left parenthesis, right parenthesis, and arithmetic operator) is encountered.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Input | Analyze input | Action | State of stack | Output string |
| Read **(** | Left parenthesis | push | **(** |  |
| Read **50** | Operand | Write to output string | **(** | 50 |
| Read **+** | Operator, | Stack top has (, so push | **( +** | 50 |
| Read **100** | Operand | Write to output string | **( +** | 50 100 |
| Read **)** | Right parenthesis | Pop each item down to first left parenthesis. Write each item to the output, except the parenthesis | **(** | 50 100 + |
| **empty** | 50 100 + |
| Read **/** | Stack is empty | push | **/** | 50 100 + |
| Read **(** | Left parenthesis | push | **/ (** | 50 100 + |
| Read **(** | Left parenthesis | push | **/ ( (** | 50 100 + |
| Read **15** | Operand | Write to output string | **/ ( (** | 50 100 + 15 |
| Read **-** | Operator | Stack top has (, so push | **/ ( ( -** | 50 100 + 15 |
| Read **20** | Operand | Write to output string | **/ ( (** | 50 100 + 15 20 |
| Read **)** | Right parenthesis | Pop each item down to first left parenthesis. Write each item to the output, except the parenthesis | **/ ( (** | 50 100 + 15 20 - |
| **/(** | 50 100 + 15 20 - |
| Read **\*** | Operator | Stack top has (, so push | **/ ( \*** | 50 100 + 15 20 - |
| Read **25** | Operand | Write to output string | **/ ( \*** | 50 100 + 15 20 - 25 |
| Read **)** | Right parenthesis | Pop everything down to first left parenthesis. Write each item to the output, except the parenthesis | **/ (** | 50 100 + 15 20 – 25 \* |
| **/** | 50 100 + 15 20 – 25 \* |
| **empty** | 50 100 + 15 20 – 25 \* / |

**Listing 7.4** shows the method convert2Postfix that implements the above algorithm of step 2. The three supporting methods – isNumber, isOperator, and hasHigherPrecedence - are defined following this method.

|  |
| --- |
| / **/ Listing 7. 4**   1. String convert2Postfix() 2. { 3. String postfix = ""; 4. Scanner scan = new Scanner(expression); 5. char current; 6. boolean fail = false; 8. while (scan.hasNext() && !fail) 9. { 10. String token = scan.next(); 12. if (isNumber(token)) // Bullet # 1 13. postfix = postfix + token + Constants.A\_SPACE; 14. else 15. { 16. current = token.charAt(0); 17. if (current == Constants.LEFT\_NORMAL) // Bullet # 2 18. stk.push(new Character(current)); 19. else if (current == Constants.RIGHT\_NORMAL) // Bullet # 3 20. { 21. try 22. { 23. Character topmost = (Character) stk.pop(); 24. char top = Character.valueOf(topmost); //Value on stack top 26. while (top != Constants.LEFT\_NORMAL) 27. { 28. postfix = postfix + top + Constants.A\_SPACE; 29. top = (Character) stk.pop(); 30. } 31. } 32. catch (EmptyStackException e) 33. { 34. fail = true; 35. } 36. } // End bullet # 2 and 3 37. else if (isOperator(current)) // Bullet # 4 38. { 39. try 40. { 41. char top = (Character) stk.peek(); 42. boolean higher = hasHigherPrecedence(top, current); 44. while (top != Constants.LEFT\_NORMAL && higher) 45. { 46. postfix = postfix + stk.pop() + Constants.A\_SPACE; 47. top = (Character) stk.peek(); 48. } 49. stk.push(new Character(current)); 50. } 51. catch (EmptyStackException e) 52. { 53. stk.push(new Character(current)); 54. } 55. } 56. } 57. } 58. try 59. { 60. while (!stk.empty()) // Bullet # 5 61. postfix = postfix + stk.pop() + Constants.A\_SPACE; 62. } 63. catch (EmptyStackException e) 64. { 65. e.printStackTrace(); 66. } 67. return postfix; 68. }// End convert 2 postfix |

The following are the supportive methods named in the method convert2Postfix. **Listing 7.5** shows the definition of the method isNumber.

|  |
| --- |
| **//Listing 7.5 Determine if the token is an integer**     1. boolean isNumber(String s) 2. { 3. boolean number = true; 4. try 5. { 6. Integer.parseInt(s); 7. } 8. catch(NumberFormatException e) 9. { 10. number = false; 11. } 12. return number; 13. } |

The method is given a string value to determine if that value can be converted to an integer. If it cannot, then the exception is raised, and return false. For example, if one types **6P88**, with the embedded letter **P**, this would cause a problem; it cannot be parsed into an integer. Hence the method returns false, that the cluster of characters cannot form a number.

**Listing 7.6** determines whether or not a given character, ( +, - , \* and /) is one of the four arithmetic operators.

|  |
| --- |
| **//Listing 7.6 Determine if the token is one of the four arithmetic operators** |
| 1. boolean isOperator(char ch) 2. { 3. boolean operator; 4. switch(ch) 5. { 6. case Constants.MULTIPLICATION: 7. case Constants.DIVISION: 8. case Constants.ADDITION: 9. case Constants.SUBTRACTION: 10. operator = true; 11. break; 12. default: 13. operator = false; 14. break; 15. } 16. return operator; 17. } |

**Listing 7.7** determines if the character on the top of the stack has higher or equal precedence than the one that was currently read, as shown by the nested switch. That is, multi [plication or division has higher precedence than addition and subtraction.

|  |
| --- |
| **// // Listing 7.7 Determine which token has higher precedence** |
| 1. boolean hasHigherPrecedence(char top, char current) 2. { 3. boolean higher; 4. switch(top) 5. { 6. case Constants.MULTIPLICATION: 7. case Constants.DIVISION: 8. switch(current) 9. { 10. case Constants.ADDITION: 11. case Constants.SUBTRACTION: 12. higher = true; 13. break; 14. default: 15. higher = false; 16. break; 17. } 18. break; 19. default: 20. higher = false; 21. break; 22. } 23. return higher; 24. } |

**Listing 7.8** shows the test class called Calculator, that in addition to determine if the infix expression is has balanced parentheses, it also converts those expressions that are valid to their postfix form.

|  |
| --- |
| **// Listing 7.8 The test class**   1. class Calculator 2. { 3. public static void main(String[] arg) 4. { 5. String s[] = { "5 + ) \* 4 + ( 2", 6. "10 + 30 \* 5", 7. "( 20 + 30 ) \* 50 ", 8. "( 50 + 100 ) / ( ( 15 - 20 ) \* 25 )", 9. "( 30 \* ( 100 - 4 ) + ( 20 / 20 - 5 ) + 65" 10. }; 11. for (int i = 0; i < s.length; i++) 12. { 13. Arithmetic a = new Arithmetic(s[i]); 14. if (a.isBalance()) 15. { 16. System.out.println(s[i] + " is valid - with respect to parentheses"); 17. System.out.println("The postfix string is " + a.convert2Postfix() + "\n"); 18. } 19. else 20. System.out.println(s[i] + " is invalid - with respect to parentheses\n"); 21. } 22. } 23. } |
|  |
|  |

**Figure 7.2** shows the output generated from the expressions given. Here we see that first and the last expressions are invalid.
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**Figure 7.2**

**Step 3 - Evaluate the post fixed expression**

This step also requires a stack. This time it is needed for storing operands only. Every time that an operator is encountered from the input string (the postfix expression), the stack is re-visited and the two topmost operands are removed from the stack for calculation. The algorithm is as follows:

1. Initialize an empty stack to store operands only.
2. Read the input string (the postfix expression)

While there are more symbols in the postfix string, consider the following;

{

1. If the token is an operand, push it onto the stack.
2. If the token is an operator

{

1. Pop the two topmost values from the stack, and store them in the variables **t1**, the topmost, and **t2** the second value.
2. Calculate the partial result in the following order **t2** **operator t1**
3. Push the result of this calculation onto the stack.

NOTE: If the stack does not have two operands, a malformed postfix expression has occurred, and evaluation should be terminated.

}

}

1. When the end of the input string is encountered, the result of the expression is popped from the stack.

NOTE: If the stack is empty, or if it has more than one operand remaining, the result is unreliable.

Step 3 – evaluate the postfix expression is left for you to define.