# 注解

@JsonProperty(value="",index=)：指定Bean的属性转化成JSON字符串时的名称，如果没有指定，则默认使用定义的属性名。

@JsonIgnore：忽略Bean中的单个属性

@JsonIgnoreProperties({""})：以集合的方式忽略bean中的属性。

@JsonIgnoreType：作用于类，表示被注解该类型的属性将不会被序列化和反序列化。

@JsonInclude(Include.NON\_NULL)：空值（null）不参与序列化。

@JsonView：

**案例：**现在有一个用户类，包括用户名和密码，在我们序列化用户

类时，我们不希望密码被序列化，然而，在特殊情况下，我们有希

望序列化密码。

@JsonView使用步骤：1.使用视图声明多个视图。2.在值的get方

法上指明视图。

|  |
| --- |
| **public** **class** User  {  //不显示密码的视图  **public** **interface** WithoutPasswordView {};  //显示密码的视图，并继承于不显示密码的视图  **public** **interface** WithPasswordView **extends** WithoutPasswordView {};  **private** String username;  **private** String password;  **public** User()  {  }  **public** User(String username, String password)  {  **this**.username = username;  **this**.password = password;  }    @JsonView(WithoutPasswordView.**class**)  **public** String getUsername()  {  **return** **this**.username;  }  @JsonView(WithPasswordView.**class**)  **public** String getPassword()  {  **return** **this**.password;  }  } |

|  |
| --- |
| **public** **static** **void** main(String[] args) **throws** JsonGenerationException, JsonMappingException, IOException  {  ObjectMapper mapper = **new** ObjectMapper() ;  User user = **new** User("lisaihao","lsh159");  ByteArrayOutputStream out = **new** ByteArrayOutputStream();  //没有密码的JSON字符串  ObjectWriter writer = mapper.writerWithView(User.WithoutPasswordView.**class**);  writer.writeValue(out, user);  System.***out***.println(out.toString());    //有密码的JSON字符串  ObjectWriter writer2 = mapper.writerWithView(User.WithPasswordView.**class**);  writer2.writeValue(out, user);  System.***out***.println(out.toString());  } |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkIAAABECAIAAADiA81jAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAADppJREFUeF7tnb1S3DoUx52PyZPALTI8weYJQppUtNtByTZ0lHRpSJntaKnSBJ4g+wSZFIGOgiLDpCVFhisdSV5J1qdlL7b375k7l6y+jn469tHHkfTi6empwgMCIAACIAACYyDw9+/f379/v379+s2bNy9fvmQi8//wgAAIgAAIgMBICcCMjbThIDYIgAAIgAAn4DBj10cv6Hn3+bZmJH6jX7Q/txVhCY1wWsWeGuDo2gm4vwZw50y/emQp1YAgjdvP75qaWFoi0oMACEyNgG3G2Hdlf3l4xVbMnr4f79S13X07U39rf04NRmp9SmiE077/wsk/PV0dpsoy7nhBGjvH3wWL1WK3JzM6bnqQHgRAwDEau/66rGbnJ+/dcPb+qw2b9ue2giyhUZJWmDq9k9FVC/SXc1jCMI33J+ezavnVPTTtqurIBwRAYLQEzNHY7a8f7prs/LenArQ/R1vrQsFLaJSkLRR7gMmTaFCkH7/WU9wDrAhEAgEQeDYCqS4e1FH/QqM07U8Su7F20lxMqVc5rCU3UW19QUhfkKsqno7/oqVfR+DJ+L+05NbUk16svrwjs5UJWSIZ0SjcL5WBwKahWpKSm7URQQGSMS2IrpwFOfto2E3gWwdbp7erFcrZal878wIaMVoIBwEQ2A4CqWasgAb7+O4uqvMbserzdFF90nxHuBFSi3FPTzfn1WLX+kiyhZEXuz9PKe3N+Wy1mGvJeeB+RUt5fD1pua8ZsuujeXUhCxWBxjf0cn729oZlWC3P3s1Z/izGavFJTl1FpYrx4LOzVbW6/NblGCK8chbjHKIRXZNj8FQj2GtVQc7c8u7/UI3PcLOMXMY9xhPhIAACIOAi8O/fv0p955WZqCrh4JH+kDuCnsj8gVsKtt6mrJiZbyMtxa4zo3/peeuZCTcIreBGZnpZekotW0pD0mklR6RKQrPOOCm6FSlYFeEAYjdTkLMtgy+yK2cnZ1+DCowq1FFMuGZuVjyNt8A2eJEGBEBgtAQeHx/v7u7u7+8fHh7+/PnDtkIbo7Hbb5er6vCjx8GjZVeAVjbYqMnVB6cxi1GgYx1EDyfnNd27IVnaxpKeltLyV0mSKkaDxjd9+GH4Cg5xbqTJXuC0Oa9+3rgF0XMmfZodfFh7vFYV+SZmLnS9/6iPlGPkEQ4CILBFBNjqjTRjYtWFpp3EAliHD/ug8145n/+zt6NRKWyaSXv2mWHzfiPzpDKXbHjGGU9vUmXIkBc1wrmIRlCScM5WHyHbgPKieZ/g5u2ZU33yICE2CIDAtAi8evVKmjGxNnJRzd1uCaXVljuAanNmuGI4JjE7MKXs27q7WNlTjukV6Ueq9PJbxfRyLqXhlyaaszXy8jrDBipMdlIu7W1ygNuqDZAIBEBgwwSMScWdDwds1JTrlmDvhxbeDc6HfWZpuUR92vhsUe4MUxogms9qOUHaiVReT8U0+cti2ZxLaIQlCeYs9Mmcfrz52ZhnjNa1TZpopogAAiAwEQIdeCrSNJHanso6ztbsHfuea4Mva7mEb23t5YwGMXelzCXvzmdMKnYgVS+eikGdC3EuohEsNZzzzvEp9xCtl0WFdhyeaufDTOQ9QjVAAASejUAHZoytXAhHav5wr2zhCKgeFipWNUQ4d73XJob4NNjVobkQ1YlD9vsv5EEv1uN2Lw/Itz71KZeKRnS2e0O0+HpjGNlcRUXxCIcGOUdohHMOih3Jmc1Wk4O+av095gbbwZRxlCQigAAIbA2BF2xJbF1ZWugw7czWkEBFB0uA7+Jje8+wLDbYFoJgILA5ArH7xlq5kW1OfJS0lQTIKwSHeG5l26PSIJBAwJpU5O4a67MsEtIjCgj0TOD604J5hbzd7bkYZA8CIDBSApYZEy5uYlGmkyWqkWKB2AMgIPej7S/ZCR6YUBxAg0AEEBgmAXNtbJgyQioQAAEQAAEQIAKxtTFgAgEQAAEQAIFREejC4X5UFYawIAACIAACUyIAMzal1kRdQAAEQGDrCMCMbV2To8IgAAIgMCUCDjOmjnTQPRXFb/SL9ueUQOTUpYRGOG30fmcmZn8N4M65eZl3Dqtw3P5IdifjQHNSl59L8fojmaKTbkZ9ak6BXtU3MsAXe6C6nS2Wbca0a491H2ft+F/7JODsIsefoIRGOG30FubxwzNq0B/JiYGKVqc/kj3rpDIqxq0XvLqG+XTc8aTfD2QbpCANeQ+EfYt5FDEiDJaAZcb4ibaz8xPPlWPaSQo4VEE/VyKbRglJ8VnpYyNVfzmH9b+ERknawb6VrQUroVGStp3AZKjm1an/tFPzzm9N51nS3QU/oJOeqz12amfDDkbeUH4AeH2kebsKINVACJhmzHsZlHZKFQ6sqkpolKQdiM50KEYJjZK0HVZhIFmV0ChJ27r6/LaDitmh78f557NcH/GLEq7qM6bpfOrlGV/zEE9SjRw3zbeuDRI+LwHZnxH/o1PgzR6QEe78B9MgdrOX6hjxvpH9g3HmfTN7ii8fM5TLw3/RTqdfR+DJ+L+05NZdl+ah9utAma1MyH6XEY3C/VLFkSgIuSjrnJsIqdOpgTKIq3R6hRtl+2jEclayrNPbWYdyThE7CWhWpPa6IYsJknTrs/flUcLIkYO3EYPaLkYdelr2xmTqFyXPTLPG7tZJ9dVwvb9xzVl/dZr6bGLTm99Bmn5yXHUb1Bp/CVnKhsgbJvD4+Hh3d3d/f//w8PCHng14KtL4nx2bL+t6UX1a95poBnx/qfTv5rxa7Frz3PyWD379izSzq8VcS84DqU8n3vHlvjazcH0kLwyuA415h8v52Vu6vWV59m7O8qd7XT5di9cxKlWs79HLfWPhVYoY5xCN6PoHO59MNYK9phDkzOeN+On0ovHFQWcbWllv6IZWblg3YiTd+uybptBONo7T8Gu7uDNv/aW2TVpMI5lS03222dfihjMOs2JpA5oTF9kdw0EaI6u2MKeRzjCkrfs0gdFYcITX6OGZEog+sdbJ0jMT77EW6O0uyi9o3RPVsl13ULWSI1Il9T166vmuO+V21zNrJO2L7ELo5Ozt0xs5O4oJNlIS2ZRIDZmDdKzAMEl/qK67Wke//jNGI6rtjdmCzJFVDzoZf7vtN7Qpc6PejmGrNYq0auKaTUlQE4zGEiANMEpkNEZXMx9+9Dh4tDTb1E9inUxXH5z6h0aBjl6VHk5ORrp3Q7K0jR6cltLy0EiSKkaDxjd9+GH4Cg5xbqTJXuC0Oa9+3sR7ytZV35SAfMjUrdwxiGXhhuKQFnqEtmiESfpDNd0lFbKKS6Ph0XbKMNuTyOLXg07GtS5Zc+zGVjME9TSM5sVh3sYadhPxKxG/2xb3eZS9ZMNILScVhXMrTTt1fjcvUzneW1JXADfMmXn1M7/32PuNzGOme+SyqS0+o5L+9CZVugiZMSOci2gERQnnbH17sw1oJgVfdGufSFDmMEl/KF1zxE0lMzqzw8PZ8iubozZvSyuhMcjLamJvdzfNt3N8wSdmCKh8dCsn3USyzTzPQ95Nv6GZ7m5wIBeLgDRjQicuqnk/97PInRq1OTN8Yx0Lsx2YUrrIemVPOaa3fz9SpZffKqaXcykNvzTRnK2Rl9cZtlWF0xPd/FzVkaMyM1c3PuwXq3nUATO9uT2hykSzOs4OTk4OhB1jz9oADYRGOreEmGFWCRmkRBFsfcN4MdLNvZOO+jJyyXiTEycp9UWcHAKGi8fOhwP20l5+q/1Wk3Ky90OLlWTnI64zW2sjH9X3M8NEet1ygrQTqWh8+1xdPJtzCY2wDgRzFvpkzuRxczI7+LCTpFo8khw3FaIk6ynnt3Jo2CRNse1Q/ir8+HX97bJiNeS1Z3aMV5iGCUU06oGeFOD281ne7AJP17NOhlklN7g7IjWgT3HoZtXD0+N0raJCsnWxsA5I3heBDjwVqZ+k+p18N4j5frF3R+vKWgsEfAsi6+w2dy6W1tfsvAkvr+Q8O5CqF6+wYAVCnItoBEsN57xzfMrdR2sTJLQj73sjh1FFaxjXR2xkXm/rj9EIaiy3BV595jmvFvsLbsWE3VruswrLYUIJDbKBamcUH01e7h1y96ecpw+dDLPKkS4UVwyfZ+cXDkNF3p/8ZtUOpnC6khf5bJpA01Mx0/2pdgMUkqtdWLZ7YV2v8L4xHm0dI+g52fB5s36wNn6pXTlypkg6UK3T2GU9xx4dtxO14hEOlbv+fJz9NMReBccjy23P2eFxlru1R7WW0KzkJ9Z4QRoRksauMcuDTrjM1QosPegamyoVbLNKMT/htdA8nabPqVhaeSoWaF1YcyQcW/EUE7Nc+6uhh+YohoEKnoqpmjOseE1PRfP2Z+r1sC1emCjedG8C5fkJ1EtZ6f1tte8vPQUaYPsIcC1hexrxtRtZ08duf34uN7KRYYS4GyRw+3nOFj78B31uUBQUNSkCpg/ppKq2bZWx1sZoJbk+y2LbYKC+wyJALgniBBj0mIfVNBOQhvxCsr0bJ1DxCVbBMmPC2UjsmSr0DZsgLFRpswTk1iCYsM1in3pp0veV/EKgW5NobXNtbBJVQiVAAARAAASmSiC2NjbVeqNeIAACIAACEyXQwb6xiZJBtUAABEAABEZAAGZsBI0EEUEABEAABHwEYMagGyAAAiAAAiMmADM24saD6CAAAiAAAjBj0AEQAAEQAIERE4AZG3HjQXQQAAEQAAGYMegACIAACIDAiAnAjI248SA6CIAACIAAzBh0AARAAARAYMQEYMZG3HgQHQRAAARAAGYMOgACIAACIDBiAjBjI248iA4CIAACIAAzBh0AARAAARAYMQGYsRE3HkQHARAAARCAGYMOgAAIgAAIjJgAzNiIGw+igwAIgAAIwIxBB0AABEAABEZMAGZsxI0H0UEABEAABGDGoAMgAAIgAAIjJgAzNuLGg+ggAAIgAAIwY9ABEAABEACBEROAGRtx40F0EAABEAABmDHoAAiAAAiAwIgJwIyNuPEgOgiAAAiAwP9jWCotZ7t7UwAAAABJRU5ErkJggg==)

@JsonFormat：

|  |
| --- |
| **public** **class** Login  {  @JsonFormat(pattern="yy-MM-dd HH:mm:ss",timezone="GMT+8")  **private** Date currentLoginTime ;    **private** Date lastLoginTime ;  **public** Date getCurrentLoginTime() {  **return** currentLoginTime;  }  **public** **void** setCurrentLoginTime(Date currentLoginTime) {  **this**.currentLoginTime = currentLoginTime;  }  @JsonFormat(pattern="yy-MM-dd HH:mm:SS")  **public** Date getLastLoginTime() {  **return** lastLoginTime;  }  **public** **void** setLastLoginTime(Date lastLoginTime) {  **this**.lastLoginTime = lastLoginTime;  }  } |

|  |
| --- |
| **public** **static** **void** main(String[] args) **throws** JsonGenerationException, JsonMappingException, IOException  {  ObjectMapper mapper = **new** ObjectMapper() ;  Login login = **new** Login();  login.setCurrentLoginTime(**new** Date());  login.setLastLoginTime(**new** Date());  System.***out***.println(mapper.writeValueAsString(login));  } |

![](data:image/png;base64,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)

**注意：**如果直接使用@JsonFormat，则显示的结果会相差8个小时，

所以我们必须指定timezone=”GMT+8”

## 反序列化注解

@JacksonInject：作用于属性、方法、构造参数上，被用来反序

列化时标记已经被注入的属性。被该注解标注的属性不能通过JSON

字符串注入

|  |
| --- |
| **public** **class** Chuck  {  @JacksonInject("chuck\_name")  **private** String name ;  **private** **int** age ;  **public** String getName() {  **return** name;  }  **public** **void** setName(String name) {  **this**.name = name;  }  **public** **int** getAge() {  **return** age;  }  **public** **void** setAge(**int** age) {  **this**.age = age;  }  } |

|  |
| --- |
| **public** **static** **void** main(String[] args) **throws** JsonGenerationException, JsonMappingException, IOException  {  ObjectMapper mapper = **new** ObjectMapper() ;  String chuckStr = "{\"age\":\"3\"}";  InjectableValues iv = **new** InjectableValues.Std().addValue("chuck\_name", "xiaoji") ;  Chuck chuck = mapper.reader(Chuck.**class**).with(iv).readValue(chuckStr) ;  System.***out***.println(chuck.getName());  System.***out***.println(chuck.getAge());  } |

@JsonAnySetter：

@JsonCreator：作用于方法，标注在构造方法或静态工厂方法上，

来创建实例。默认调用无参构造器，通常和@JsonProperty或者

@JacksonInject结合使用

|  |
| --- |
| **public** **class** Dog  {  **private** String name ;  **private** **int** age ;  @JsonCreator  **public** Dog(@JsonProperty("dog\_name")String name, @JsonProperty("dog\_age")**int** age) {  **this**.name = name;  **this**.age = age;  System.***out***.println("construct invoked");  }  **public** String getName() {  **return** name;  }  **public** **int** getAge() {  **return** age;  }  } |

**public** **class** DogMain

{

**public** **static** **void** main(String[] args) **throws** Exception

{

ObjectMapper mapper = **new** ObjectMapper() ;

String dogStr = "{\"dog\_name\":\"taidi\",\"dog\_age\":\"10\"}" ;

Dog dog = mapper.readValue(dogStr, Dog.**class**);

System.***out***.println(dog.getName());

System.***out***.println(dog.getAge());

}

}

![](data:image/png;base64,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)

|  |
| --- |
| @JsonCreator  **public** **static** Dog getInstance(@JsonProperty("dog\_name")String name, @JsonProperty("dog\_age")**int** age)  {  Dog dog = **new** Dog();  dog.setAge(age);  dog.setName(name);  **return** dog;  } |

标注到静态工厂方法上：
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@JsonSetter：

@JsonEnumDefaultValue：

## 序列化注解

@JsonAnyGetter

@JsonGetter：不建议使用

@JsonPropertyOrder

@JsonRawValue

@JsonValue

@JsonRootName

## 类型处理注解

@JsonSubTypes

@JsonTypeId

@JsonTypeInfo

@JsonTypeName

## 对象引用和标识注解

@JsonManagedReference，@JsonBackReference：

@JsonIdentityInfo：

## 元注解

@JacksonAnnotation：

@JacksonAnnotationInside：

ObjectMapper mapper = new ObjectMapper();

// 美化输出

mapper.enable(SerializationFeature.INDENT\_OUTPUT);

// 允许序列化空的POJO类，（否则会抛出异常）

// mapper.disable(SerializationFeature.FAIL\_ON\_EMPTY\_BEANS);

// 把java.util.Date, Calendar输出为数字（时间戳）

mapper.disable(SerializationFeature.WRITE\_DATES\_AS\_TIMESTAMPS);

// 在遇到未知属性的时候不抛出异常

mapper.disable(DeserializationFeature.FAIL\_ON\_UNKNOWN\_PROPERTIES);

// 强制JSON 空字符串("")转换为null对象值:

mapper.enable(DeserializationFeature.ACCEPT\_EMPTY\_STRING\_AS\_NULL\_OBJECT);

// 在JSON中允许C/C++ 样式的注释(非标准，默认禁用)

mapper.configure(JsonParser.Feature.ALLOW\_COMMENTS, true);

// 允许没有引号的字段名（非标准）

mapper.configure(JsonParser.Feature.ALLOW\_UNQUOTED\_FIELD\_NAMES, true);

// 允许单引号（非标准）

mapper.configure(JsonParser.Feature.ALLOW\_SINGLE\_QUOTES, true);

// 强制转义非ASCII字符

mapper.configure(JsonGenerator.Feature.ESCAPE\_NON\_ASCII, true);

// 将内容包裹为一个JSON属性，属性名由@JsonRootName注解指定

mapper.configure(SerializationFeature.WRAP\_ROOT\_VALUE, true);