# Lambda表达式

Lambda表达式为Java添加了确实的函数式变成特性，使我们能将函数当做一等公民看待。

在将函数作为一等公民的语言中，Lambda表达式的类型是函数。但在Java中，Lambda表达式是对象，他们必须依附于一类特别的对象类型----函数式接口。

Java Lambda表达式是一种匿名函数，它是没有声明的方法，即没有访问修饰符，返回值声明和名字。

作用：1.传递行为，而不仅仅是值

2.提升抽象层次

3.API重用性更好

4.更加灵活

基本语法：(argument)->{body}

如：(arg1,arg2…)->{body}

(type1 arg1 ,type2 arg2)->{body}

(int a ,int b)->{return a+b ;}

一个Lambda表达式可以有零个或多个参数

参数的类型可以明确声明，也可以根据上下文来推断，如(int a)与(a)效果相同

所有参数需包含在圆括号内，参数之间使用逗号相隔

空圆括号代表参数为空

当只有一个参数，且其类型可推导时，圆括号()可省略。如:b->return b\*b ;

Lambda表达式主体可以包含零条或多条语句

如果Lambda表达式的主题只有一条语句，花括号{}可省略。匿名函数的返回类型与该主题表达式一致。

如果Labbda表达式的主题包含多条语句，则这些语句必须包含该{}中，匿名函数的返回与普通方法返回值类型一样，若没有返回值则为空。

# 函数式接口

@FunctionalInterface注解官方文档说明：

该注解时一个信息，用于声明一个接口是函数式接口，从概念上看，一个函数式接口只有一个精确的abstract方法，有非抽象默认方法的实现。如果一个接口声明一个抽象方法用于重写Object中的public方法，这并不能使接口的抽象方法增加，这是因为任何实现该接口的类将会直接或间接继承了Object类。

注意：一个函数式接口的实例可以通过lambda 表达式，方法引用或者构造方法引用来创建。

如果一个被该注解注释的类型，编译器将会生成一个错误信息，除了：

* 该类型是一个接口类型，并且不是注解类型，枚举类型或者class
* 一个注解类型满足函数式接口的要求

然而，编译器对满足函数式接口要求的接口，看作一个函数式接口，不管是否该接口类型被@FunctionalInterface标注。

总结：1.如果一个接口只有一个抽象方法，该接口就是一个函数式接口

2.如果我们在某个接口上声明了FunctionalInterface注解，那么编译器就会按照函数式接口的定义来要求接口。

3.如果某个接口只有一个抽象方法，但我们并没有给该接口声明FunctionalInterface注解，但编译器依旧把该接口看作函数式接口。

Java.util.function包中的接口分为四类：分别是Consumer(消费型接口)，Supplier(供给型接口)，Predicate(谓词型接口)以及Function(功能型接口)。

每种基本接口还包含若干相关的接口。如Consumer接口，用于处理基本数据类型的IntConsumer，LongConsumer和DoubleConsumer接口。

/\*\*

\*函数式接口

\*/

@FunctionalInterface

**public** **interface** MyInterface

{

**void** log();

String toString();

}

**class** Main

{

**public** **void** test(MyInterface myinterface)

{

System.***out***.println("---begin---");

myinterface.log();

System.***out***.println("---end---");

}

**public** **static** **void** main(String[] args)

{

Main main = **new** Main();

//jdk7之前的写法

main.test(**new** MyInterface() {

@Override

**public** **void** log() {

System.***out***.println("jdk7之前的写法");

}

});

//jdk8的写法

main.test(()->{System.***out***.println("jdk8的写法");});

}

}

从上面中定义的接口可以看出，对于toString方法的定义，编译器并没有报错，这是因为MyInterface直接继承了Object类，从而继承了toString方法，这里我么只是对toString方法进行了重写，默认的实现还是Object的实现。

## Function接口

官方API说明：代表一个function，接受一个参数，从而产出一个结果。

Function<T,R>这里T：function接受的类型。R：function返回的类型。

**public** **class** Demo3

{

**public** **void** compute(**int** a ,Function<Integer ,Integer> function)

{

System.***out***.println(function.apply(a));

}

**public** **static** **void** main(String[] args)

{

Demo3 demo = **new** Demo3();

demo.compute(2, param->{**return** param+param ;});

demo.compute(8, param->{**return** param\*param ;});

}

}

从这个demo中，我们可以看出在每次调用compute方法时都会传递一个Function函数，这里我们传递的是行为

**public** **class** Demo4

{

**public** **int** testCompose(**int** a ,Function<Integer ,Integer> function1 , Function<Integer, Integer> function2 )

{

**return** function1.compose(function2).apply(a);

}

**public** **int** testAndEnd(**int** a ,Function<Integer ,Integer> function1 , Function<Integer, Integer> function2)

{

**return** function1.andThen(function2).apply(a);

}

**public** **static** **void** main(String[] args)

{

Demo4 demo = **new** Demo4();

System.***out***.println(demo.testCompose(2, param->param+2, param->param\*param)); //6

System.***out***.println(demo.testAndEnd(2, param->param+2, param->param\*param));//16

}

}

对于Function<T,V>的compose(Function<T,R> before)：

**default** <V> Function<V, R> compose(Function<? **super** V, ? **extends** T> before) {

Objects.*requireNonNull*(before);

**return** (V v) -> apply(before.apply(v));

}

从源码我们可以看出，先调用before的apply方法，然后将方法执行的接口传递给自身的apply方法。所以在testCompose方法中，先执行param->param\*param，然会将执行的结果（这里是4）传递给funtion1的param->param+2，从而得到结果6.

对于andThen方法：源码

**default** <V> Function<T, V> andThen(Function<? **super** R, ? **extends** V> after) {

Objects.*requireNonNull*(after);

**return** (T t) -> after.apply(apply(t));

}

该方法先调用自身的apply方法，然后执行after的apply。这与compose方法正好相反。

对于compose和andThen方法都返回Function<T,V>类型，所以对多个Function<T,V>进行串联起来，就好像一条链一样。

## BiFunction接口

Function<T,V>接口只能接受一个输入，从而得到一个输出结果，如果我们希望有多个输入时，则Function接口就无法满足我们的需求。

BiFunction<T,U,R>接受两个输入，T第一个输入，U第二个输入，R返回结果。

**public** **class** Demo5

{

**public** **int** compute(**int** param1 ,**int** param2 ,BiFunction<Integer,Integer,Integer> bifunction)

{

**return** bifunction.apply(param1, param2);

}

**public** **int** testAndThen(**int** param1 ,**int** param2 ,BiFunction<Integer, Integer, Integer> bifunction , Function<Integer,Integer> function)

{

**return** function.apply(bifunction.apply(param1, param2));

}

**public** **static** **void** main(String[] args)

{

Demo5 demo = **new** Demo5();

**int** num1 = 10 ;

**int** num2 = 20 ;

System.***out***.println(num1+"+"+num2+"="+demo.compute(num1,num2,(param1,param2)->param1+param2));

System.***out***.println(num1+"-"+num2+"="+demo.compute(num1,num2,(param3,param4)->param3-param4));

System.***out***.println(num1+"\*"+num2+"="+demo.compute(num1,num2,(param5,param6)->param5\*param6));

System.***out***.println(num1+"/"+num2+"="+demo.compute(num1,num2,(param7,param8)->param7/param8));

System.***out***.println(demo.testAndThen(num1, num2, (n1,n2)->n1+n2,n3->n3\*n3));

}

}

对于BiFunction<T,U,R>并没有compose方法，并且andThen方法接受的参数类型为Function<T,R>类型。

这是因为BiFunction<T,U,R>返回值的个数为一个，而BiFunction中的apply方法接受两个参数。

### 案例

**public** **class** Demo6

{

**private** List<Person> persons = **new** ArrayList<>();

**public** Demo6()

{

persons.add(**new** Person("li",20));

persons.add(**new** Person("sai",30));

persons.add(**new** Person("hao",44));

}

/\*\*

\*根据usernane查询相应的person对象

\*/

**public** List<Person> getPersonByUsername(String username ,List<Person> allPerson)

{

**return** persons.stream().filter(person->person.getUsername().equals(username))

.collect(Collectors.*toList*());

}

/\*\*

\*查询所有年龄大于age的person对象

\*/

**public** List<Person> getPersonByage(**int** age , List<Person> allPersons)

{

BiFunction<Integer ,List<Person>,List<Person>> biFunction = (ageOfPerson,personList)->

{

**return** personList.stream().filter(person->person.getAge()>=ageOfPerson)

.collect(Collectors.*toList*());

};

**return** biFunction.apply(25, allPersons);

}

/\*\*

\* 动态条件查询person对象，则方法参数传递的是行为，而具体的动作是由用户来决定的

\*/

**public** List<Person> getPersonByCondition(Object condition ,List<Person> allPersons,

BiFunction<Object,List<Person>,List<Person>> biFunction)

{

**return** biFunction.apply(condition, allPersons);

}

**public** **static** **void** main(String[] args)

{

Demo6 demo = **new** Demo6();

List<Person> list = demo.getPersonByUsername("hao", demo.persons);

System.***out***.println(list.get(0).toString());

System.***out***.println("---------------------------------------------------------------");

BiFunction<Object,List<Person>,List<Person>> biFunction = (condition,allPersons)->{

**if**(condition **instanceof** Integer)

{

**int** age = (Integer)condition ;

**return** allPersons.stream().filter(person->person.getAge()>=age)

.collect(Collectors.*toList*());

}

**if**(condition **instanceof** String)

{

String username = (String)condition ;

**return** allPersons.stream().filter(person->person.getUsername().equals(username))

.collect(Collectors.*toList*());

}

**return** **null** ;

};

List<Person> persons = demo.getPersonByCondition(20, demo.persons, biFunction) ;

persons.forEach(person->System.***out***.println(person.toString()));

}

}

## Predicate接口

表示一个判断，boolean值的function，只有一个参数。

**public** **static** **void** main(String[] args)

{

Predicate<String> predicate = str->str.length()>5 ;

System.***out***.println(predicate.test("lisaihao"));

}

根据提供的test方法，根据提供的参数来返回true还是false。

### 案例

**import** java.util.\*;

**import** java.util.function.\*;

**public** **class** Demo8

{

**private** List<Integer> nums = **new** ArrayList<>();

**public** Demo8()

{

**for**(**int** i = 1 ;i<=10 ;i++)

{

nums.add(i);

}

}

**public** **void** testPredateTest(List<Integer> list ,Predicate<Integer> predicate)

{

**for**(Integer i : list)

{

**if**(predicate.test(i))

System.***out***.println(i);

}

}

**public** **void** testAnd(List<Integer> list ,Predicate<Integer> condition1 ,Predicate<Integer> condition2)

{

**for**(Integer i : list)

{

**if**(condition1.and(condition2).test(i))

{

System.***out***.println(i);

}

}

}

**public** **void** testOr(List<Integer> list ,Predicate<Integer> condition1 ,Predicate<Integer> condition2)

{

**for**(Integer i : list)

{

**if**(condition1.or(condition2).test(i))

{

System.***out***.println(i);

}

}

}

**public** **static** **void** main(String[] args)

{

Demo8 demo = **new** Demo8();

//打印偶数

demo.testPredateTest(demo.nums, num->num%2==0);

System.***out***.println("----------------");

//打印大于5的数

demo.testPredateTest(demo.nums, num->num>=5);

System.***out***.println("----------------");

//打印所有

demo.testPredateTest(demo.nums, num->**true**);

System.***out***.println("----------------");

//什么都不打印

demo.testPredateTest(demo.nums, num->**false**);

System.***out***.println("----------------");

//打印大于5，并为偶数的数字

demo.testAnd(demo.nums, num->num>=5,num->num%2==0);

System.***out***.println("----------------");

//打印大于5，或为偶数的数字

demo.testOr(demo.nums, num->num>=5,num->num%2==0);

}

}

## Supplier接口

表示一个结果的供应者，并不要求在每次调用时返回一个新的或者与以前有区别的结果

**package** code.lsh.list;

**public** **class** Person

{

**private** String username ;

**private** **int** age ;

**public** Person() {}

**public** Person(String username , **int** age)

{

**this**.username = username ;

**this**.age = age ;

}

@Override

**public** String toString() {

**return** "Person [username=" + username + ", age=" + age + "]";

}

**public** String getUsername() {

**return** username;

}

**public** **void** setUsername(String username) {

**this**.username = username;

}

**public** **int** getAge() {

**return** age;

}

**public** **void** setAge(**int** age) {

**this**.age = age;

}

}

使用该接口可以代替工厂方法；

**public** **class** Demo1

{

**public** **static** **void** main(String[] args)

{

Supplier<Person> supplier = ()->**new** Person();

Person person = supplier.get();

System.***out***.println(person);

}

}

## BinaryOperator接口

API说明：

代表有着两个相同类型运算对象的操作，并且返回相同类型的运算结果，该接口是BiFunction接口的特殊形式。

操作数和返回结果具有相同的类型。

接口的定义**public** **interface** BinaryOperator<T> **extends** BiFunction<T,T,T>，泛型的类型头为T。

**public** **class** Demo1

{

**public** **int** compute(**int** num1 ,**int** num2 ,BinaryOperator<Integer> bo)

{

**return** bo.apply(num1, num2) ;

}

**public** BinaryOperator<String> testMinBy(String str1 ,String str2 ,Comparator<String> comparator)

{

**return** BinaryOperator.*minBy*(comparator);

}

**public** **static** **void** main(String[] args)

{

Demo1 demo = **new** Demo1();

BinaryOperator< Integer> bo = (num1,num2)->num1+num2 ;

System.***out***.println(demo.compute(10,20,bo));

System.***out***.println("----------------------");

demo.testMinBy("hao", "sai",(str1,str2)->str1.length()-str2.length());

}

}

## Optional类

Java.util.Optional<T>类，该类的作用从代码中删除NullPointer’Exception异常。Optional类设计用来在返回值可以合法为null时与用户通信。如果根据某些条件过滤值流后恰好没有元素存留，就会出现返回值为null的情况。

API说明：

Optional是一个容器对象，可能包含一个非空的值，也可能不包含

该类是基于值的，对一些敏感操作，如：引用相等（==），哈希码的同一，或者同步，则Optional实现将会产生不可预料的错误。我们应该避免使用。

Value-based Classes：1.final和不可变的（即使包含一个可变对象的引用）对象。

2.实现了equals，hashCode和toString方法，这些实现仅仅是通过实例状态计算出来的，而不是其他对象或变量计算出来的。

3.不是使用敏感的操作，如在实例之间引用相等（==），哈希码，或者实例固有锁的同步。

4.仅仅依靠于equals()方法来考虑相等，而不是依靠==

5.没有可访问的构造方法，仅仅通过工厂方法来创建实例，对于返回实例的标识不做任何承诺（返回的对象可能不相同）

6.在相等时，可以自由交换，这就意味着在任何计算或者方法调用中x.equals(y)返回true，或者生产一个不可见的改变行为，x实例和y实例可以交换。

Optional实例：1.被声明为final且是不可变的（但可能包含对可变对象的引用）。

2.不提供公共构造方法，因此必须采用工厂方法加以实例化。

3.具有equals，hashCode与toString的实现，这些实现是通过实例的状态计算出来的。

工厂方法：

创建一个空的Optional

**public** **static**<T> Optional<T> empty() {

@SuppressWarnings("unchecked")

Optional<T> t = (Optional<T>) ***EMPTY***;

**return** t;

}

创建一个非空的Optional对象

**public** **static** <T> Optional<T> of(T value) {

**return** **new** Optional<>(value);

}

//创建一个为空的Optional对象，或者非空的Optional对象

**public** **static** <T> Optional<T> ofNullable(T value) {

**return** value == **null** ? *empty*() : *of*(value);

}

注意：对于Optional<T>是无法作为方法参数或者成员变量的，但可以作为方法的返回值。

Optional实例是不可变的，但它包装的对象却不一定是不可变的。如果创建一个包含可变对象实例的Optional，则仍然可以对实例进行修改。

AtomicInteger counter = new AtomicInteger();  
Optional<AtomicInteger> opt = Optional.*ofNullable*(counter);  
System.*out*.println(opt);  
  
counter.incrementAndGet();  
System.*out*.println(opt);  
  
opt.get().incrementAndGet();  
System.*out*.println(opt);  
  
opt = Optional.*ofNullable*(new AtomicInteger());  
System.*out*.println(opt);

不可以将不可变性与final混为一谈。

### 案例

**public** **static** **void** main(String[] args)

{

Optional<String> optional = Optional.*of*("hello");

/\*//该写法在java8中并不推荐

if(optional.isPresent())

{

System.out.println(optional.get());

}\*/

optional.ifPresent(str->System.***out***.println(str));

//如果Optional容器中没有值，则打印world，否则打印容器中的值

System.***out***.println(optional.orElse("world"));

//如果如果Optional容器中没有值，则Supplier中的get方法

System.***out***.println(optional.orElseGet(()->"hello world"));

}

对于集合，如果集合不为空，则将集合遍历打印：这里采用员工和公司多对一的案例：

**public** **class** Employee

{

**private** String name ;

**public** Employee(String name)

{

**this**.name = name ;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

**public** **class** Company

{

**private** String cName ;

**private** List<Employee> employees ;

**public** String getcName() {

**return** cName;

}

**public** **void** setcName(String cName) {

**this**.cName = cName;

}

**public** List<Employee> getEmployees() {

**return** employees;

}

**public** **void** setEmployees(List<Employee> employees) {

**this**.employees = employees;

}

}

**public** **static** **void** main(String[] args)

{

Employee employee1 = **new** Employee("zhangsan");

Employee employee2 = **new** Employee("lisai");

List<Employee> employees = Arrays.*asList*(employee1,employee2);

Company company = **new** Company();

company.setcName("company1");

// company.setEmployees(employees);

Optional<Company> optional = Optional.*ofNullable*(company);

System.***out***.println(optional.map(theCompany->theCompany.getEmployees()).orElse(Collections.*emptyList*()));

}

如果公司一个的员工集合不为空，则打印集合，否则就创建一个空的集合，打印[]

如果T的为String，orElse总会创建一个字符串，则orElseGet使用Supplier，仅在Optinal为空时才创建。对于字符串orElse和orElseGet的区别可以忽略不计。

如果T是一个复杂对象-，那么传入的Supplier的orElseGet方法能确保仅在需要时才创建对象。

Optional<ComplexObject> val = values.steam.findFirst();  
val.orElse(new ComplexObject());  
val.orElseGet(ComplexObjext::new)

这里Optinal就是采用了Supplier的延迟执行或惰性执行的一种应用。

#### flatMap和map方法

Optinal中的flatMap方法的签名如下：

public<U> Optional<U> flatMap(Function<? super T, Optional<U>> mapper) {  
 Objects.*requireNonNull*(mapper);  
 if (!isPresent())  
 return *empty*();  
 else {  
 return Objects.*requireNonNull*(mapper.apply(value));  
 }  
}

public<U> Optional<U> map(Function<? super T, ? extends U> mapper) {  
 Objects.*requireNonNull*(mapper);  
 if (!isPresent())  
 return *empty*();  
 else {  
 return Optional.*ofNullable*(mapper.apply(value));  
 }  
}

该方法的签名与map方法类似，二者的Function参数应用于每个元素并生成一个结果，返回类型为Optional<U>。具体而言，如果参数T存在，Optional.flatMap方法将函数应用于T并返回Optional，它包装包含的值；如果T不存在，方法将返回一个空的Optional。

class Manager{  
 private String name ;  
 public Manager(String name){  
 this.name = name ;  
 }  
 public String getName(){  
 return name ;  
 }  
}  
class Department{  
 private Manager boss;  
 public Optional<Manager> getBoss(){  
 return Optional.*ofNullable*(boss);  
 }  
 public void setBoss(Manager boss){  
 this.boss = boss ;  
 }  
}  
  
class Company{  
 private Department department;  
 public Optional<Department> getDepartment(){  
 return Optional.*ofNullable*(department);  
 }  
 public void setDepartment(Department department){  
 this.department = department;  
 }  
}

Manager manager = new Manager("lisaihao");  
Department d = new Department();  
d.setBoss(manager);  
System.*out*.println(d.getBoss());  
System.*out*.println("Name:"+d.getBoss().orElse(new Manager("zhuyuanhao")).getName());

使用Optional中的map方法：

System.*out*.println("Name:"+d.getBoss().map(Manager::getName));

**执行结果：**

Optional[code.lsh.java8.Manager@76ed5528]

Name:lisaihao

Name:Optional[lisaihao]

Name:Optional[lisaihao]

Company co = new Company();  
co.setDepartment(d);  
System.*out*.println("Company Dept:"+co.getDepartment());  
System.*out*.println("Company Dept Manager:"+co.getDepartment().  
 map(Department::getBoss));

**运行结果：**

Company Dept:Optional[code.lsh.java8.Department@3941a79c]

Company Dept Manager:Optional[Optional[code.lsh.java8.Manager@76ed5528]]

从运行结果可以看出：Optional中嵌套Optional。我们可以使用flatMap方法可以将结构“展平”

Optional<String> result = co.getDepartment().flatMap(Department::getBoss).map(Manager::getName);  
System.*out*.println(result);  
System.*out*.println("-------------------------------------------------");  
Optional<Company> company = Optional.*of*(co);  
System.*out*.println(  
 company.flatMap(Company::getDepartment)  
 .flatMap(Department::getBoss)  
 .map(Manager::getName)  
);

**运行结果：**

Optional[lisaihao]

-------------------------------------------------

Optional[lisaihao]

class Employee{  
 private int id ;  
 public Employee(int id ){  
 this.id = id;  
 }  
 public int getId(){  
 return id;  
 }  
 public void setId(int id){  
 this.id = id;  
 }  
}

public class Demo3  
{  
 private static List<Employee> *allEmployee* = new ArrayList<>();  
 private static Random *random* = new SecureRandom();  
 static{  
 for(int i = 0 ;i<10;i++){  
 *allEmployee*.add(new Employee(*random*.nextInt(10)));  
 }  
 }  
  
 */\*\*  
 \*根据id查询Employee  
 \*/* public Optional<Employee> findEmployeeById(int id){  
 if(*allEmployee*.contains(id)){  
 return Optional.*of*(*allEmployee*.get(id));  
 }  
 return Optional.*empty*();  
 }  
  
 */\*\*  
 \*通过ids获取Employee集合  
 \*/* public List<Employee> findEmployeesByIds(List<Integer> ids){  
 return ids.stream()  
 .map(this::findEmployeeById) //Stream<Optional<Employee>>  
 .filter(Optional::isPresent) //删除空的Optional  
 .map(Optional::get) //Stream<Employee>  
 .collect(Collectors.*toList*()); //List<Employee>  
 }  
}

使用Optional.map方法：

public List<Employee> findEmployeesByIds(List<Integer> ids){  
 return ids.stream()  
 .map(this::findEmployeeById) //Stream<Optional<Employee>>  
 .flatMap(optional-> {  
 return optional.map(Stream::*of*) //Optional<Stream<Employee>>  
 .orElseGet(Stream::*empty*); //Stream<Employee>  
 }) //Stream<Employee>  
 .collect(Collectors.*toList*());  
}

如果findEmployeeById方法返回一个空的Optional，optional.map(String::of)方法同样将返回一个空的Optional，而orElseGet(Stream::empty)方法将返回一个空的流，因此得到Stream<Employee>元素与空流的组合，Stream.flatMap方法的真正用途就在于此。仅对非空流而言，Stream.flatMap方法将所有内容简化为Stream<Employee>，因此collect方法可以将非空流作为员工列表返回。

# 方法引用

通俗的讲，方法引用时Lambda表达式的语法糖。

**方法引用可以分为4中：**

1.类名::方法名

案例：如根据学生的分数进行升序排序。

**public** **class** Student

{

**private** String name ;

**private** **int** score ;

**public** Student(String name ,**int** score)

{

**this**.name = name ;

**this**.score = score ;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** **int** getScore() {

**return** score;

}

**public** **void** setScore(**int** score) {

**this**.score = score;

}

/\*\*

\* 根据分数进行排序

\*/

**public** **static** **int** compareStudentByScore(Student student1 , Student student2)

{

**return** student1.getScore() - student2.getScore() ;

}

}

**public** **static** **void** main(String[] args)

{

Student s1 = **new** Student("zhangshan",66);

Student s2 = **new** Student("wangwu",45);

Student s3 = **new** Student("lisi",87);

Student s4 = **new** Student("mazi",98);

List<Student> students = Arrays.*asList*(s1,s2,s3,s4) ;

/\*//方法一

//调用list接口中的sort方法进行排序，该方法在集合本身上进行比较，并不会产生新的集合

students.sort((student1 ,student2)->Student.compareStudentByScore(student1, student2));

students.forEach(stu->System.out.println(stu.getScore()));

System.out.println("-------------------------------------");\*/

//方法二：调用方法引用

students.sort(Student::*compareStudentByScore*);

students.forEach(stu->System.***out***.println(stu.getScore()));

System.***out***.println("-------------------------------------");

}

2.引用名::实例方法名

**public** **class** StudentComparator

{

/\*\*

\* 根据分数排序

\*/

**public** **int** compareStudentByScore(Student student1 , Student student2)

{

**return** student1.getScore() - student2.getScore() ;

}

/\*\*

\* 根据姓名排序

\*/

**public** **int** comparatorStudentByName(Student s1 ,Student s2)

{

**return** s1.getName().charAt(0)-s2.getName().charAt(0);

}

}

**public** **static** **void** main(String[] args)

{

Student s1 = **new** Student("zhangshan",66);

Student s2 = **new** Student("wangwu",45);

Student s3 = **new** Student("lisi",87);

Student s4 = **new** Student("mazi",98);

List<Student> students = Arrays.*asList*(s1,s2,s3,s4) ;

StudentComparator sc = **new** StudentComparator();

//方法一

students.sort((student1,student2)->sc.compareStudentByScore(student1, student2));

students.forEach(stu->System.***out***.println(stu.getScore()));

System.***out***.println("-------------------------------------");

//方法二，方法引用

students.sort(sc::compareStudentByScore);

students.forEach(stu->System.***out***.println(stu.getScore()));

System.***out***.println("-------------------------------------");

}

3.类名::实例方法名

修改Student类中comparatorStudentByScore方法为：

**public** **int** compareStudentByScore(Student student)

{

**return** **this**.getScore() - student.getScore();

}

**public** **class** Demo1

{

**public** **static** **void** main(String[] args)

{

Student s1 = **new** Student("zhangshan",66);

Student s2 = **new** Student("wangwu",45);

Student s3 = **new** Student("lisi",87);

Student s4 = **new** Student("mazi",98);

List<Student> students = Arrays.*asList*(s1,s2,s3,s4) ;

//方法引用 类名::实例方法名

students.sort(Student::compareStudentByScore);

students.forEach(stu->System.***out***.println(stu.getScore()));

System.***out***.println("-------------------------------------");

}

}

我们定义实例方法comparatorStudentByScore直接收一个参数，比较的方式为当前实例（Student实例）与传入的Student进行比较。在students.sort(Student::comparatorS

tudentByScore)中，实际上是由传入comparator方法中的第一个参数调用comparatorStudent

ByScore方法，而传入的第二个参数，传入到comparatorStudentByScore方法中了。

**总结：**lambda表达式的第一个参数被作为这个实例方法的调用这，而其他参数被作为方法的参数。

**4.构造方法引用, 类名::new**

**public** **class** Demo2

{

**public** **void** test(Supplier<String> supplier)

{

System.***out***.println(supplier.get());

}

**public** String test2(String str ,Function<String,String> function)

{

**return** function.apply(str);

}

**public** **static** **void** main(String[] args)

{

Demo2 demo = **new** Demo2();

demo.test(String::**new**);

System.***out***.println(demo.test2("hao",String::**new**));

}

}

# 接口

## 接口的默认方法

在jdk8中打破了传统我们对java接口的认知，我们在接口中定义方法，但方法必须使用default关键字修饰。

这里我们都一个特殊情况进行讨论：

**public** **interface** MyInterface1 {

**default** **void** myMethod()

{

System.***out***.println("MyInterface1");

}

}

**public** **interface** MyInterface2 {

**default** **void** myMethod()

{

System.***out***.println("MyInterface1");

}

}

这里我们定义连个接口MyInterface1和MyInterface2，并且定义了相同的方法，如果同时实现这两个接口，会发生什么情况？编译器会让我们重写这两个接口都有的方法。

**public** **class** Main **implements** MyInterface1,MyInterface2

{

@Override

**public** **void** myMethod()

{

}

}

如果我们希望使用MyInterface1的方法，我们可以：

**public** **class** Main **implements** MyInterface1,MyInterface2

{

@Override

**public** **void** myMethod()

{

MyInterface1.**super**.myMethod();

}

}

如果有一个Main2类实现了MyInterface1类，并且Main类继承了Main2类和实现了MyInterfact2接口。

**public** **class** Main2 **implements** MyInterface1{}

Java之所以不支持多继承是为了避免所谓的钻石问题。

## 接口的静态方法

接口方法声明为static

在Java8中，我们可以随时为接口添加静态方法，步骤如下：

1. 为方法添加static关键字。
2. 提供一种无法被重写的实现，此时，静态方法类似于默认方法，包含了Javadoc的Defautl Method(默认标签)中。
3. 通过接口名访问方法。类不需要通过实现接口来使用静态方法。

我们可以分析java.util.Comparator接口中定义的comparing方法就是一种实现的静态方法，如：

public static <T, U> Comparator<T> comparing(  
 Function<? super T, ? extends U> keyExtractor,  
 Comparator<? super U> keyComparator)  
{  
 Objects.*requireNonNull*(keyExtractor);  
 Objects.*requireNonNull*(keyComparator);  
 return (Comparator<T> & Serializable)  
 (c1, c2) -> keyComparator.compare(keyExtractor.apply(c1),  
 keyExtractor.apply(c2));  
}

public static <T> Comparator<T> comparingInt(ToIntFunction<? super T> keyExtractor) {  
 Objects.*requireNonNull*(keyExtractor);  
 return (Comparator<T> & Serializable)  
 (c1, c2) -> Integer.*compare*(keyExtractor.applyAsInt(c1), keyExtractor.applyAsInt(c2));  
}

注意：1.静态方法必须有一个实现。2.无法重写静态方法。3.通过接口名调用静态方法。4.无法实现接口以使用静态方法。

# 流（Stream）

流是一种元素的序列，它不存储元素，也不会修改原始源。Java的函数式编程通常涉及从某些数据源生成流，通过一系列成为**流水线**的中间操作传递元素，并利用终止表达式完成这一过程。

## Stream接口

API说明：

支持并行或串行的聚和操作的元素序列。

IntStream,LongStream和DoubleStrem都是原生类型特化的类型的Stream，并且它们遵循Stream的特征和限制。它们和Stream是平行的。

如果执行一个流的运算，则流运算会被组合到一个流管道中。一个流管道包含一个源（可以是数组，集合，I/O通道），包含零个或多个中间操作（中间操作会将流转化成另一个流，如filter），和终止操作（会产生一个结果，或其他影响，例如count()会forEach(Consumer)，这是因为Consumer会接受一个流中元素的引用，因此我们在accept()方法中通过引用进行修改对象），流是惰性的，在源数据的操作只有在终止操作被触发时时才会执行，仅当需要时源数据元素才被消费。

流和集合虽然有相似性，但是它们的目标是不相同的。集合主要关注于元素的高效管理和访问，与此相反，流并没有提供一个方式用于访问和操作流中的元素。它主要以声明的方式来描述源和源中的运算操作，源的操作可以在源上以聚合的方式来进行（集合主要关注与元素的管理和访问，而流主要关注与元素的运算）。如果流提供的操作并不能满足我们的需要，我们可以是还用iterator()和spliteratior()方法来控制流的遍历。

一个流应该仅仅被调用一次（调用一个中间操作，或终止操作），

流操作分类：1.惰性求值 2.及早求值。

流不存储值，通过管道的方式获取值

本质是函数式的，对流的操作会生成一个结果，不过并不会修改底层的数据源，集合可以作为流的底层数据源。

很多流操作（过滤，映射，排序）都可以延迟实现。

Stream声明：**public** **interface** Stream<T> **extends** BaseStream<T, Stream<T>>

Stream类的接受T类型，继承BaseStream，接受T和Stream<T>类型。

**public** **interface** BaseStream<T, S **extends** BaseStream<T, S>>

入门案例：

**public** **static** **void** main(String[] args)

{

List<Integer> list = Arrays.*asList*(1,2,3,4,5);

System.***out***.println(list.stream().map(i->i\*2).reduce(0, Integer::*sum*));

}

Stream<String> stream = Stream.*of*("hello","world","hello world");

String[] array = stream.toArray(length->**new** String[length]);

Arrays.*asList*(array).forEach(System.***out***::println);

流的串行和惰性操作：

**public** **class** Demo2

{

**public** **static** **void** main(String[] args)

{

List<String> list = Arrays.*asList*("li","sai","hao","sai hao");

Stream<String> stream = list.stream();

stream.mapToInt(item->{

**int** length = item.length();

System.***out***.println(item);

**return** length ;

}).filter(length->length==3).findFirst().ifPresent(System.***out***::println);;

}

}

这里findFirst()方法是一个终止操作。

### 流的创建

* 利用Stream.of方法创建流

public static<T> Stream<T> of(T t) {  
 return StreamSupport.*stream*(new Streams.StreamBuilderImpl<>(t), false);  
}

传入单个元素T t，返回只包含一个元素的单例顺序流。

* 利用Stream.iterate方法

public static<T> Stream<T> iterate(final T seed, final UnaryOperator<T> f) {  
 略  
}

iterate方法返回一个无限顺序的有序流（infinite sequential ordered stream），它有迭代应用到初始元素种子的函数f产生。

Stream.*iterate*(BigDecimal.*ONE*,n->n.add(BigDecimal.*ONE*))  
 .limit(10).forEach(System.*out*::println);

由于生成的流是无界的，所以通过中间操作limit加以限制。

* 利用Stream.generate方法

public static<T> Stream<T> generate(Supplier<T> s) {  
 Objects.*requireNonNull*(s);  
 return StreamSupport.*stream*(  
 new StreamSpliterators.InfiniteSupplyingSpliterator.OfRef<>(Long.*MAX\_VALUE*, s), false);  
}

通过多次调用Supplier产生一个顺序的无序流（sequential,unordered stream）

Stream.*generate*(Math::*random*).limit(10).forEach(System.*out*::println);

### API方法

* flatMap

<R> [Stream](https://docs.oracle.com/javase/8/docs/api/java/util/stream/Stream.html)<R> flatMap([Function](https://docs.oracle.com/javase/8/docs/api/java/util/function/Function.html)<? super [T](https://docs.oracle.com/javase/8/docs/api/java/util/stream/Stream.html),? extends [Stream](https://docs.oracle.com/javase/8/docs/api/java/util/stream/Stream.html)<? extends R>> mapper)

**public** **class** Demo2

{

**public** **static** **void** main(String[] args)

{

List<String> list = Arrays.*asList*("li sai","sai hao","hao li","sai hao");

list.stream().map(item->item.split(" ")).flatMap(Arrays::*stream*).distinct().forEach(System.***out***::println);

}

}

List<String> list = Arrays.*asList*("li","sai","hao");

List<String> list2 = Arrays.*asList*("li","sai","hao");

list.stream().flatMap(item->list.stream().map(item2->item+" "+item2)).collect(Collectors.*toList*()).forEach(System.***out***::println);;

* IntStream.reduce 归约操作

int sum = IntStream.*rangeClosed*(1,10).reduce((x,y)->x+y).orElse(0);  
System.*out*.println("sum="+sum);

二元运算符返回的值在下一次作为迭代时作为累加器，而每次传入的流中的值作为被加数。

我们还可以处理流中的每一个数字，然后在求和：

int sum = IntStream.*rangeClosed*(1,10).reduce((x,y)->x+y\*2).orElse(0);  
System.*out*.println("sum="+sum);

重载的方法：第一个参数表示在进行操作是的第一个参数（具有累加器初始值的reduce方法）。

T reduce(T identity, BinaryOperator<T> accumulator);

int sum = IntStream.*rangeClosed*(1,10).reduce(0,(x,y)->x+y\*2);  
System.*out*.println("sum="+sum);

二院操作符的标识值：在示例中将第一个参数称为累加器的初始值（initial value），不过方法签名将其称为标识值（identity value）。关键字identity表示应该为二元运算符提供一个值，以便与其他值结合时返回另一个值。加法操作的标识值为0，乘法操作的标识值为1，字符串拼接操作的标识值为空字符串。

在Java的标准库中引入一些新的方法使归约操作变得特别简单：如Integer，Long和Double提供的sum方法。

int sum = Stream.*of*(1,2,3,4,5,6,7,8,9,10).reduce(0,Integer::*sum*);  
System.*out*.println("sum="+sum);

求流中的最大值：

int max = Stream.*of*(1,2,3,4,5,6,7,8,9,10).reduce(Integer.*MIN\_VALUE*,Integer::*max*);  
System.*out*.println("max="+max);

* peek方法对流进行调试

int sum = IntStream.*rangeClosed*(1,10)  
 .peek(n->System.*out*.printf("original:%d%n",n))  
 .map(n->n\*2)  
 .peek(n->System.*out*.printf("double:%d%n",n))  
 .filter(n->n%3==0)  
 .peek(n->System.*out*.printf("filter:%d%n",n))  
 .sum();  
 System.*out*.println("sum="+sum);

* collect

## BaseStream

BaseStream是所有流的父接口，是元素的序列，支持串行和并行的聚合操作。BaseStream继承了AutoCloseable接口，调用close()方法时，在管道中所有的关闭处理器都会被调用。

方法介绍：

**boolean** isParallel()：如果一个终止操作被执行返回一个流是否以并发的方式执行。如果在终止操作之后调用该方法可能会发生不可预料的事情。

S sequential()：放回一个等价的串行流，或者返回它本身，它本身已经是串行的，或者底层流

被修改为串行流。返回类型为S，即类型为Stream，因为没一个流操作都会产生一个新的流对象，而S就是代表新生成的流对象。

S onClose(Runnable closeHandler)：返回一个有关闭处理器的等价流，当流中的close方法被调用时，关闭处理器才被调用。它们被执行的顺序与它们添加的顺序一样（在调用该方法时，会返回一个新的流，新的流对象可以继续调用该方法）。所有的处理器都可以被执行，即使前一个处理器抛出异常。如果任意一个处理器抛出异常，第一个异常将传递给调用端，其他异常都被作为被压制的异常（除非剩余的异常与第一个异常是相同的，因此异常不会被压制）。

**public** **static** **void** main(String[] args)

{

List <String> list = Arrays.*asList*("li","sai","hao");

**try**(Stream<String> stream = list.stream())

{

stream.onClose(()->{

System.***out***.println("aaa");

}).onClose(()->{

System.***out***.println("bbb");

}).forEach(System.***out***::println);

}

}
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List <String> list = Arrays.*asList*("li","sai","hao");

**try**(Stream<String> stream = list.stream())

{

stream.onClose(()->{

System.***out***.println("aaa");

**throw** **new** NullPointerException("first Exception");

}).onClose(()->{

System.***out***.println("bbb");

}).forEach(System.***out***::println);
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发生异常并不影响关闭处理器的执行。

List <String> list = Arrays.*asList*("li","sai","hao");

**try**(Stream<String> stream = list.stream())

{

stream.onClose(()->{

System.***out***.println("aaa");

**throw** **new** NullPointerException("first Exception");

}).onClose(()->{

System.***out***.println("bbb");

**throw** **new** ArithmeticException("second Exception");

}).forEach(System.***out***::println);

}

![](data:image/png;base64,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)

第二个关闭处理器抛出的异常被压制（Suppressed）。

List <String> list = Arrays.*asList*("li","sai","hao");

NullPointerException npe = **new** NullPointerException("My Exception");

**try**(Stream<String> stream = list.stream())

{

stream.onClose(()->{

System.***out***.println("aaa");

**throw** npe;

}).onClose(()->{

System.***out***.println("bbb");

**throw** npe;

}).forEach(System.***out***::println);

}
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对于同一异常并不会被压制。

## 分割迭代器（Spliterator）

ApI说明：

一个对象用于对源中的元素进行遍历和分区。通过Spliterator所覆盖的元素的源可以是数组，集合，IO通道，或者生成器函数。

一个分割迭代器可以一个一个的遍历元素（tryAdvance()），也可以以块的方式遍历(forEachRemaining())。

一个分割迭代器可以分区它自身的元素（使用trySplit()方法）作为另一个分割迭代器，尽可能使用并行的方式来操作。使用Spliterator操作不能进行分割，或者不高度平衡或高效的行为，这是不可能从并行中受益。遍历和分割都消耗元素，每一个分割器只对单个块的运算有用的。

一个分割迭代器从ORDERED（有顺序的），DISTINCT（不同的），SORTED（排序的），SIZED（确定大小的），NONNULL（不为空的），IMMUTABLE（不可变的），CONCURRENT（并发的）和SUBSIZED（分成子的）报告它自身结构，源和元素的特征集合characteristics()。这些特性可以被Spliterator客户端所使用，用于控制，具体化和简化操作。例如，Collection的分隔符将会报告一个SIZED，Set集合分隔符将会报告一个DISTINCT，SortedSet分隔符将会报告一个SORTED，特性质都是使用简单的位操作来标识的。一些特性质会额外限制方法行为，例如如果ORDERED，遍历方法必须遵循它们在文档中定义的顺序，在未来新的特征值或许被定义，因此实现者不应该将没有列出的值赋予意义。

一个没有报告IMMUTABLE或CONCURRENT的分割迭代器，我们期待有文档策略的考量：当分割迭代器绑定到元素的源上时；并且在绑定之后要对元素源结构上的检测，延迟绑定分割器到元素源上，在第一次遍历，第一次分割，或第一次调用，而不是在分割器创建时。对非延迟绑定器在创建时或者调用分割器任意方法时绑定到元素源上。在绑定之前修改了源，则在Spliterator遍历时会反映出来，

## Collector（收集器）接口

一个可变的汇聚操作，它的作用是将输入元素累计到一个可变的结果容器中，可选的，在所有的输入元素已经被处理之后，将累计的结果转化为最终的表示。汇聚操作既支持串行也支持并行执行。

Collectors提供了Collector常用的汇聚操作，Colllectors实际上是一个工厂。

一个Collectors通过4个函数所指定的，这4个函数会协同工作，累计entries到一个可变的结果容器中，并且可选地将结果执行一个最终的转换：1.创建一个新的结果容器（supplier()）

2.将新的数据元素合并到结果容器中（accumulator()）

3. 将两个结果容器合并一个（combiner()）

4．对容器执行一个可选的最终的转换（finisher()）

Collectors有一组characteristics集合，比如Collector.Characteristics.CONCURRENT，提供一个hints可以被汇聚所使用，用于提高执行的性能。

使用collector的串行汇聚操作的实现，将使用supplier函数创建一个单一的结果容器，并且每一个输入元素都会调用accumulator函数一次。一种并行实行，将输入进行分区，没一个分区都会创建一个结果容器。累计每一个分区的内容到该分区的结果容器中，然后使用combiner函数将这些子结果合并成最终结果。

为了确保串行和并行执行产生等价的结果，collector函数必须满足同一性和结合性的约束。

同一性表明，对于任何部分累计结果，与一个空的结果容器结合必须生产出一个等价的结果。就是说，对于部分累计结果a，is the result of any series of accumulator and combiner invocations，a必须等价于combiner.apply(a,supplier.get())。

结合性约束，分割计算必须生产等价的结果。因此，对于任何输入元素t1和t2，运算的结果r1和r2，在下面的运算必须相等：

串行： A a1=supplier.get();

accumulator.accept(a1,t1);

accumulator.accept(a1,t2); //这里a1表示每一次累计的中间结果，t1,t2下一次

R r1=finisher.apply(a1); //累计元素

并行： A a2 = supplier.get();

accumulator.accept(a2, t1);

A a3 = supplier.get();

accumulator.accept(a3, t2);

R r2 = finisher.apply(combiner.apply(a2, a3));

基于Collector实现的汇聚操作库，比如Stream.collect(Collector)，必须遵守如下的约定：

* 传递给accumulator函数，combiner函数和finisher函数的第一个参数必须是先前调用supplier，accumulator或combiner函数的结果。
* 实现不应该对supplier，accumulator，或combiner函数做任何操作，除了再一次传递给accumulator，combiner，或者finisher函数，或者返回给调用者。
* 如果传递给combiner或finisher函数的结果，并且相同的对象没有从该函数中返回，则再也不会被使用。
* 如果一个结果传递给combiner或finisher函数，则它再也不会被传递给accumulator函数了。
* 对于一个非并发的收集器，supplier，acuumulator或combiner函数返回的任何结果必须serially thread-confined（当前线程），它能够使收集在并行的情况下发生，而Collecor不需要实现任何其他同步方法。

汇聚实现必须管理输入，确保输入已经被分区了，分区的处理是相互的隔离，在accumulaton完成后combining才会发生。

* 对于并发的收集器，可以自由实现并发汇聚。在accumulator函数被多个线程并发调用时，而并发汇聚只有一个。使用相同的并发修饰结果容器，而不是在accumulation中保持结果的隔离。如果收集器的characteristics是Collector.Characteristics.UNORDERED或者最初的数据是无序的，则并发汇聚应该被调用。

### 案例

**public** **class** Student

{

**private** String name ;

**private** **int** score ;

**private** **int** age ;

**public** Student(String name, **int** score, **int** age) {

**this**.name = name;

**this**.score = score;

**this**.age = age;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** **int** getScore() {

**return** score;

}

**public** **void** setScore(**int** score) {

**this**.score = score;

}

**public** **int** getAge() {

**return** age;

}

**public** **void** setAge(**int** age) {

**this**.age = age;

}

@Override

**public** String toString() {

**return** "Student [name=" + name + ", score=" + score + ", age=" + age + "]";

}

}

**public** **static** **void** main(String[] args)

{

Student s1 = **new** Student("zhangsan", 100, 20);

Student s2 = **new** Student("lisi", 90, 20);

Student s3 = **new** Student("wangwu", 90, 21);

Student s4 = **new** Student("zhangsan", 80, 25);

List<Student> list = Arrays.*asList*(s1,s2,s3,s4);

//根据学生姓名进行分组

Map<String, List<Student>> collect = list.stream().collect(Collectors.

*groupingBy*(Student::getName));

//根据分数进行分组

Map<Integer, List<Student>> collect2 = list.stream().collect(Collectors.

*groupingBy*(Student::getScore));

//根据学生姓名分组并返回同一个组中的个数

Map<String, Long> collect3 = list.stream().collect(Collectors.

*groupingBy*(Student::getName,Collectors.*counting*()));

//获取同一组中的分数平均值

Map<String, Double> collect4 = list.stream().collect(Collectors.

*groupingBy*(Student::getName,Collectors.*averagingDouble*(Student::getScore)));

//根据分数大于等于90进行分区

Map<Boolean, List<Student>> collect5 = list.stream().collect(Collectors.

*partitioningBy*(stu->stu.getScore()>=90));

//获取分数最大的学生

list.stream().collect(Collectors.*maxBy*(Comparator.*comparingInt*(Student::getScore))).

ifPresent(System.***out***::println);

//获取分数最小的学生

list.stream().collect(Collectors.*minBy*(Comparator.*comparingInt*(Student::getScore))).

ifPresent(System.***out***::println);

//拼接学生的姓名

String collect6 = list.stream().map(Student::getName).collect(Collectors.*joining*());

//拼接学生的姓名，并以空格分割

String collect7 = list.stream().map(Student::getName).collect(Collectors.*joining*(" "));

//拼接学生的姓名，并以空格分割，添加前缀后后缀

String collect8 = list.stream().map(Student::getName).collect(Collectors.*joining*(" ","<strong>","</strong>"));

//先根据学生的分数分组，在根据学生名分组

Map<Integer, Map<String, List<Student>>> collect9 = list.stream().collect(Collectors.

*groupingBy*(Student::getScore,Collectors.*groupingBy*(Student::getName)));

//分数大于85进行分区

Map<Boolean, List<Student>> collect10 = list.stream().collect(Collectors.

*partitioningBy*(stu->stu.getScore()>85));

//分数大于85进行分区，然后在大于90的分区

Map<Boolean, Map<Boolean, List<Student>>> collect11 = list.stream().collect(Collectors.*partitioningBy*(stu->stu.getScore()>85,

Collectors.*partitioningBy*(stu->stu.getAge()>90)));

//分数大于80的个数

Map<Boolean, Long> collect12 = list.stream().collect(Collectors.*partitioningBy*(stu->stu.getScore()>85,

Collectors.*counting*()));

}

### 自定义收集器

**import** java.util.\*;

**import** java.util.function.BiConsumer;

**import** java.util.function.BinaryOperator;

**import** java.util.function.Function;

**import** java.util.function.Supplier;

**import** java.util.stream.\*;

**public** **class** MySetCollector<T> **implements** Collector<T,Set<T>,Set<T>>

{

@Override

**public** Supplier<Set<T>> supplier()

{

System.***out***.println("supplier invoked");

**return** HashSet<T>::**new**;

}

@Override

**public** BiConsumer<Set<T>, T> accumulator()

{

System.***out***.println("accumulator invoked");

**return** Set::add;

}

@Override

**public** BinaryOperator<Set<T>> combiner()

{

System.***out***.println("combiner invoked");

**return** (set1,set2)->{set1.addAll(set2);**return** set1;};

}

@Override

**public** Function<Set<T>, Set<T>> finisher()

{

System.***out***.println("finisher invoked");

**return** Function.*identity*();

}

@Override

**public** Set<Characteristics> characteristics()

{

System.***out***.println("characteristics invoked");

**return** Collections.*unmodifiableSet*(EnumSet.*of*(Characteristics.***IDENTITY\_FINISH***));

}

**public** **static** **void** main(String[] args)

{

List<String> list = Arrays.*asList*("li","sai","hao");

Set<String> set = list.stream().collect(**new** MySetCollector<String>());

System.***out***.println(set);

}

}
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这里finisher()方法并没有执行，并且characteristics执行了两次。

分析源码：ReferencePipeline类实现了Stream接口

@Override

@SuppressWarnings("unchecked")

**public** **final** <R, A> R collect(Collector<? **super** P\_OUT, A, R> collector) {

A container;

**if** (isParallel()

&& (collector.characteristics().contains(Collector.Characteristics.***CONCURRENT***))

&& (!isOrdered() || collector.characteristics().contains(Collector.Characteristics.***UNORDERED***))) {

container = collector.supplier().get();

BiConsumer<A, ? **super** P\_OUT> accumulator = collector.accumulator();

forEach(u -> accumulator.accept(container, u));

}

**else** {

container = evaluate(ReduceOps.*makeRef*(collector));

}

**return** collector.characteristics().contains(Collector.Characteristics.***IDENTITY\_FINISH***)

? (R) container

: collector.finisher().apply(container);

}

该方法的return语句中会调用collector的characteristics()方法。如果characteristics返回的集合中包含了IDENTITY\_FINISH，则会强制的将collect方法中间结果类型容器转换为最终的结果类型，并不会调用finisher方法，否则调用finisher()方法。

ReduceOps类的makeRef方法：

**public** **static** <T, I> TerminalOp<T, I>

makeRef(Collector<? **super** T, I, ?> collector) {

Supplier<I> supplier = Objects.*requireNonNull*(collector).supplier();

BiConsumer<I, ? **super** T> accumulator = collector.accumulator();

BinaryOperator<I> combiner = collector.combiner();

**class** ReducingSink **extends** Box<I>

**implements** AccumulatingSink<T, I, ReducingSink> {

@Override

**public** **void** begin(**long** size) {

state = supplier.get();

}

@Override

**public** **void** accept(T t) {

accumulator.accept(state, t);

}

@Override

**public** **void** combine(ReducingSink other) {

state = combiner.apply(state, other.state);

}

}

**return** **new** ReduceOp<T, I, ReducingSink>(StreamShape.***REFERENCE***) {

@Override

**public** ReducingSink makeSink() {

**return** **new** ReducingSink();

}

@Override

**public** **int** getOpFlags() {

**return** collector.characteristics().contains(Collector.Characteristics.***UNORDERED***)

? StreamOpFlag.***NOT\_ORDERED***

: 0;

}

};

}

该方法首先调用了collector的supplier方法，在调用accumulator方法，然后在调用combiner方法。

在方法getOpFlags()方法中会调用collector的characteristics()方法一次。

#### 深入理解Characteristics

##### Characteristics.IDENTITY\_FINISH

Characteristics.IDENTITY\_FINISH：收集器中间结果容器类型与返回的结果类型相同。

**import** java.util.\*;

**import** java.util.function.\*;

**import** java.util.stream.\*;

**public** **class** MyCollector<T> **implements** Collector<T,Set<T>,Map<T,T>>

{

@Override

**public** Supplier<Set<T>> supplier()

{

System.***out***.println("supplier invoked");

**return** HashSet<T>::**new**;

}

@Override

**public** BiConsumer<Set<T>, T> accumulator()

{

System.***out***.println("accumulator invoked");

**return** Set::add;

}

@Override

**public** BinaryOperator<Set<T>> combiner() {

System.***out***.println("combiner invoked");

**return** (set1,set2)->{set1.addAll(set2);**return** set1;};

}

@Override

**public** Function<Set<T>, Map<T, T>> finisher()

{

System.***out***.println("finisher invoked");

**return** set->{

Map<T,T> map = **new** HashMap<>();

set.stream().forEach(item->map.put(item, item));

**return** map;

};

}

@Override

**public** Set<Characteristics> characteristics() {

System.***out***.println("characteristics invoked");

**return** Collections.*unmodifiableSet*(EnumSet.*of*(Characteristics.***UNORDERED***));

}

**public** **static** **void** main(String[] args) {

List<String> list = Arrays.*asList*("li","sai","hao","a","aa","b","cc");

System.***out***.println(list);

Map<String,String> map = list.stream().collect(**new** MyCollector<String>());

System.***out***.println(map);

}

}
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该类为自定的收集器，该收集器将一个集合转换为Map，该类的生成的中间容器类型为Set，返回的结果类型为Map。

修改characteristics()方法：

@Override

**public** Set<Characteristics> characteristics() {

System.***out***.println("characteristics invoked");

**return** Collections.*unmodifiableSet*(EnumSet.*of*(Characteristics.***UNORDERED***,Characteristics.***IDENTITY\_FINISH***));

}

运行结果：
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我们在characteristics()方法返回结果中添加了Characteristics.IDENTITY\_FINISH类型，该类型表示finisher方法可以被省略，如果设置了，则一个未检查的类型转换必须成功，而这里我们定义了，则将中间容器类型Set强制转换为Map类型，从而发生类型转换异常。

##### Characteristics.CONCURRENT

Characteristics.CONCURRENT：表明这个收集器是并行的，表示对个线程可以并发操作相同的结果容器。

**import** java.util.\*;

**import** java.util.function.\*;

**import** java.util.stream.\*;

**public** **class** MyCollector<T> **implements** Collector<T,Set<T>,Map<T,T>>

{

@Override

**public** Supplier<Set<T>> supplier()

{

System.***out***.println("supplier invoked");

**return** HashSet<T>::**new**;

}

@Override

**public** BiConsumer<Set<T>, T> accumulator()

{

System.***out***.println("accumulator invoked");

**return** (set,item)->{

System.***out***.println("accumulator："+set+Thread.*currentThread*().getName());

set.add(item);

};

}

@Override

**public** BinaryOperator<Set<T>> combiner() {

System.***out***.println("combiner invoked");

**return** (set1,set2)->{set1.addAll(set2);**return** set1;};

}

@Override

**public** Function<Set<T>, Map<T, T>> finisher()

{

System.***out***.println("finisher invoked");

**return** set->{

Map<T,T> map = **new** HashMap<>();

set.stream().forEach(item->map.put(item, item));

**return** map;

};

}

@Override

**public** Set<Characteristics> characteristics() {

System.***out***.println("characteristics invoked");

**return** Collections.*unmodifiableSet*(EnumSet.*of*(Characteristics.***UNORDERED***,Characteristics.***CONCURRENT***));

}

**public** **static** **void** main(String[] args) {

**for**(**int** i = 0 ;i<10000;i++)

{

List<String> list = Arrays.*asList*("li","sai","hao","a","aa","b","cc","dd","bb","f","ff");

System.***out***.println(list);

Map<String,String> map = list.parallelStream().collect(**new** MyCollector<String>());

System.***out***.println(map);

}

}

}

这里循环执行1000次：发生了异常。

![](data:image/png;base64,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)

ConcurrentModificationException表明了一个线程对容器进行修改，而其他线程对集合进行遍历，因此发生了异常了。这表明了多个线程对同一结果容器进行操作。
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combiner()方法并没有被执行，表明了多个线程操作了相同的结果容器。

修改characteristics()方法：去掉Characteristics.CONCURRENT。

![](data:image/png;base64,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)

combiner()方法执行，表明了多个线程操作不同的结果容器，最后这些容器会在combiner()方法中进行合并。

### Collectors方法介绍

对于Collectors静态工厂类来说，其实现一共分为两种情况：1.通过CollectorImpl来实现。

2.通过reducing方法来实现；reducing方法本身有通过CollectorImpl实现的

在Collectors中，如果方法返回的类型为收集器类型，而方法参数有接受一个收集器，通常将方法参数的收集器命名为下游（downstream）收集器。

Collectors定义了一个静态内部类（CollecorImpl），该类实现了Collector接口。

**public** **static** <T>

Collector<T, ?, List<T>> toList() {

**return** **new** CollectorImpl<>((Supplier<List<T>>) ArrayList::**new**, List::add,

(left, right) -> { left.addAll(right); **return** left; },

***CH\_ID***);

}

该方法将流中的元素保存到List集合中，该方法直接返回CollectorImpl对象，CH\_ID：表示了不会调用finisher方法。

**public** **static** <T, C **extends** Collection<T>>

Collector<T, ?, C> toCollection(Supplier<C> collectionFactory) {

**return** **new** CollectorImpl<>(collectionFactory, Collection<T>::add,

(r1, r2) -> { r1.addAll(r2); **return** r1; },

***CH\_ID***);

}

toList是toCollection的一个具体表现，toCollection方法必须传入一个结果容器类型，可以是List，ArrayList，LinkedList，Set，HashSet，TreeSet等。

**public** **static** <T>

Collector<T, ?, Set<T>> toSet() {

**return** **new** CollectorImpl<>((Supplier<Set<T>>) HashSet::**new**, Set::add,

(left, right) -> { left.addAll(right); **return** left; },

***CH\_UNORDERED\_ID***);

}

CH\_UNORDER\_ID：表示无序，并且中间结果容器和返回结果类型一样，不需要调用finisher方法。

**public** **static** Collector<CharSequence, ?, String> joining() {

**return** **new** CollectorImpl<CharSequence, StringBuilder, String>(

StringBuilder::**new**, StringBuilder::append,

(r1, r2) -> { r1.append(r2); **return** r1; },

StringBuilder::toString, ***CH\_NOID***);

}

该方法将流中的元素拼接成一个字符串，流中的元素必须是字符串（第一个参数为实现了CharSequence接口），而中间结果类型为StringBuilder而返回类型为String，所以会调用finisher函数。

**public** **static** <T, U, A, R>

Collector<T, ?, R> mapping(Function<? **super** T, ? **extends** U> mapper,

Collector<? **super** U, A, R> downstream) {

BiConsumer<A, ? **super** U> downstreamAccumulator = downstream.accumulator();

**return** **new** CollectorImpl<>(downstream.supplier(),

(r, t) -> downstreamAccumulator.accept(r, mapper.apply(t)),

downstream.combiner(), downstream.finisher(),

downstream.characteristics());

}

适配一个收集器，在accumulation之前，调用mapping函数将每一个输入元素接受T类型映射成接受U类型。

**public** **static**<T,A,R,RR> Collector<T,A,RR> collectingAndThen(Collector<T,A,R> downstream,

Function<R,RR> finisher) {

Set<Collector.Characteristics> characteristics = downstream.characteristics();

**if** (characteristics.contains(Collector.Characteristics.***IDENTITY\_FINISH***)) {

**if** (characteristics.size() == 1)

characteristics = Collectors.***CH\_NOID***;

**else** {

characteristics = EnumSet.*copyOf*(characteristics);

characteristics.remove(Collector.Characteristics.***IDENTITY\_FINISH***);

characteristics = Collections.*unmodifiableSet*(characteristics);

}

}

**return** **new** CollectorImpl<>(downstream.supplier(),

downstream.accumulator(),

downstream.combiner(),

downstream.finisher().andThen(finisher),

characteristics);

}

该方法首先将Characteristics.***IDENTITY\_FINISH***移除，这是因为执行finisher函数。该方法return语句中，第四个参数，首先downstream的finisher函数，后调用了Function的andThen方法传入我们代用该方法出入的finisher函数。 ，

**public** **static** <T> Collector<T, ?, Integer>

summingInt(ToIntFunction<? **super** T> mapper) {

**return** **new** CollectorImpl<>(

() -> **new** **int**[1],

(a, t) -> { a[0] += mapper.applyAsInt(t); },

(a, b) -> { a[0] += b[0]; **return** a; },

a -> a[0], ***CH\_NOID***);

}

这里使用数据类型，而不使用数字代替数组主要是因为数字本身是值类型，而数组为引用类型

案例：计算流中的数值元素的总和：

List<Integer> list = Arrays.*asList*(1,2,3,4,5) ;

**int** sum = list.stream().collect(Collectors.*summingInt*(i->i));

System.***out***.println(sum);

分组方法：

**public** **static** <T, K> Collector<T, ?, Map<K, List<T>>>

groupingBy(Function<? **super** T, ? **extends** K> classifier) {

**return** *groupingBy*(classifier, *toList*());

}

该方法直接返回groupingBy的重载方法，方法参数类型为Function类型，接受一个T类型和T类型之上的元素，返回一个K类型和K类型之下的元素。该方法返回的收集器对象中返回类型为Map<K,List<T>>，即key的类型为分类器(classifier)类型，而value值是与key关联的T。

**public** **static** <T, K, A, D>

Collector<T, ?, Map<K, D>> groupingBy(Function<? **super** T, ? **extends** K> classifier,

Collector<? **super** T, A, D> downstream) {

**return** *groupingBy*(classifier, HashMap::**new**, downstream);

}

该方法接受两个方法参数，一个是分类器Function，另一个是收集器downstream。收集器中元素类型为T和T之上的类型，中间容器类型为A，返回结果类型为D，所以方法返回的收集器中返回类型为Map<K,D>。

**public** **static** <T, K, D, A, M **extends** Map<K, D>>

Collector<T, ?, M> groupingBy(Function<? **super** T, ? **extends** K> classifier,

Supplier<M> mapFactory,

Collector<? **super** T, A, D> downstream) {

Supplier<A> downstreamSupplier = downstream.supplier();

BiConsumer<A, ? **super** T> downstreamAccumulator = downstream.accumulator();

//作为方法返回类型的参数。使用了分类器返回的结果类型作为K，使用下游收集器中间容器类型作为方法返回收集器的中//间容器类型。

BiConsumer<Map<K, A>, T> accumulator = (m, t) -> {

K key = Objects.*requireNonNull*(classifier.apply(t), "element cannot be mapped to a null key");

A container = m.computeIfAbsent(key, k -> downstreamSupplier.get());

downstreamAccumulator.accept(container, t);

};

BinaryOperator<Map<K, A>> merger = Collectors.<K, A, Map<K, A>>*mapMerger*(downstream.combiner());

@SuppressWarnings("unchecked")

Supplier<Map<K, A>> mangledFactory = (Supplier<Map<K, A>>) mapFactory;

**if** (downstream.characteristics().contains(Collector.Characteristics.***IDENTITY\_FINISH***)) {

**return** **new** CollectorImpl<>(mangledFactory, accumulator, merger, ***CH\_ID***);

}

**else** {

@SuppressWarnings("unchecked")

Function<A, A> downstreamFinisher = (Function<A, A>) downstream.finisher();

Function<Map<K, A>, M> finisher = intermediate -> {

intermediate.replaceAll((k, v) -> downstreamFinisher.apply(v));

@SuppressWarnings("unchecked")

M castResult = (M) intermediate;

**return** castResult;

};

**return** **new** CollectorImpl<>(mangledFactory, accumulator, merger, finisher, ***CH\_NOID***);

}

}

返回一个收集器，对T类型的输入元素实现了层叠的“group by”操作。根据分类器（classifier）函数实现元素的分组，使用下游收集器，对给定的key有关联的value执行汇聚操作。通过收集器的supplier工厂函数生成一个Map集合。

# Comparator接口

**public** **class** Demo4

{

**public** **static** **void** main(String[] args)

{

List<String> list = Arrays.*asList*("li","sai","hao");

Collections.*sort*(list,(item1,item2)->item1.length()-item2.length());

//根据字符串的长度降序排列

Collections.*sort*(list,Comparator.*comparingInt*(String::length).reversed());

//这里为哈编译器无法推断item类型，

Collections.*sort*(list,Comparator.*comparingInt*((String item)->item.length()).

reversed());

//先根据字符串大小升序排列，对于长度相等的字符串根据ASCLL码升序排序 list.sort(Comparator.*comparingInt*(String::length).thenComparing(String.***CASE\_INSENSITIVE\_ORDER***));

//先根据字符串大小升序排列，对于长度相等的字符串根据ASCLL码降序排序

list.sort(Comparator.*comparingInt*(String::length).thenComparing(String::toLowerCase,

Comparator.*reverseOrder*()));

}

}

## 问题

**Lambda类型推断为问题：**

**public** **static** **void** main(String[] args)

{

List<String> list = Arrays.*asList*("li","sai","hao");

//1

Collections.*sort*(list,(item1,item2)->item1.length()-item2.length());

//2

Collections.*sort*(list,Comparator.*comparingInt*(String::length).reversed());

//3

Collections.*sort*(list,Comparator.*comparingInt*((String item)->item.length()).reversed());

//4

Collections.*sort*(list,Comparator.*comparingInt*( item->item.length()));

}

在3中如果不显示指定item类型，则编译器为我们认为item为Object类型。

在3中我们必须指定item类型，而如果我们将reversed()方法移除，则不需要指定item类型，这是为什么？

# 文件I/O

文件处理：使用BufferedReader或Files类定义的静态方法lines，以流的形式返回文件内容。

public static void main(String[] args)throws Exception{  
 String path = "F:\\hao\\word.txt";  
 Files.*lines*(Paths.*get*(path))  
 .filter(s->s.length()>10)  
 .sorted(Comparator.*comparingInt*(String::length).reversed())  
 .limit(8)  
 .forEach(System.*out*::println);  
}

流形式检索文件：使用Files的list方法

Files.*list*(Paths.*get*("F:\\hao"))  
 .forEach(System.*out*::println);

文件系统遍历：使用Files的walk方法。

Files.*walk*(Paths.*get*("F:\\hao"))  
 .forEach(System.*out*::println);

# 日期API

Java.time包的开发遵守了JSR 310规范（Date-Time API），并支持ISO 8601标准，且对闰年和个别地区实行的夏时制规则做了相应的调整。

时区ID包括两种形式： 1.相对于UTC/格林尼治标准时间的固定偏移量 如： -05：00

2.地理区域，如America/Chicago

3.相对于祖鲁时间的偏移量。

获取可用时区ID：

Set<String> regionNames = ZoneId.*getAvailableZoneIds*();  
regionNames.stream().forEach(System.*out*::println);

## Date-Time API的基本类

Instant，Duration，Period，LocalDate，LocalTime，LocalDatetime，ZonedDateTime等类定义的工厂方法。

Instant类：对时间轴上的单一瞬时点建模，可以用于记录应用程序中的事件时间

System.*out*.println(Instant.*now*());  
System.*out*.println(LocalDate.*now*());  
System.*out*.println(LocalTime.*now*());  
System.*out*.println(LocalDateTime.*now*());  
System.*out*.println(ZonedDateTime.*now*());

我们也可以通过静态工厂方法of用于生成新的值。

LocalTime类定义的of方法包括多种重载形式，根据可用的小时，分，秒以及纳秒值获取当前日期。

LocalDateTime类定义的of方法同样包括了多种重载方法，根据可用的年，月，日，小时，分，秒以及纳秒值获取当前日期和时间。

**注意：**of方法的月份字段经过重载，以接受Month枚举或起始值为1的整数。

LocalDate案例：

**public** **static** **void** main(String[] args)

{

LocalDate localDate = LocalDate.*now*();

System.***out***.println(localDate);

**int** year = localDate.getYear();

**int** month = localDate.getMonthValue();

**int** day = localDate.getDayOfMonth();

LocalDate ld = LocalDate.*of*(2019, 8, 16);

System.***out***.println(ld);

MonthDay md1 = MonthDay.*of*(month, day);

MonthDay md2 = MonthDay.*from*(ld);

**if**(md1.equals(md2))

System.***out***.println("equals");

**else**

System.***out***.println("not equals");

}

Date-Time API中各种方法所有的前缀：

|  |  |  |
| --- | --- | --- |
| 方法 | 类型 | 用途 |
| of | 静态工厂 | 创建实例 |
| from | 静态工厂 | 将输入参数转换为目标类的实例 |
| parse | 静态工厂 | 解析输入字符串 |
| format | 实例 | 生成格式化输出 |
| get | 实例 | 返回对象状态的一部分 |
| is | 实例 | 查询对象状态 |
| with | 实例 | 通过修改现有对象的某个元素来创建新对象 |
| plus,minus | 实例 | 分别通过现有对象的增减来创建新对象 |
| to | 实例 | 将对象转换为另一种类型 |
| at | 实例 | 将对象与另一个对象合并 |

LocalDateTime添加时区：

LocalDateTime dateTime = LocalDateTime.*of*(2019,Month.*SEPTEMBER*,23,20,32,56);  
ZonedDateTime zdt = dateTime.atZone(ZoneId.*of*("Asia/Shanghai"));  
System.*out*.println(zdt);

Month枚举：

System.*out*.println("Days is Feb in a leap year:"+Month.*FEBRUARY*.length(true));  
System.*out*.println("Days of year for first day of Sept(leap year):"+  
Month.*SEPTEMBER*.firstDayOfYear(true));  
System.*out*.println("Month.of(1):"+Month.*of*(1));  
System.*out*.println("Adding two months:"+Month.*JANUARY*.plus(2));  
System.*out*.println("Subtracting a month:"+Month.*SEPTEMBER*.minus(1));

LocalDateTime dateTime = LocalDateTime.*now*();  
DateTimeFormatter formatter = DateTimeFormatter.*ofPattern*("yyyy-MM-dd HH:mm:ss");  
ZonedDateTime zdt = dateTime.atZone(ZoneId.*of*("Asia/Shanghai"));  
System.*out*.println(dateTime.format(formatter));  
//增加三天  
LocalDateTime dateTime1 = dateTime.plusDays(3);  
System.*out*.println(dateTime1.format(formatter));  
//增加三周  
LocalDateTime dateTime2 = dateTime.plusWeeks(3);  
System.*out*.println(dateTime2.format(formatter));  
//增加三个月  
LocalDateTime dateTime3 = dateTime.plusMonths(3);  
System.*out*.println(dateTime3.format(formatter));  
//增加三年  
LocalDateTime dateTime4 = dateTime.plusYears(3);  
System.*out*.println(dateTime4.format(formatter));

LocalDateTime.plus方法和minus方法：

public LocalDateTime plus(long amountToAdd, TemporalUnit unit) {

public LocalDateTime plus(TemporalAmount amountToAdd) {

LocalDateTime dateTime5 = dateTime.plus(2, ChronoUnit.*DAYS*);  
System.*out*.println(dateTime5.format(formatter));  
LocalDateTime dateTime6 = dateTime.plus(2,ChronoUnit.*SECONDS*);  
System.*out*.println(dateTime6.format(formatter));

对于传入TemporalAmount的方法而言，参数通常是Period或Duration，但也可以是任何实现TemporalAmount接口类型。

//增加两年3个月零4天  
Period perioad = Period.*of*(2,3,4);  
LocalDateTime dateTime7 = dateTime6.plus(perioad);  
System.*out*.println(dateTime7.format(formatter));