1. 数据集
2. **数据获取**

为了确保种子指令的覆盖面和多样性，我们从以下三个数据集收集1500条指令：

* Open Assistant：Open Assistant 数据集包含了人类与聊天机器人互动时编写的指令。这些数据被用来训练和优化聊天机器人的性能，使其更自然地与人类进行交流。只收集了排名0的指令，即被标注为最高质量的指令，以及对话的第一回合。
* Self-Instruct：Self-Instruct 数据集覆盖了各种不同的主题。这些指令被设计用来辅助新任务的指令生成，帮助构建更加全面和多样化的指令集。这个数据集有助于在缺乏足够用户指令的情况下，为新任务生成有效的指令。
* Super-Natural：Super-Natural 数据集包含了格式化为人类指令的自然语言处理任务。排除简单的任务，如分类和标记。这个数据集通过提供具体的人类指令，帮助研究者理解如何将NLP任务转化为可执行的指令，以及如何通过这些指令来训练和评估模型。

1. **数据预处理**

![IMG_20241030_224020](data:image/png;base64,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)

* 从多个来源收集初始指令。
* 使用学生模型（LLaMA2）生成初始输出。
* 使用测试程序来识别模型未能遵循的约束。
* 使用教师模型（ChatGPT）逐一纠正这些错误。
* 修改过程中的数据用于后续训练。

具体例子如下：

* seed\_data.jsonl：种子指令数据集， 1500条

{"**instruction**": "In this task, you will be given a sentence. You need to reconize the name of the disorder or disease. Disease is a disorder of structure or function in a human, animal, or plant, especially one that produces specific symptoms or that affects a specific location and is not simply a direct result of physical injury. Although there might be several correct answers, you need to write one of them. \n", "**input**": "input : In individuals with mutations in either region 2 or region 3 , the average number of adenomas tended to be lower than those in individuals with mutations in region 1 , although age at diagnosis was similar . ", "**output**" :"adenomas”}

* data.jsonl: 根据种子数据集构造的多约束数据集 1500条 用于推理

{"prompt": "In this task, you will be given a sentence. You need to ….. “," input " : " In individuals with……. **end it with a post script starting with P.S.**. **The response must contain at least 1 placeholders (i.e., [restaurant])**. **Make sure to include the words mutations**. **response without any commas**. **Make sure to only use capital letters**","instruction\_id\_list":["detectable\_content:postscript","detectable\_content:number\_placeholders","keywords:existence","punctuation:no\_comma","change\_case:english\_capital"], "kwargs": [{"postscript\_marker": "P.S."}, {"num\_placeholders": 1}, {"keywords": ["mutations"]}, {}, {}],"**constraints**": ["end it with a post script starting with P.S.", "The response must contain at least 1 placeholders (i.e., [restaurant])", "Make sure to include the words mutations", "response without any commas", "Make sure to only use capital letters in your entire response"]}

* checked.jsonl: 检查模型的回复是否遵循约束 1500条

{"constraints": ["end it with a post script starting with P.S.", "The response must contain at least 1 placeholders (i.e., [restaurant])", ……..], "**follow\_all\_instructions**": false, "**follow\_instruction\_list**": [true, false, false, false, false], "instruction\_id\_list": ["detectable\_content:postscript","detectable\_content:number\_placeholders", "keywords:existence", "punctuation:no\_comma", "change\_case:english\_capital"],

"kwargs": [{"postscript\_marker": "P.S."}, {"num\_placeholders": 1}, {"keywords": ["mutations"]}, {}, {}],"prompt": "In this task, you will be given a sentence. You need to……….. \n"，“input" : "In individuals with mutations in either region 2 or region 3 , …….","response": " Sure, I'd be happy to help! Based on the information provided, the name of the disorder or disease being described is likely COLON POLYPS.\n\nP.S. …"}

* ift.jsonl: 利用ChatGPT对多约束指令产生回答，形成sft数据集。 1500条

{"prompt": "In this task, you will be given a sentence. ……..

input : In individuals with mutations in either region 2 or region 3 , ……,

"output": "SURE I'D BE HAPPY TO HELP! BASED ON THE INFORMATION PROVIDED THE NAME OF THE DISORDER OR DISEASE BEING DESCRIBED IS LIKELY COLON POLYPS WITH MUTATIONS.\n\nP.S. IT'S IMPORTANT TO NOTE THAT COLON POLYPS ARE GROWTHS ON …GOOD [RESTAURANT] FOR A CELEBRATORY DINNER AFTER MY SCREENING?"}

* dpo.jsonl: 利用GPT对未遵循的约束逐一修改，形成dpo数据集。 2781条+10000条通用数据.

{"prompt": "In this task, you will be given a sentence. ……..input : In individuals with mutations in either region 2 or region 3 , ……, "constraint": "The response must contain at least 1 placeholders (i.e., [restaurant])", **"rejected"**: " Sure, I'd be happy to help! Based on the information provided, the name of the disorder or disease being described is likely COLON POLYPS.\n\nP.S. It's important to note that colon polyps are growths on the lining of the colon that can develop into colon cancer if left untreated. Regular screening for colon polyps and colon cancer is recommended for individuals with a family history of the condition or those with other risk factors. If you have any concerns or symptoms, it's important to speak with a healthcare professional for proper evaluation and treatment.", **"chosen"**: "SURE I'D BE HAPPY TO HELP! BASED ON THE INFORMATION PROVIDED THE NAME OF THE DISORDER OR DISEASE BEING DESCRIBED IS LIKELY COLON POLYPS WITH MUTATIONS.\n\nP.S. … FOR PROPER EVALUATION AND TREATMENT. CAN YOU RECOMMEND A GOOD [RESTAURANT] FOR A CELEBRATORY DINNER AFTER MY SCREENING?"}

1. 数据存储

以jsonl格式存储，详细信息如下表：

|  |  |
| --- | --- |
| 文件名 | 元素数目 |
| seed\_data.jsonl | 1500 |
| data.jsonl | 1500 |
| checked.jsonl | 1500 |
| ift.jsonl | 1500 |
| dpo.jsonl | 12781 |

1. 数据挖掘算法
2. 深度学习-**监督微调**

* 算法思想：直接利用多约束指令和 ChatGPT产生的输出对模型进行监督微调，使模型学习到在多约束条件下如何生成符合要求的输出，从而提升模型对复杂指令的遵循能力。
* 算法步骤

1. 从多约束数据集中（data.jsonl）获取指令（prompt+input）和对应的 GPT - 3.5 输出（output）。
2. 加载预训练模型（LLaMA2 等）。
3. 将指令输入模型，得到模型的预测输出。
4. 根据预测输出和 GPT - 3.5 的输出计算损失（例如使用交叉熵损失函数）。
5. 通过反向传播算法计算损失对模型参数的梯度。
6. 使用Adam优化器根据梯度更新模型参数。
7. 重复步骤 c - f，直到达到预定的训练轮数。

* 伪代码

model = load\_pretrained\_model('llama2')

# 设置优化器和损失函数

optimizer = set\_optimizer()

loss\_function = set\_loss\_function()

# 遍历多约束数据集

for data in multi\_constraint\_data:

instruction data['prompt']+ data['input']

gpt35\_output = data['output']

# 将指令转换为模型可接受的格式

model\_input = convert\_to\_model\_input(instruction)

# 模型预测

model\_prediction = model.predict(model\_input)

# 计算损失

loss = loss\_function(model\_prediction, gpt35\_output)

# 反向传播

loss.backward()

# 更新模型参数

optimizer.step()

optimizer.zero\_grad()

1. 强化学习-直接偏好优化

* 算法思想：通过为每个复杂指令生成正样本集合（教师模型最后一次修改的输出）和负样本集合（教师模型修改的中间输出），利用这些数据构造偏好数据集，从而训练模型使其更符合人类偏好。
* 算法步骤

1. 对于每个复杂指令，获取教师模型修改过程中的所有输出。
2. 将教师模型最后一次修改的输出作为正样本，其他中间输出作为负样本，构建正样本集合和负样本集合。这个正样本代表了教师模型经过一系列调整后认为最符合要求的回复，可作为模型学习的目标。这些负样本也提供了有用的监督信号。
3. 利用正样本集合和负样本集合构造偏好数据集。
4. 使用偏好数据集进行 DPO 训练，优化模型参数。

* 伪代码

# 加载预训练模型

model = load\_pretrained\_model('llama2')

# 设置优化器（例如Adam优化器）和损失函数（例如基于KL散度的偏好损失函数）

optimizer = set\_optimizer()

loss\_function = set\_loss\_function()

# 遍历复杂指令及其对应的教师模型输出

for i, instruction in enumerate(complex\_instructions):

# 构建正样本集合，取教师模型最后一次修改的输出作为正样本

positive\_samples = [teacher\_outputs[i][-1]]

# 构建负样本集合，取教师模型除最后一次修改之外的中间输出作为负样

negative\_samples = teacher\_outputs[i][:-1]

# 构造偏好数据集

preference\_dataset = []

for pos\_sample in positive\_samples:

for neg\_sample in negative\_samples:

# 每个正样本与每个负样本组成一对偏好数据，(正样本, 负样本)

preference\_dataset.append((pos\_sample, neg\_sample))

# 遍历偏好数据集进行DPO训练

for pos, neg in preference\_dataset:

pos\_input = convert\_to\_model\_input(pos)

neg\_input = convert\_to\_model\_input(neg)

# 模型对正样本和负样本的预测

pos\_prediction = model.predict(pos\_input)

neg\_prediction = model.predict(neg\_input)

# 计算偏好损失

loss = loss\_function(pos\_prediction, neg\_prediction)

# 反向传播计算梯度

loss.backward()

# 更新模型参数

optimizer.step()

optimizer.zero\_grad()