Design Patterns and Principles

Exercise-1: **Implementing the Singleton Pattern**

**ABMain.java**

class ABMain {

    public static void main(String[] args){

        Logger l1 = Logger.getInstance();

        Logger l2 = Logger.getInstance();

        l1.log("First message");

        l2.log("Second message");

        System.out.println(l1 == l2);

    }

}

**Logger.java**

public class Logger{

    private static Logger instance;

    private Logger(){

        System.out.println("Logger initialized");

    }

    public static Logger getInstance(){

        if (instance == null) {

            instance = new Logger();

        }

        return instance;

    }

    public void log(String msg){

        System.out.println("LOG: " + msg);

    }

**}**

**Output:**
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Exercise-2: **Implementing the Factory Method Pattern**

interface Document{

void open();

}

class WordDocument implements Document{

public void open()

{

System.out.println("Opening Word Document");

}

}

class PdfDocument implements Document {

public void open() {

System.out.println("Opening PDF Document");

}

}

abstract class DocumentFactory{

public abstract Document createDocument();

}

class WordFactory extends DocumentFactory

{

public Document createDocument() {

return new WordDocument();

}

}

class PdfFactory extends DocumentFactory

{

public Document createDocument(){

return new PdfDocument();

}

}

class Main{

public static void main(String[] args)

{

DocumentFactory wordFactory = new WordFactory();

Document wordDoc = wordFactory.createDocument();

wordDoc.open();

DocumentFactory pdfFactory = new PdfFactory();

Document pdfDoc = pdfFactory.createDocument();

pdfDoc.open();

}

}

Output:
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Exercise-3: **Implementing the Builder Pattern**

class Computer {

    private String CPU;

    private String RAM;

    private String storage;

    private String graphicsCard;

    private Computer(Builder builder) {

        this.CPU = builder.CPU;

        this.RAM = builder.RAM;

        this.storage = builder.storage;

        this.graphicsCard = builder.graphicsCard;

    }

    public void showConfig() {

        System.out.println("CPU: " + CPU);

        System.out.println("RAM: " + RAM);

        System.out.println("Storage: " + (storage != null ? storage : "Not Added"));

        System.out.println("Graphics Card: " + (graphicsCard != null ? graphicsCard : "Not Added"));

    }

    public static class Builder {

        private String CPU;

        private String RAM;

        private String storage;

        private String graphicsCard;

        public Builder(String CPU, String RAM){

            this.CPU = CPU;

            this.RAM = RAM;

        }

        public Builder setStorage(String storage){

            this.storage = storage;

            return this;

        }

        public Builder setGraphicsCard(String graphicsCard){

            this.graphicsCard = graphicsCard;

            return this;

        }

        public Computer build(){

            return new Computer(this);

        }

    }

}

public class BuilderMain{

    public static void main(String[] args){

        // Creating computer with only required fields

        Computer basicComputer = new Computer.Builder("Intel i5", "8GB").build();

        System.out.println("Basic Configuration:");

        basicComputer.showConfig();

        System.out.println();

        Computer gamingPC = new Computer.Builder("AMD Ryzen 9", "32GB")

                                .setStorage("1TB SSD")

                                .setGraphicsCard("NVIDIA RTX 4070")

                                .build();

        System.out.println("Gaming PC Configuration:");

        gamingPC.showConfig();

    }

}

Output:

![](data:image/png;base64,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)

**Exercise 4: Implementing the Adapter Pattern**

interface PayX {

    void pay(double amt, String forWhat);}

class PP {

    void doTransfer(double amt, String note) {

        System.out.println("PP ₹" + amt + " done for: " + note);}

}

class ST {

    void charge(String desc, double val){

        System.out.println("ST ₹" + val + " charged for: " + desc);

    }

}

class PPAdapter implements PayX{

    PP p = new PP();

    public void pay(double amt, String msg) {

        p.doTransfer(amt, msg);

    }

}

class STAdapter implements PayX{

    ST s = new ST();

    public void pay(double amt, String msg) {

        s.charge(msg, amt);

    }}

public class PaymentDemo{

    public static void main(String[] args){

        PayX p1 = new PPAdapter();

        PayX p2 = new STAdapter();

        run(p1, 750.0, "cloud bill");

        run(p2, 2100.5, "design fee");

    }

    static void run(PayX p, double a, String msg){

        System.out.println();

        p.pay(a, msg);

    }}

Output:

![](data:image/png;base64,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)

**Exercise 5: Implementing the Decorator Pattern**

interface Notify{

    void send(String msg);

}

class Email implements Notify

 {

    public void send(String msg)

    {

        System.out.println("📧: " + msg);

    }

}

abstract class Wrap implements Notify

{

    Notify n;

    Wrap(Notify n) { this.n = n; }}

class SMS extends Wrap {

    SMS(Notify n) { super(n); }

    public void send(String msg) {

        n.send(msg);

        System.out.println("📱: " + msg);}

}

class Slack extends Wrap {

    Slack(Notify n) { super(n); }

    public void send(String msg)

    {

        n.send(msg);

        System.out.println("💬: " + msg);

    }

}

public class NotifyDemo{

    public static void main(String[] args)

     {

        Notify basic = new Email();

        Notify combo1 = new SMS(basic);

        Notify combo2 = new Slack(combo1);

        combo2.send("server down at 2AM");

    }

}

Output:

![](data:image/png;base64,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)

**Exercise 6: Implementing the Proxy Pattern**

interface Image {

    void display();

}

class RealImage implements Image {

    private String file;

    RealImage(String file) {

        this.file = file;

        load();

    }

    private void load() {

        System.out.println("Loading " + file + " from server...");

    }

    public void display() {

        System.out.println("Showing " + file);

    }

}

class ProxyImage implements Image{

    private RealImage img;

    private String file;

    ProxyImage(String file){

        this.file = file;

    }

    public void display(){

        if (img == null) img = new RealImage(file);

        img.display();

    }

}

public class ProxyImageDemo{

    public static void main(String[] args){

        Image a = new ProxyImage("pic1.jpg");

        Image b = new ProxyImage("pic2.png");

        a.display();

        a.display();

        b.display();

    }

}

Output:

![](data:image/png;base64,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)

**Exercise 7: Implementing the Observer Pattern**

import java.util.\*;

interface Stock{

void addObserver(Observer o);

void removeObserver(Observer o);

void notifyObservers(double price);

}

interface Observer{

void update(double price);

}

class StockMarket implements Stock{

private List<Observer> obs = new ArrayList<>();

private double price;

public void addObserver(Observer o) {

obs.add(o);

}

public void removeObserver(Observer o){

obs.remove(o);

}

public void notifyObservers(double price){

for (Observer o : obs)

o.update(price);

}

public void setPrice(double p) {

this.price = p;

notifyObservers(p);

}

}

class MobileApp implements Observer {

private String name;

MobileApp(String name){

this.name = name;

}

public void update(double price){

System.out.println(name + " (Mobile) got update: ₹" + price);

}

}

class WebApp implements Observer{

private String name;

WebApp(String name){

this.name = name;

}

public void update(double price) {

System.out.println(name + " (Web) got update: ₹" + price);

}

}

public class Main {

public static void main(String[] args) {

StockMarket sm = new StockMarket();

Observer mob1 = new MobileApp("AppX");

Observer web1 = new WebApp("SiteY");

sm.addObserver(mob1);

sm.addObserver(web1);

sm.setPrice(1200.50);

sm.setPrice(1225.75);

sm.removeObserver(web1);

sm.setPrice(1199.99);

}

}

Output:
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**Exercise 8: Implementing the Strategy Pattern**

interface PaymentStrategy{

void pay(double amt);

}

class CreditCardPayment implements PaymentStrategy{

public void pay(double amt) {

System.out.println("Paid ₹" + amt + " via Credit Card.");

}

}

class PayPalPayment implements PaymentStrategy{

public void pay(double amt) {

System.out.println("Paid ₹" + amt + " via PayPal.");

}

}

class PaymentContext {

private PaymentStrategy method;

PaymentContext(PaymentStrategy method) {

this.method = method;

}

public void process(double amt) {

method.pay(amt);

}

}

public class Main {

public static void main(String[] args) {

PaymentContext ctx1 = new PaymentContext(new CreditCardPayment());

PaymentContext ctx2 = new PaymentContext(new PayPalPayment());

ctx1.process(850.0);

ctx2.process(420.5);

}

}

Output:  
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**Exercise 9: Implementing the Command Pattern**

interface Command{

    void execute();

}

class Light

{

    void on(){

        System.out.println("Light is ON");

    }

    void off(){

        System.out.println("Light is OFF");

    }

}

class LightOnCommand implements Command

{

    Light l;

    LightOnCommand(Light l){

        this.l = l;

    }

    public void execute(){

        l.on();

    }

}

class LightOffCommand implements Command{

    Light l;

    LightOffCommand(Light l){

        this.l = l;

    }

    public void execute(){

        l.off();

    }

}

class RemoteControl{

    Command c;

    void set(Command c){

        this.c = c;

    }

    void press(){

        c.execute();

    }

}

public class HomeCmd{

    public static void main(String[] args){

        Light bulb = new Light();

        Command on = new LightOnCommand(bulb);

        Command off = new LightOffCommand(bulb);

        RemoteControl rc = new RemoteControl();

        rc.set(on);

        rc.press();

        rc.set(off);

        rc.press();

    }

}

Output:

![](data:image/png;base64,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)

**Exercise 10: Implementing the MVC Pattern**

class Student{

private String name;

private int id;

private String grade;

Student(String name, int id, String grade){

this.name = name;

this.id = id;

this.grade = grade;

}

String getName(){

return name;

}

void setName(String name){

this.name = name;

}

int getId(){

return id;

}

void setId(int id){

this.id = id;

}

String getGrade(){

return grade;

}

void setGrade(String grade){

this.grade = grade;

}

}

class StudentView{

void displayStudentDetails(String name, int id, String grade){

System.out.println("Name: " + name);

System.out.println("ID: " + id);

System.out.println("Grade: " + grade);

}

}

class StudentController{

private Student s;

private StudentView v;

StudentController(Student s, StudentView v){

this.s = s;

this.v = v;

}

void setName(String name){

s.setName(name);

}

void setGrade(String grade){

s.setGrade(grade);

}

void updateView(){

v.displayStudentDetails(s.getName(), s.getId(), s.getGrade());

}

}

public class Main{

public static void main(String[] args){

Student s = new Student("Hari", 101, "A");

StudentView v = new StudentView();

StudentController c = new StudentController(s, v);

c.updateView();

c.setName("Harish");

c.setGrade("A+");

c.updateView();

}

}

Output:
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**Exercise 11: Implementing Dependency Injection**

interface CustomerRepository{

    String findCustomerById(int id);

}

class CustomerRepositoryImpl implements CustomerRepository{

    public String findCustomerById(int id){

        return "Customer#" + id + " - Hari Kumar";

    }

}

class CustomerService{

    private CustomerRepository repo;

    CustomerService(CustomerRepository repo){

        this.repo = repo;

    }

    void getCustomer(int id){

        String data = repo.findCustomerById(id);

        System.out.println(data);

    }

}

public class CustomerApp{

    public static void main(String[] args){

        CustomerRepository repo = new CustomerRepositoryImpl();

        CustomerService service = new CustomerService(repo);

        service.getCustomer(101);

    }

}

Output:
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**Algorithms\_Data Structures**

**Exercise 1: Inventory Management System**

import java.util.\*;

class Product{

int pid;

String pname;

int qty;

double price;

Product(int pid, String pname, int qty, double price){

this.pid = pid;

this.pname = pname;

this.qty = qty;

this.price = price;

}

public void display(){

System.out.println("ID: " + pid + ", Name: " + pname + ", Qty: " + qty + ", Price: ₹" + price);

}

}

class Inventory{

HashMap<Integer, Product> inv = new HashMap<>();

public void addProd(Product p){

if(inv.containsKey(p.pid)){

System.out.println("Prod ID already exists.");

}else{

inv.put(p.pid, p);

System.out.println("Prod added.");

}

}

public void updateProd(int pid, int qty, double price){

if(inv.containsKey(pid)){

Product p = inv.get(pid);

p.qty = qty;

p.price = price;

System.out.println("Prod updated.");

}else{

System.out.println("Prod not found.");

}

}

public void delProd(int pid){

if(inv.containsKey(pid)){

inv.remove(pid);

System.out.println("Prod deleted.");

}else{

System.out.println("Prod not found.");

}

}

public void showAll(){

for(Product p : inv.values()){

p.display();

}

}

}

public class Main{

public static void main(String[] args){

Scanner sc = new Scanner(System.in);

Inventory inv = new Inventory();

while(true){

System.out.println("\n1.Add 2.Update 3.Delete 4.Show 5.Exit");

int ch = sc.nextInt();

if(ch==1){

System.out.print("Enter id name qty price: ");

int id = sc.nextInt();

String name = sc.next();

int q = sc.nextInt();

double pr = sc.nextDouble();

Product p = new Product(id, name, q, pr);

inv.addProd(p);

}else if(ch==2){

System.out.print("Enter id to update, new qty & price: ");

int id = sc.nextInt();

int q = sc.nextInt();

double pr = sc.nextDouble();

inv.updateProd(id, q, pr);

}else if(ch==3){

System.out.print("Enter id to delete: ");

int id = sc.nextInt();

inv.delProd(id);

}else if(ch==4){

inv.showAll();

}else if(ch==5){

System.out.println("Exit.");

break;

}else{

System.out.println("Invalid.");

}

}

sc.close();

}

}

Output:
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**Exercise 2: E-commerce Platform Search Function**

**What is Big O Notation?**  
Big O notation is used to describe how fast or slow an algorithm runs as the size of input increases. It tells us the worst-case time complexity of a program. This helps in comparing which algorithm is better in terms of speed and performance.

**best, Average, and Worst Case in Search:**

* **best case**: The item is found at the first position.
* **Average case**: The item is found somewhere in the middle.
* **Worst case**: The item is not found or at the last position.  
  For example, in linear search, best case is O(1), and worst case is O(n). In binary search, best case is O(1), but worst case is O(log n).

**Code:**

import java.util.\*;

class Product{

int pid;

String pname;

String cat;

Product(int pid, String pname, String cat){

this.pid = pid;

this.pname = pname;

this.cat = cat;

}

void show(){

System.out.println("ID: " + pid + ", Name: " + pname + ", Cat: " + cat);

}

}

class SearchFunc{

public static Product linearSearch(Product[] arr, String key){

for(Product p : arr){

if(p.pname.equalsIgnoreCase(key)){

return p;

}

}

return null;

}

public static Product binarySearch(Product[] arr, String key){

int l=0, r=arr.length-1;

while(l<=r){

int mid=(l+r)/2;

int cmp = arr[mid].pname.compareToIgnoreCase(key);

if(cmp==0) return arr[mid];

else if(cmp<0) l=mid+1;

else r=mid-1;

}

return null;

}

}

public class Main{

public static void main(String[] args){

Product[] prods = {

new Product(101,"Laptop","Electronics"),

new Product(102,"Shirt","Fashion"),

new Product(103,"Phone","Electronics"),

new Product(104,"Shoes","Footwear"),

new Product(105,"Watch","Accessories")

};

Product[] sorted = Arrays.copyOf(prods, prods.length);

Arrays.sort(sorted, (a,b) -> a.pname.compareToIgnoreCase(b.pname));

Scanner sc = new Scanner(System.in);

System.out.print("Enter prod name to search: ");

String key = sc.nextLine();

System.out.println("Linear Search:");

Product res1 = SearchFunc.linearSearch(prods, key);

if(res1!=null) res1.show(); else System.out.println("Not found.");

System.out.println("Binary Search:");

Product res2 = SearchFunc.binarySearch(sorted, key);

if(res2!=null) res2.show(); else System.out.println("Not found.");

sc.close();

}

}

Output:
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**Analysis:**

Time Complexity Comparison:

* **Linear Search**:  
   best - O(1), Average cse is- O(n/2), Worst - O(n)
* **Binary Search**:  
   best - O(1), Average case- O(log n), Worst - O(log n)  
  (Only works on sorted data I assume)

**Which One Is Better and Why?**  
As far as I am concerned binary search is faster and better when data is sorted because it reduces the number of checks using divide and conquer. Linear search is simple but slow for large lists. In e-commerce, where speed matters, binary search is more suitable for product searching.

**Exercise 3: Sorting Customer Orders**

**Bubble Sort:**  
In this algorithm, we compare two elements next to each other and swap them if they are in the wrong order. We keep doing this until the list is sorted. It is easy to write but not efficient for big data.  
**Time Complexity:**

* best: O(n)
* Worst: O(n²)

**Insertion Sort:**  
We take one element from the unsorted part and insert it in the correct place in the sorted part. It is good for small data.  
**Time Complexity:**

* best: O(n)
* Worst: O(n²)

**Quick Sort:**  
This is a divide and conquer algorithm. It picks a pivot and places all smaller elements on one side and bigger ones on the other. It works fast for large data.  
**Time Complexity:**

* best/Average: O(n log n)
* Worst: O(n²)

**Merge Sort:**  
Also divide and conquer. It splits the array into halves, sorts each half, and merges them back. It uses more memory but is very efficient.  
**Time Complexity:** O(n log n)

import java.util.\*;

class Order{

int oid;

String cname;

double price;

Order(int oid, String cname, double price){

this.oid = oid;

this.cname = cname;

this.price = price;

}

void show(){

System.out.println("Order ID: " + oid + ", Name: " + cname + ", Price: ₹" + price);

}

}

class SortAlgo{

public static void bubblesort(Order[] arr){

int n = arr.length;

for(int i=0;i<n-1;i++){

for(int j=0;j<n-i-1;j++){

if(arr[j].price > arr[j+1].price){

Order temp = arr[j];

arr[j] = arr[j+1];

arr[j+1] = temp;

}

}

}

}

public static void quickSort(Order[] arr, int low, int high){

if(low<high){

int pi = partition(arr, low, high);

quickSort(arr, low, pi-1);

quickSort(arr, pi+1, high);

}

}

private static int partition(Order[] arr, int low, int high){

double pivot = arr[high].price;

int i = low - 1;

for(int j=low;j<high;j++){

if(arr[j].price < pivot){

i++;

Order temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

Order temp = arr[i+1];

arr[i+1] = arr[high];

arr[high] = temp;

return i+1;

}

}

public class Main{

public static void main(String[] args){

Order[] orders = {

new Order(201,"Ravi",1500.75),

new Order(202,"Neha",950.50),

new Order(203,"Amit",2300.00),

new Order(204,"Sara",1200.00)

};

System.out.println("Before Sorting:");

for(Order o : orders) o.show();

// bubble sort

SortAlgo.bubbleSort(orders);

System.out.println("\nAfter Bubble Sort (Low to High):");

for(Order o : orders) o.show();

orders = new Order[]{

new Order(201,"Ravi",1500.75),

new Order(202,"Neha",950.50),

new Order(203,"Amit",2300.00),

new Order(204,"Sara",1200.00)

};

// quick sort

SortAlgo.quickSort(orders, 0, orders.length-1);

System.out.println("\nAfter Quick Sort (Low to High):");

for(Order o : orders) o.show();

}

}

Output:
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Quick sort wokss much faster for large iputs because it reduces the number of comparison by dividng the array. Buble sort is only good for very small arrays and is not used in real projects..

**Exercise 4: Employee Management System**

Arrays are a collection of elements stored at contiguous memory locations. Each element is accessed using an index, which starts from 0.

**Advantages of arrays:**

* Fixed size, so memory is allocated in advance.
* Fast access using index (O(1)).
* Easy to use and manage small datasets

import java.util.Scanner;

class Employee{

int empId;

String name;

String pos;

double sal;

Employee(int empId, String name, String pos, double sal){

this.empId = empId;

this.name = name;

this.pos = pos;

this.sal = sal;

}

void show(){

System.out.println("ID: " + empId + ", Name: " + name + ", Pos: " + pos + ", Salary: ₹" + sal);

}

}

class EmpSystem{

Employee[] arr = new Employee[100];

int count = 0;

void addEmp(Employee e){

if(count < arr.length){

arr[count++] = e;

System.out.println("Employee added.");

}else{

System.out.println("Array is full.");

}

}

void searchEmp(int id){

for(int i=0;i<count;i++){

if(arr[i].empId == id) {

arr[i].show();

return;

}

}

System.out.println("Employee not found.");

}

void deleteEmp(int id){

for(int i=0;i<count;i++){

if(arr[i].empId == id) {

for(int j=i;j<count-1;j++) {

arr[j] = arr[j+1];

}

arr[--count] = null;

System.out.println("Employee deleted.");

return;

}

}

System.out.println("Employee not found.");

}

void listAll() {

if(count == 0){

System.out.println("No employees.");

return;

}

for(int i=0;i<count;i++) {

arr[i].show();

}

}

}

public class Main {

public static void main(String[] args) {

EmpSystem sys = new EmpSystem();

Scanner sc = new Scanner(System.in);

while(true) {

System.out.println("\n1.Add 2.Search 3.Delete 4.Show All 5.Exit");

int ch = sc.nextInt();

if(ch==1){

System.out.print("Enter id, name, position, salary: ");

int id = sc.nextInt();

String name = sc.next();

String pos = sc.next();

double sal = sc.nextDouble();

Employee e = new Employee(id, name, pos, sal);

sys.addEmp(e);

}else if(ch==2){

System.out.print("Enter id to search: ");

int id = sc.nextInt();

sys.searchEmp(id);

}else if(ch==3){

System.out.print("Enter id to delete: ");

int id = sc.nextInt();

sys.deleteEmp(id);

}else if(ch==4){

sys.listAll();

}else if(ch==5){

System.out.println("Exiting...");

break;

}else{

System.out.println("Invalid choice.");

}

}

sc.close();

}

}

Output:

![](data:image/png;base64,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)

**Exercise 5: Task Management System**

A linked list is a linear data structure where elements aslo called as nodes are connected using pointers.

**Types:**

* **Singly Linked List**: Each node has data and a pointer to the next node only.
* **Doubly Linked List**: Each node has pointers to both the next and previous nodes.

In this exercise, we use singly linked list as it is simple and uses less memory.

import java.util.Scanner;

class Task{

int id;

String name;

String status;

Task next;

Task(int id, String name, String status){

this.id = id;

this.name = name;

this.status = status;

this.next = null;

}

void show(){

System.out.println("ID: " + id + ", Name: " + name + ", Status: " + status);

}

}

class TaskList{

Task head = null;

void addTask(Task t){

if(head == null){

head = t;

}else{

Task cur = head;

while(cur.next != null){

cur = cur.next;

}

cur.next = t;

}

System.out.println("Task added.");

}

void searchTask(int id){

Task cur = head;

while(cur != null){

if(cur.id == id){

cur.show();

return;

}

cur = cur.next;

}

System.out.println("Task not found.");

}

void deleteTask(int id){

if(head == null){

System.out.println("No tasks.");

return;

}

if(head.id == id){

head = head.next;

System.out.println("Task deleted.");

return;

}

Task cur = head;

while(cur.next != null){

if(cur.next.id == id){

cur.next = cur.next.next;

System.out.println("Task deleted.");

return;

}

cur = cur.next;

}

System.out.println("Task not found.");

}

void showAll(){

if(head == null){

System.out.println("No tasks to show.");

return;

}

Task cur = head;

while(cur != null){

cur.show();

cur = cur.next;

}

}

}

public class Main{

public static void main(String[] args){

Scanner sc = new Scanner(System.in);

TaskList tl = new TaskList();

while(true){

System.out.println("\n1.Add 2.Search 3.Delete 4.Show All 5.Exit");

int ch = sc.nextInt();

if(ch==1){

System.out.print("Enter id, name, status: ");

int id = sc.nextInt();

String name = sc.next();

String stat = sc.next();

Task t = new Task(id, name, stat);

tl.addTask(t);

}else if(ch==2){

System.out.print("Enter id to search: ");

int id = sc.nextInt();

tl.searchTask(id);

}else if(ch==3){

System.out.print("Enter id to delete: ");

int id = sc.nextInt();

tl.deleteTask(id);

}else if(ch==4){

tl.showAll();

}else if(ch==5){

System.out.println("Exiting...");

break;

}else{

System.out.println("Invalid choice.");

}

}

sc.close();

}

}

Output:

![](data:image/png;base64,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)

Advantages of Linked Lists over Arrays

* Linked lists are dynamic in size, so no need to pre-define size.
* Easier to insert or delete in between nodes.
* In arrays, shifting is needed after delete; in linked lists, just pointer update is enough.

**Exercise 6: Library Management System**

import java.util.\*;

class Book{

int id;

String title;

String author;

Book(int id, String title, String author){

this.id = id;

this.title = title;

this.author = author;

}

void show(){

System.out.println("ID: " + id + ", Title: " + title + ", Author: " + author);

}

}

class Search{

public static Book linearSearch(Book[] arr, String key){

for(Book b : arr){

if(b.title.equalsIgnoreCase(key)){

return b;

}

}

return null;

}

public static Book binarySearch(Book[] arr, String key){

int l=0, r=arr.length-1;

while(l<=r){

int mid = (l+r)/2;

int cmp = arr[mid].title.compareToIgnoreCase(key);

if(cmp==0) return arr[mid];

else if(cmp<0) l=mid+1;

else r=mid-1;

}

return null;

}

}

public class Main{

public static void main(String[] args){

Book[] books = {

new Book(1,"Data Structures","Mark Allen"),

new Book(2,"Algorithms","Robert Sedgewick"),

new Book(3,"Clean Code","Robert Martin"),

new Book(4,"Java Basics","James Gosling")

};

Book[] sorted = Arrays.copyOf(books, books.length);

Arrays.sort(sorted, (a,b) -> a.title.compareToIgnoreCase(b.title));

Scanner sc = new Scanner(System.in);

System.out.print("Enter book title to search: ");

String key = sc.nextLine();

System.out.println("\nUsing Linear Search:");

Book res1 = Search.linearSearch(books, key);

if(res1 != null) res1.show();

else System.out.println("Book not found.");

System.out.println("\nUsing Binary Search:");

Book res2 = Search.binarySearch(sorted, key);

if(res2 != null) res2.show();

else System.out.println("Book not found.");

sc.close();

}

}

Output:
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**Exercise 7: Financial Forecasting**

Recursion is a programming method where a function calls itself to solve smaller parts of a problem.It helps to break down big problems into easier sub-problems. It's often used in problems like factorials, Fibonacci series, or any repetitive calculation that follows a pattern.

import java.util.Scanner;

class Forecast{

double predict(double val, double rate, int years){

if(years == 0){

return val;

}

return predict(val \* (1 + rate), rate, years - 1);

}

}

public class Main{

public static void main(String[] args){

Scanner sc = new Scanner(System.in);

System.out.print("Enter current value: ");

double v = sc.nextDouble();

System.out.print("Enter annual growth rate (in %): ");

double r = sc.nextDouble() / 100;

System.out.print("Enter number of years: ");

int y = sc.nextInt();

Forecast f = new Forecast();

double res = f.predict(v, r, y);

System.out.printf("Predicted value after %d years: ₹%.2f\n", y, res);

sc.close();

}

}

Output:
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* This recursive function has **O(n)** time complexity, where n is the number of years.
* It makes one call per year until years == 0.