**Exercise 1: Control Structures**

**Scenario 1:**Discount for senior citizens (age > 60)

BEGIN

FOR cust IN (SELECT c.CustomerID, l.LoanID, l.InterestRate, c.DOB

FROM Customers c JOIN Loans l ON c.CustomerID = l.CustomerID) LOOP

IF MONTHS\_BETWEEN(SYSDATE, cust.DOB) / 12 > 60 THEN

UPDATE Loans

SET InterestRate = InterestRate - 1

WHERE LoanID = cust.LoanID;

END IF;

END LOOP;

COMMIT;

END;

**Scenario 2:** Promote to VIP based on balance

BEGIN

FOR cust IN (SELECT CustomerID, Balance FROM Customers) LOOP

IF cust.Balance > 10000 THEN

UPDATE Customers SET IsVIP = 'TRUE' WHERE CustomerID = cust.CustomerID;

END IF;

END LOOP;

COMMIT;

END;

**Scenario 3:** Send loan reminders

BEGIN

FOR loan\_rec IN (SELECT LoanID, CustomerID, EndDate

FROM Loans

WHERE EndDate BETWEEN SYSDATE AND SYSDATE + 30) LOOP

DBMS\_OUTPUT.PUT\_LINE('Reminder: Loan ID ' || loan\_rec.LoanID ||

' for Customer ID ' || loan\_rec.CustomerID ||

' is due on ' || TO\_CHAR(loan\_rec.EndDate, 'DD-Mon-YYYY'));

END LOOP;

END;

**Exercise 2: Error Handling**

**Scenario 1: Safe fund transfer**

CREATE OR REPLACE PROCEDURE SafeTransferFunds(p\_from IN NUMBER, p\_to IN NUMBER, p\_amount IN NUMBER) IS

insufficient\_funds EXCEPTION;

BEGIN

DECLARE

v\_balance NUMBER;

BEGIN

SELECT Balance INTO v\_balance FROM Accounts WHERE AccountID = p\_from;

IF v\_balance < p\_amount THEN

RAISE insufficient\_funds;

END IF;

UPDATE Accounts SET Balance = Balance - p\_amount WHERE AccountID = p\_from;

UPDATE Accounts SET Balance = Balance + p\_amount WHERE AccountID = p\_to;

COMMIT;

DBMS\_OUTPUT.PUT\_LINE('Transfer successful.');

EXCEPTION

WHEN insufficient\_funds THEN

DBMS\_OUTPUT.PUT\_LINE('Error: Insufficient funds.');

ROLLBACK;

WHEN OTHERS THEN

DBMS\_OUTPUT.PUT\_LINE('Unknown error: ' || SQLERRM);

ROLLBACK;

END;

END;

**Scenario 3: Add customer safely**

CREATE OR REPLACE PROCEDURE AddNewCustomer(p\_id IN NUMBER, p\_name IN VARCHAR2, p\_dob IN DATE, p\_balance IN NUMBER) IS

BEGIN

INSERT INTO Customers(CustomerID, Name, DOB, Balance, LastModified)

VALUES (p\_id, p\_name, p\_dob, p\_balance, SYSDATE);

COMMIT;

EXCEPTION

WHEN DUP\_VAL\_ON\_INDEX THEN

DBMS\_OUTPUT.PUT\_LINE('Customer already exists.');

WHEN OTHERS THEN

DBMS\_OUTPUT.PUT\_LINE('Something went wrong: ' || SQLERRM);

ROLLBACK;

END;

**Exercise 3: Stored Procedures**

**Scenario 1: Process interest for savings**

CREATE OR REPLACE PROCEDURE ProcessMonthlyInterest IS

BEGIN

UPDATE Accounts

SET Balance = Balance + (Balance \* 0.01)

WHERE AccountType = 'Savings';

COMMIT;

END;

**Scenario 2:** Add bonus to department

CREATE OR REPLACE PROCEDURE UpdateEmployeeBonus(p\_dept IN VARCHAR2, p\_bonus IN NUMBER) IS

BEGIN

UPDATE Employees

SET Salary = Salary + (Salary \* p\_bonus / 100)

WHERE Department = p\_dept;

COMMIT;

END;

**Scenario 3: Transfer funds between customer’s accounts**

CREATE OR REPLACE PROCEDURE TransferFunds(p\_from IN NUMBER, p\_to IN NUMBER, p\_amt IN NUMBER) IS

v\_balance NUMBER;

BEGIN

SELECT Balance INTO v\_balance FROM Accounts WHERE AccountID = p\_from;

IF v\_balance >= p\_amt THEN

UPDATE Accounts SET Balance = Balance - p\_amt WHERE AccountID = p\_from;

UPDATE Accounts SET Balance = Balance + p\_amt WHERE AccountID = p\_to;

COMMIT;

DBMS\_OUTPUT.PUT\_LINE('Transfer Done');

ELSE

DBMS\_OUTPUT.PUT\_LINE('Insufficient Balance');

END IF;

EXCEPTION

WHEN OTHERS THEN

DBMS\_OUTPUT.PUT\_LINE('Error during transfer: ' || SQLERRM);

ROLLBACK;

END;

**Exercise 4: Functions**

**Scenario 1:** Calculate age

CREATE OR REPLACE FUNCTION CalculateAge(p\_dob IN DATE) RETURN NUMBER IS

BEGIN

RETURN TRUNC(MONTHS\_BETWEEN(SYSDATE, p\_dob) / 12);

END;

**Scenario 2:** EMI calculator

CREATE OR REPLACE FUNCTION CalculateMonthlyInstallment(p\_loan IN NUMBER, p\_rate IN NUMBER, p\_years IN NUMBER)

RETURN NUMBER IS

v\_monthly NUMBER;

r NUMBER := p\_rate / (12 \* 100); -- monthly rate

n NUMBER := p\_years \* 12;

BEGIN

v\_monthly := (p\_loan \* r \* POWER(1 + r, n)) / (POWER(1 + r, n) - 1);

RETURN v\_monthly;

END;

**Scenario 3:** Check balance

CREATE OR REPLACE FUNCTION HasSufficientBalance(p\_acc IN NUMBER, p\_amt IN NUMBER) RETURN BOOLEAN IS

v\_balance NUMBER;

BEGIN

SELECT Balance INTO v\_balance FROM Accounts WHERE AccountID = p\_acc;

RETURN v\_balance >= p\_amt;

EXCEPTION

WHEN NO\_DATA\_FOUND THEN

RETURN FALSE;

END;

**Exercise 5: Triggers**

**Scenario 1: Update LastModified**

CREATE OR REPLACE TRIGGER UpdateCustomerLastModified

BEFORE UPDATE ON Customers

FOR EACH ROW

BEGIN

:NEW.LastModified := SYSDATE;

END;

**Scenario 2**: Log transaction

CREATE TABLE AuditLog (

LogID NUMBER PRIMARY KEY,

AccountID NUMBER,

LogDate DATE,

Amount NUMBER,

Action VARCHAR2(20)

);

CREATE OR REPLACE TRIGGER LogTransaction

AFTER INSERT ON Transactions

FOR EACH ROW

BEGIN

INSERT INTO AuditLog (LogID, AccountID, LogDate, Amount, Action)

VALUES (AuditLog\_seq.NEXTVAL, :NEW.AccountID, SYSDATE, :NEW.Amount, :NEW.TransactionType);

END;

**Scenario 3**: Validate transaction rules

CREATE OR REPLACE TRIGGER CheckTransactionRules

BEFORE INSERT ON Transactions

FOR EACH ROW

DECLARE

v\_balance NUMBER;

BEGIN

SELECT Balance INTO v\_balance FROM Accounts WHERE AccountID = :NEW.AccountID;

IF :NEW.TransactionType = 'Withdrawal' AND :NEW.Amount > v\_balance THEN

RAISE\_APPLICATION\_ERROR(-20001, 'Not enough balance.');

ELSIF :NEW.TransactionType = 'Deposit' AND :NEW.Amount <= 0 THEN

RAISE\_APPLICATION\_ERROR(-20002, 'Invalid deposit amount.');

END IF;

END;

**Exercise 6: Cursors**

**Scenario 1: Monthly statement**

DECLARE

CURSOR c IS SELECT \* FROM Transactions WHERE TransactionDate BETWEEN TRUNC(SYSDATE, 'MM') AND LAST\_DAY(SYSDATE);

BEGIN

FOR tx IN c LOOP

DBMS\_OUTPUT.PUT\_LINE('Account: ' || tx.AccountID || ', Type: ' || tx.TransactionType || ' Amount: ' || tx.Amount);

END LOOP;

END;

**Scenario 2:** Apply annual fee

DECLARE

CURSOR acc\_cursor IS SELECT AccountID, Balance FROM Accounts;

BEGIN

FOR acc IN acc\_cursor LOOP

UPDATE Accounts SET Balance = Balance - 100 WHERE AccountID = acc.AccountID;

END LOOP;

COMMIT;

END;

**Scenario 3:** Update loan interest

DECLARE

CURSOR loan\_cursor IS SELECT LoanID, InterestRate FROM Loans;

BEGIN

FOR loan IN loan\_cursor LOOP

UPDATE Loans SET InterestRate = loan.InterestRate + 0.5 WHERE LoanID = loan.LoanID;

END LOOP;

COMMIT;

END;

**Exercise 7: Packages**

**Scenario 1**: Customer package

CREATE OR REPLACE PACKAGE CustomerManagement AS

PROCEDURE AddCustomer(...);

PROCEDURE UpdateCustomer(...);

FUNCTION GetBalance(p\_id NUMBER) RETURN NUMBER;

END;

CREATE OR REPLACE PACKAGE BODY CustomerManagement AS

-- Procedure and function bodies here (reuse above ones)

END;

**Scenario 2: Employee package**

CREATE OR REPLACE PACKAGE EmployeeManagement AS

PROCEDURE HireEmployee(...);

PROCEDURE UpdateEmployee(...);

FUNCTION GetAnnualSalary(p\_id NUMBER) RETURN NUMBER;

END;

CREATE OR REPLACE PACKAGE BODY EmployeeManagement AS

-- Implementations here

END;

**Unit Testing**

**Exercise 1: Setting Up Junit**

**Scenario: Set up JUnit in a Java project**

import org.junit.Test;

public class HelloTest {

@Test

public void sayHelloTest() {

System.out.println("Hello Junit Test!");

}

}

Output:
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**Exercise 2: Writing Basic JUnit Tests**

Calculator.java

public class Calculator {

public int add(int a, int b) {

return a + b;

}

public int multiply(int a, int b) {

return a \* b;

}

public int divide(int a, int b) {

return a / b;

}

CalculatorTest.java

import org.junit.Test;

import static org.junit.Assert.\*;

public class CalculatorTest {

@Test

public void testAdd() {

Calculator calc = new Calculator();

int res = calc.add(2, 3);

assertEquals(5, res);

}

@Test

public void testMultiply() {

Calculator calc = new Calculator();

int result = calc.multiply(3, 3);

assertEquals(9, result);

}

@Test

public void testDivide() {

Calculator calc = new Calculator();

int div = calc.divide(10, 5);

assertEquals(2, div);

}

}

}![](data:image/png;base64,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)

**Exercise 3: Assertions in Junit**

AssertionsTest.java

import org.junit.Test;

import static org.junit.Assert.\*;

public class AssertionsTest {

@Test

public void testAssertions() {

assertEquals(5, 2 + 3);

assertTrue(5 > 3);

assertFalse(3 > 5);

String name = null;

assertNull(name);

Object obj = new Object();

assertNotNull(obj);

}

}

Output:

**testAssertions() passed**

**Process finished with exit code 0**

**Exercise 4: Arrange-Act-Assert (AAA) Pattern, Test Fixtures, Setup and Teardown Methods in JUnit**

**BankAccount.java**

public class BankAccount {

private int bal = 0;

public void deposit(int amt) {

bal += amt; // add money

}

public void withdraw(int amt) {

bal -= amt; // subtract

}

public int getBalance() {

return bal;

}

}

**BankTest.java**

import org.junit.Before;

import org.junit.After;

import org.junit.Test;

import static org.junit.Assert.\*;

public class BankTest {

BankAccount acc;

@Before

public void setUp() {

acc = new BankAccount();

acc.deposit(100);

System.out.println("acc created");

}

@After

public void tearDown() {

acc = null;

System.out.println("acc cleared");

}

@Test

public void testWithdraw() {

acc.withdraw(40);

assertEquals(60, acc.getBalance());

}

@Test

public void testDeposit() {

acc.deposit(50);

assertEquals(150, acc.getBalance());

}

}

Ooutput:
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