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# AIM:

To design and implement feed forward multiple layer perceptron (MLP) trained using backpropagation algorithm to classify the given dataset.

# DESCRIPTION:

A MLP is a class of feedforward artificial neural network trained using backpropagation algorithms. The architecture uses, at least, three layers of nodes: an input layer, a hidden layer and an output layer.

# Algorithm:

Step 1: Select the number of input, hidden and output nodes

Step 2: Initialize the network and set the required hyperparameters like initial weights, hidden nodes, learning rate, etc.

Step 3: Read a pattern, calculate the output of nodes in the successive layers Step 4: Calculate the error E, at the output node.

Step 5: Propagate the error and adapt weights based on error derivatives Step 6: Continue from step 3 for the required number of epochs.

Step 7: Evaluate the performance of the model using metrics and plot the hyperplane.

# Calculation metrics:
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TP = True Positives TN = True Negatives FP = False Positives FN = False Negatives
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Recall (Sensitivity): Measures the proportion of true positives among all actual positives.
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# SOURCE CODE:

1. **Implement MLP to classify the given data set and analyse the performance of the classifier.**

import numpy as np

from sklearn.datasets import load\_iris

from sklearn.model\_selection import train\_test\_split from sklearn.neural\_network import MLPClassifier

from sklearn.metrics import classification\_report, accuracy\_score data = load\_iris()

X = data.data y = data.target

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

mlp = MLPClassifier(hidden\_layer\_sizes=(10, 10), max\_iter=1000, learning\_rate\_init=0.01) mlp.fit(X\_train, y\_train)

y\_pred = mlp.predict(X\_test)

print("Accuracy:", accuracy\_score(y\_test, y\_pred)) print(classification\_report(y\_test, y\_pred)) **Output:**
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# Implement MLP for regression task.

import numpy as np

from sklearn.datasets import fetch\_california\_housing from sklearn.model\_selection import train\_test\_split from sklearn.neural\_network import MLPRegressor from sklearn.metrics import mean\_squared\_error

data = fetch\_california\_housing()

X = data.data y = data.target

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

mlp\_regressor = MLPRegressor(hidden\_layer\_sizes=(10, 10), max\_iter=1000, learning\_rate\_init=0.01) mlp\_regressor.fit(X\_train, y\_train)

y\_pred = mlp\_regressor.predict(X\_test) # Evaluate performance

mse = mean\_squared\_error(y\_test, y\_pred) print("Mean Squared Error:", mse)
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# Output:

1. **Improve the performance of the model by adjusting the hyperparameters such as number of hidden nodes, learning rate parameter, momentum etc.**

from sklearn.model\_selection import GridSearchCV param\_grid = {

'hidden\_layer\_sizes': [(10,), (20,), (10, 10)],

'learning\_rate\_init': [0.001, 0.01, 0.1],

'momentum': [0.9, 0.95, 0.99]

}

grid\_search = GridSearchCV(MLPRegressor(max\_iter=1000), param\_grid, cv=5) grid\_search.fit(X\_train, y\_train)

print("Best parameters:", grid\_search.best\_params\_) best\_model = grid\_search.best\_estimator\_ y\_pred\_best = best\_model.predict(X\_test)

mse\_best = mean\_squared\_error(y\_test, y\_pred\_best) print("Mean Squared Error with best parameters:", mse\_best) **Output:**
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# Implement SVM to classify the given data set and analyse the performance of the classifier.

from sklearn import svm

from sklearn.datasets import load\_iris

from sklearn.model\_selection import train\_test\_split

from sklearn.metrics import classification\_report, accuracy\_score data = load\_iris()

X = data.data y = data.target

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42) svm\_classifier = svm.SVC(kernel='rbf', C=1.0, gamma='scale') svm\_classifier.fit(X\_train, y\_train)

y\_pred = svm\_classifier.predict(X\_test) print("Accuracy:", accuracy\_score(y\_test, y\_pred)) print(classification\_report(y\_test, y\_pred))
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# Output:

1. **Implement SVM for regression task.**

from sklearn import svm

from sklearn.datasets import fetch\_california\_housing from sklearn.model\_selection import train\_test\_split from sklearn.metrics import mean\_squared\_error

data = fetch\_california\_housing()

X = data.data y = data.target

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42) svm\_regressor = svm.SVR(kernel='rbf', C=1.0, gamma='scale') svm\_regressor.fit(X\_train, y\_train)

y\_pred = svm\_regressor.predict(X\_test) mse\_svm = mean\_squared\_error(y\_test, y\_pred) print("Mean Squared Error for SVM:", mse\_svm) **Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZgAAAAnCAIAAAC9sskWAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAJqElEQVR4nO2cv2rjzhbHz+9yGxUGEfBCCisQMMSN0ixIqHCnVZ5AuEk1oCpYeQPZbxAHVYZp7jZGTxBfV9eFsWAbu3HAEMi42CIQDC7U3mL015biOMluIjifZteK9uh7RjPfOTPjzT+qqgKCIEiZ+ddnC0AQBHkvaGQIgpQeNDIEQUoPGhmCIKUHjQxBkNKDRoYgSOlBI0MQpPSgkSEIUnrQyBAEKT3//mwBpUCxbyxxSrqDzxZyAKZDDQkAAIJZ/+rW/2Q5CPInKTYyzXaJDNEYMDvUqLEh6Xp/WJDSdq1zIfywmfeve6UYgmaHGrXk46d7h9kxpNWQdD78dSX+CABsRLoD06EGjNIuH/r+4izVZ7Ld6VB4r2Cj/XNJ+kUk92u2S+SwV2U6lWLfWHIFAAAyzVV0PQq107a7CjM9OS2G03KoLqWDJ8p3ur3ZoUYtmNOr3uTFNLONkL6ec3+6TXJaJkdhUfCvQLGRSaKwCYKjEwAfwGyIQfAX5LQc6/zpL9jln+DTzSuFciwCm354Kyr2jVGd9UkmTW+xMowzEyB6nKbWK2w8UI5vgmBTPdYAJqB8r8PmbT1IsW+s+sOcgfyau70OCXVotktcm131JgCT3lXKAqyO6Xc8AFDal/UHno7pUMNtP0bTtiWvh+Ta27qutF3rdDlfbUkpVFjcJUxHr7JVEE8J0HIMGBLi8WixQi4AZvOgVt+fZhxKZGyTxFbabhSc25NjDrpeqk14sxjwO6V1R2FB8C/Ci0vL9XIpNkwAr9WA6fhJb/JOWbhs4RYOAMksodg3l+CNRcLv31PTmWcSrIa5N+RVapkVn9J2raNxOHvkKAFoOVRd9z245BNRMtUUTb/Z6uOllioiXZsAQDSparZLxDFZNHj81EyYmjnjGbggyEuciJXdi6l0kiceElxT65Vg+Wt7ZHr3zNAbsZMp3+vCauwB2ADLh6f6dwUmoB4txw91I5wX40z31/hK+1KckquB6dBXGVnC5PcTqe9efnwO4Cj8u397FSXjLVaGxOVpdrMWzCnX5d3NmtapqoDva/bl0Zhce2YnI+UNCnm93H9uWpESGHRJJGr6cCmfHiu8gug015T0wHbPX5mm6egSG/XXqiVGl06OhOD5MfzA1gGIsI3ZSFIuUFgQ/Ivw8mb/7+lDtdEC8wwWmYWDUZ31CSGEDJ/OLafFr5vO2YJwRkzSHTO8X5BJc00JIf35Rmq2lRee590zqBm0Y27/IKzUwuD7kipSAlCRLSKOCSF0HtSatgYQT7+EENKfi4YbKkyn2Z9v9j2zGEmnzec+IWS4EuQfsRbJoLxZhqwiX7QA+MwpzsNHzkAmifKCIDtotksppYYEIOmUUkopD5JNB2Qr1civDT6ZLjeCTFzebgmDBQOpEXYDRT0V2H00JH4tnk5VRVPF5+kjvAX/9uqNS5hWQ9osp9umnJWXiyQK8T9sOda5ABXxBAAmvau8pfrBCluOUWPD1636vc6+SSubJjegLT3ePRPCcarYpiysFlvPVtpNaTXO1HR5CnODfxEKjUz5VgUA/9eyeuY0IJW5ptZh/jOswry7WSCd8a7vdePMBwsG1eOou7MRfxn+9CEQjk5ekjPoEjJkNSM1AgFAsVWJjV6/3ixUAhDMadeDcEyKEgCYjeSd+b0pE05VBQBaF3KS5qsQzi0aEZk7AACshrxo9e4ZiMexkUfN4i1WUP2mAJgX5wKbhqWZf/tzvondoTDINpPeFSGEDBkAG3Ev73o8nQobh+n4PW8e1BqJY70yOPi9a+6wlFLqJnOSt1hB2A00tV5hiwFEVaG3WNcvfojr3TquE2n7YBT7hlJKqS7FjQkA0HIopZRaMszvdodiyzFqwfy/2b0wSqkOQzLMdqEDSLpEMm3s68yafZnqBsXkpanZzVyLHHQJGYJOKbXqD/2dnVPz4hxSuRcoLAr+Ndh3ajmZLk1LnHYBlDWvSiRRqEgWpVZ8zyr8M7vhHazfKMnrEi+MRt3j/cuoHAqVJHOX37v2AQC04ypIEqVGcs8bhRdtiCTz/6BLkiHE4iI32u84AQjWBeVmQZBD2KyLaqKDgofLMc12iUU7J3xUxKvLx2hdGePdP1F1fTcBX3rKrlP+ENGbBcW+oe636KXEqbUcSp2TtIdqtqtLbESSnlaRLcLCXSXNduFpcXgnTK1bFfvGoh0gHU9pX8rrYXEjmw6RYdZ/RdWzmybYpvw0IjlO03KoXp1T0p2YDrXojZre1FfaTWmzvJvEH3MVKoXBvwYvGVnw/JhqLwDgJUz+YaLSdlNbHqZDm+9U5nWGDWqIEt+VO4DDlfyN09jXIaTyzd3negcVMdmgkkTh5Zv3Mun9/O5a0VYODBZMNxot5fhUSB0yPP2eAExS5ihG9/8N/OnDpZzalQsZLFiy25scpybewdYBVJc06hKSKBTPAYcoAb6whYqRmjcNSpvRvqTpUENaDclhR0ZRmtpxvQKCTqke/USnVJ33r6eqKgWzPi//uwQcaly0wA/zNS/OBTZKjnHzFf5vWRD8q3yp4PDvkQ0WTDcu24q/29zR+zY7hvT2iiyi1ZAgmDMA8H+vLZmfi2m2q0vpoqn6TQHww72MqDY8QMlkujQto2N6WzUzWwd6XdXAn4DZseTK2zb7D8JbrAxDtZVBzw/nyXn/o/YjBgumG8224t36fO0QzPrv825FPRVgHZ9zcfGX1Qobv07zR3yhh5/SFB1Q8CG6HT5TgOR+KWQyXZqybNrKpOfztnq4e9dw5avFkQcAqbIgezwVu9jBa7cozQmkTiHT52CKCiDEhp4MK65hq5v5hQr/kxv8q1BoZCdHAjzn/oSberK45MeC/u34ghr8ajCbs1rOgdE+UqeHAOkTNF6dUWoAsOGIGeFv5/Z7nuoSi1ILNvPhrGocAcChSvzeNdg3VjwFhStEXnEQSgkEs/4QrMY+9cJ50iZv+yqG1yHQiVuWDckHTnfZt3bwtA8AmbPgMEhq1Hn3zNClZCNZO64CLN4nevuhOqX6y99gynShzIF1HCR9RvxDFgAgeXG8y4VdIupC8atMn2IblBphC+QrTCsJ5pS8vEOitJsSANSSUoiLTx/Wy4RSwhUWpJmP37s+cWgcOeX7ocN+larqPfxTvt/Zz79F8WVqWgRBPh38v5YIgpQeNDIEQUpPCZeWCIIgWbAiQxCk9KCRIQhSetDIEAQpPWhkCIKUHjQyBEFKDxoZgiClB40MQZDSg0aGIEjpQSNDEKT0oJEhCFJ60MgQBCk9aGQIgpQeNDIEQUoPGhmCIKUHjQxBkNLzfwpt/XqDBCT4AAAAAElFTkSuQmCC)

# Improve the performance of the model by adjusting the hyperparameters such as number of hidden nodes, learning rate parameter, momentum etc.

from sklearn import svm

from sklearn.datasets import fetch\_california\_housing

from sklearn.model\_selection import train\_test\_split, GridSearchCV from sklearn.metrics import mean\_squared\_error

data = fetch\_california\_housing()

X = data.data y = data.target

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42) param\_grid = {

'C': [0.1, 1, 10],

'gamma': ['scale', 'auto'],

'kernel': ['linear', 'rbf', 'poly']
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}

grid\_search = GridSearchCV(svm.SVR(), param\_grid, cv=5) grid\_search.fit(X\_train, y\_train)

print("Best parameters:", grid\_search.best\_params\_) best\_model = grid\_search.best\_estimator\_ y\_pred\_best = best\_model.predict(X\_test)

mse\_best = mean\_squared\_error(y\_test, y\_pred\_best) print("Mean Squared Error with best parameters:", mse\_best) **Output:**
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# RESULT:

The above multiple layer perceptron is successfully executed.
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