**1. Describe how you intend to develop the module and provide the ability to run it in standalone mode**

The module is to be created such that it can analyse and, using the Momentum strategy, make choices to buy and sell stocks according to the data provided. The strategy will vary based on personal preference and, as such, we also require parameters. Finally, the module should ultimately be able to produce a result to a certain file. Therefore, to accompany the developed module, we will also require:

* the required file to be read in, in the correct format, that holds the input data
* A parameters file, that will hold the parameters required as per the user’s choice
* The path of a directory to output the resulting file and log file to.

The application will be readily available for download, packaged with a sample test file as well as the parameters file. These two input files will contain comma-separated value (CSV) data to be read in to complete the application input. The files are to be extracted into a specific location. Once this is done, the application will be run with the paths to the input file and the parameters file given as parameters for the application. The application will use the data read in from the files it is directed to in order to commit to the financial strategy the application is scripted to do.

The output data will be stored in another CSV file, since this holds the original format of the input. It is also universally used, and easily read in with applications such as Microsoft Excel. The log file produced will be in the form of a text (.txt) file. Again, this is readily legible by most text editing applications. Both these kinds of files are to be written out from the application once the results are produced.

Hence, provided the application within the module is provided with the input files (and their respective paths) in the module, and a path to create output to, the module will be able to function as a standalone application. Further refinement will determine what operating systems specifically will be supported.We will be aiming to cater for Windows and Linux OSs, by producing an executable (.exe) file. Whilst Windows provides full support for these applications, they can further be used in Linux if run through an application called “Wine”. (For further details on producing the standalone executable application, please see Section 4).

**2. Discuss your current thinking about how a third party software system can invoke your module and interact with it.**

As a standalone application, any third party software system can download the application via the download link on our webpage. The application will be packaged in a zip file, and can be extracted to obtain 3 individual files which are as following:

* A CSV file which is essentially the main input
* A CSV parameters file
* The executable application file itself

The most feasible decision involves development via Ruby, as two versions – one which is simply a module invoking the Ruby script, and the other module invoking the Windows executable (for Windows and, with Wine, for Linux).

The application can be invoked in different ways, depending on which operating system is used. In Windows OS, we can type the following command on the command line:

start [application-name].exe [path\_to\_input\_file]

If using Mac OS X, the Ruby script can be run with a simple double-click, hence acting as a standalone application from the module. The API/code will not be able to be modified or viewed in text. However, the script can be run as:

./[application-name].exe [path\_to\_input\_file]

For Linux, the module can be run with the same command as for Mac OS X, since they both use the ‘bash’ shell for their terminal. This can only be done if Ruby is already installed on the client system.

However, if they do not, they will need to run the application through Wine. If it is to take in input from elsewhere, the following command must be run:

wine [application-name].exe [path\_to\_input\_file]

In either case, this will process the input and generate the required output file and a log file, as shown in the diagram previously. Not providing an input file will run the application with the packaged main input, by default. This will also be the course of action if the sample application is double-clicked.

Eventually, we expect our module to be available to third party applications more efficiently. With a GUI, there will be more flexibility in terms of modifying the parameters file as per the user’s requirements. Also, the user will be able to select an input file of his/her choice. Finally, using these files as input the GUI will allow the user to invoke the module to process the file and generate the output files. The output CSV and log files will be stored in the user’s computer. All of this will be done via an interactive graphical interface, which third party software systems can access using our webpage publicly.

The module is to be written in Ruby. We have chosen this language for a number of reasons, above simply being most comfortable with the language.

Firstly, the parsing of information is made much easier using Ruby, making it a much more practical language for what we need. It is easily achieved using the regular expression tools that Ruby provides. Secondly, it uses principles of Object Oriented Programming – one which the developers of the module are strongly familiar with. These advantages are all encompassed in another functionality that Ruby provides. The files provided for input are all of a comma-separated value format. Ruby furthers the ease of using these files by providing classes to read in CSV files. Each record is then stored as an object, with characteristics stored as per its description within the CSV file, further ensuring a simplified program to achieve the aim.

Lastly, it provides a couple feasible methods to develop and execute our module – which are applicable for other languages, of course. However, in our considerations, we also considered conversion of scripts to actual usable applications. However, we must first consider which operating system we should use.

If we were to use the Windows Operating System, the available methods for running our module would be:

* Use the command prompt - fairly simple to use and effective, can run the module on the command prompt and direct input and output files to the module
* Use an IDE - very easy to use, can edit code while running, can easily monitor input and output files. IDEs include:
  + EditRocket
  + RubyMine
* Creating an executable (‘.exe’) file using a gem such as “Ocra”

We can choose to use either EditRocket or RubyMine IDE, which would make editing and testing the module very simple and effective. We could also visually control the input and output through the IDE. Both IDEs are compatible with multiple operating systems, meaning we could operate the module on both.

For options 1-2 however, one setback with using the Windows OS is that Ruby will need to be installed before use. Option 3, however, is a feasible option that does not have this setback, and has the full capacity to run as a standalone module.

If we were to use Mac OS X operating system, the available methods for setting up an environment, as well as running our module would be:

* The Mac terminal- fairly simple to use and effective, can run the module on the terminal and direct input and output files to the module
* Use an IDE - as mentioned above

The Mac OS X has Ruby pre-installed, therefore less processes to get the module running.

If we plan to use just the command prompt/ terminal we would need to run the module from it, and direct out input and output to it manually in our command. This is simple although during testing would be hard to make quick changes. The Mac OS X terminal would be the better option as Ruby is pre-installed, making it easier to get the environment set up.

The decision follows that, using the command prompt/terminal wouldn’t require the installation of third-party IDE’s, and hence would require less training for the developers. However, in using an IDE, which requires an initial installation, we will allow us to handle editing, input/output files and running the module in one window. Our final decision is as per Section 2, whereby there will be two different types of modules to account for Mac OSX, as well as Windows and Linux, separately.