HW8: infix evaluation, postfix to infix conversion

제출은 gitLab을 통해서 하며 **http://hconnect.hanyang.ac.kr/2017\_CSE2010\_수업번호/2017\_CSE2010\_수업번호\_학번.git 에 HW8라는 폴더를 만들어 진행.**

\* 프로그램 제출간 유의사항

- 소스코드에는 주석이 있어야 함.

- 주어진 구조체와 input.txt를 사용해야 함

**- 숙제의 소스코드 평가는 linux ubuntu 16.04.2 LTS 버전 gcc 5.4.0에서 함.**

\* 보고서 제출간 유의사항

- 작성한 소스 코드가 첨부되어야 하며, 실행결과가 첨부되어야 함.

- 분량은 제한이 없으나 1~2apge로 간략하게 설명.

- 보고서는 hw8\_학번.확장자(doc, docx, pdf)로 제출.

**제출시간: '17.5.31(23:59) 까지**

**\*지연제출**

- 24시간 이내는 해당 과제 50% 감점, 48시간 이내는 75% 감점.

- 지연제출자는 E-mail(casualab@hanyang.ac.kr)과 gitlab에 모두 제출.

- E-mail제목: "hw8\_학번\_자신의 수업 요일(수, 목)\_이름 " 형식으로 제출.

This assignment has two topics. 'Topic1' is to evaluate the expression written in infix, and 'Topic2' is postfix to infix conversion. You have to implement both topics using the given code(HW8\_given.c).

\* Topic1:  
 First, you have to read a infix expression from the given input1 file(input1.txt). Second, convert a postfix expression from the infix expression using stack ADT. Last, evaluate the value of the postfix expression.

\* Topic2:

This topic uses the given input2 file(input2.txt). Implement a function to convert from a postfix expression to infix expression.

1. Input

The infix expression is in the input1 file(input1.txt) that will be used in the topic1. And the postfix expression is in the input2 file(input2.txt) that will be use in the topic2. A detailed specification of operators and operands is provided below.

Input1.txt

|  |
| --- |
| (2+3)\*2-4 |

Input1 Result

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASwAAAAlCAIAAAB3Z0NeAAAAAXNSR0IArs4c6QAAA5hJREFUeF7tnFtywjAMRUtXxtJZWtNxR6h623FMIJevDMh6HEmWm0C/vvACARAAARAAARAAARAAARAAARAAARAAARAAARAAARAAARAAARAAARC4GoEbBfx4PLbr+/1eQdCETfkuPRVbZ5YBh7H6mZJTgi/q0HvfM9orPz3k7wEcvM14AAOqKlwmqh1WZYa5gMOwwx+/kOC3sUEJ8t6PK21TIvSkACdW/rMJyY/UPAmYSwb0CIsTw6vHEkim/hzEYYrzy5Tsz3vrpfYadjt1o66fS4pVezzUof0eR81xLMzwY6p34Az00HJvrRjx3FGxtn2UHpvJEHmV6qlw4KYP5RDnRfP04uXhC4fNeD27s94P6oqbSPPLKyROhFAVVKD+KC7ptJiLW4n7NyE3oK/5MDTnmNm0RadNMc+fdILxY8Z2HcclhJvywJ/jOATxin4zNzhzudeQvUzSBAloFf3FetVicXZ0HZr7u86y2CyEXV0npnxxK+n+m5D0pnNfFGixA4eTsXOhwJriW8Nhg6aza+4UafibHh2U1u9x6OWT+jNFwCsqKk4xyrysaT26vPk7nButbQL8VYyxuwmLet9RrOEz6/5V4Qxk1HO11Z+oLVO/x2EBnwY/nkIU4Kxt3dPDu4uPSoLWPEn367R4VjShPo2kbtE5sJiPosJAjHLPt3whX68P09AsDsN6vPDFvm7qr/DZn4W6BuEk1UmaI7ENeXrEhqUHY93VVFLemKHm1pnQ1Sn2AN0wbbDw3aK4e5EqboLrr2w/wh9a4ukJ9Gt/KsJEf4yDaSLgacZb9LPCucKND4fU/2IxBDsa/yjNb6+euHl6qzHQ9rwxk/brXAFvxFW6i3sS6NmT47nBrtF2tXjXUF1g5WVNeHRsEzeqo12dov9q8U6BBiUgAAIgAAIgAAIgAAIgAAIgAAIgAAIgAALXJjDz7ujEG3Tmc8JrZwrRg0CZQPqVhVTTfg2pCQiAwHkIrPja2hZt6yvvwTrHgSfO5ykOeLKGwG8TUofwJuE9I/rHlF/jLqyAwOcRuPHJU7lOp9bOUSamZe+32D4vQ4jo4wn8HUeLZ8WGo362HMZHX1qvnGCHrWAhCJyBwF8T1n+3RoOua0Yt6Nsz0IQPIDBA4N+NGT4P6YdLO4+XAz5hCQhcioD7j57o5LldeL8bFD+T00fHrmlJ3Cc+b7xULhEsCIAACIAACIAACIAACIAACIAACIDAmxH4Aao1IsvqG4BZAAAAAElFTkSuQmCC)

Input2.txt

|  |
| --- |
| 35+4\* |

Input2 Result

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATgAAAAhCAIAAADCsyDaAAAAAXNSR0IArs4c6QAAA+5JREFUeF7tm1l22zAMRZOuzEvP0sIc+iAoJgIcJLd+/eiHQoLAxUCIpj4+8A8EQAAEQAAEQAAEQAAE3oLA5zVWfn199YUej4dYsf9JP79GMb1KSZ9/yK7TPEvcYmU8UeI5wc/EDx8sQnFac1OfQ5H8Z6//NI4mn9tjDljX4ZDYfDzdosA6txeUUMrSlhU9MZL8+3iaxTM2KYGIeZlflZN0wc4dNYk4qVl+2HRFzC9hjrxr3UW1X3n6XAiZs6rbnRaiNxjaLYPN/FBUfJJc3cV52pjPJ1qLQI4gErQTw3W9lttres2+iAZzTeKoivurjDtLfDw/creasav5lPwudjPNZxfPYQyIAdVEFa1fVzt2wVxZmSuUPzuqWTm8cjIsMyYvM9A5CzMBMtFs8vWMyjAKHKxtP2dXhnNJ1UbYS9qqr02/VJXRjpuIe727mG0wtz0o3IF/ReTwfvuaY5fyO6pQcfjqTAPEi0GQMzGFTLJdMOYau1roeC1DsooRijbeDCkh3/Nv1e8XuKAtQUEltj7tHfZy+jCTWaeiwMUDmPtFO+iE7eVEJTpmDJ1Q8Z1livBaQdHDTpRLU35/qP3rPV/Ris/ltSDzfNe6w85OFymOUeRztYAmrSgnKvnPw9rL1UqZyXcgwsjFdZPIpoftsmtajqe52B9M+Rm/T5OhiflcHfpalKR4vJldIht1P6LtPZSlbaHfd1QBS7QHXEvRZnB16U80PjOYLy1MTVqu1w30D+JV9z86anUwmTVV7AkTdpnoAjmiOJb0zPjXc6UuysHSHk8dRToxTNv7xHwW6fHJGNO7gllfMppMVDR5mDQh4pop3hZd5bJLzjVWl1aZC7jSEhh8F4HnzzP5snSXolg3JhB0LkAHAiAAAiAAAiAAAiAAAiAAAiAAAiAAAiAAAiDwTgT2fz2zfoCc+b2u+qvMO/kUtoJAgsDwysjwZwZKVPPGTJu+uETCCAwBgdciUL5COKd+Ty3vsgGXKW5+zS2HWSDwnxH4SVTKIp5I3m7mjT/NBQl8mjDkvzKB3w/Hewa2/8W3AuI5N8a8s7blIhuVjOGFz1eGC91AYBeBZ+ub7Ev7qvk+dlpL2j9Ft7ylCkxrhYkgcBeBZ6L2xMi0l5QqpXPXLbmNLL0rSrDu7QT+Okzi+yo1wBenh7e3i7Y8cy51O1woAAK7CMjvUc1PK73vLdtz/VrLNSvtujSRJ6H5XWsfOSd8FzjIAQEQAAEQAAEQAAEQAAEQAAEQAAEQAIF3JDC4lN/Odej4Nz68oZEeRXFOy6UN5wqZerx5CMwPoracPJl6Ds+f15de5xOEdlX4XJZ46EpwrlF1zsDTs74BzZqbi9qNCroAAAAASUVORK5CYII=)

* Available operators: +, -, \*, /
* Operands: single-digit numbers (1, 2, 3, 4, 5, 6, 7, 8, and 9)
* Conditions:
* The expression should be no more than 20 characters.
* No exception handling is required for checking whether the input file exists.

2. Structure and function descriptions

#define MAX\_STACK\_SIZE 20

typedef int element;

typedef struct {

element stack[MAX\_STACK\_SIZE];

int top;

}StackType;

void infix\_to\_postfix(char infix[],char postfix[])

- Converts the infix expression to postfix(Parameters and return types can be changed at your situation).

char\* postfix\_to\_infix(char exp [])

- Converts the postfix expression to infix(Parameters and return types can be changed at your situation).

int prec(char op)

- Return operator priority

.

int postfixEval(char exp[])

- Calculate the postfix expression.

\* The following functions are functions used in the stack, so they are not discussed in this homework.

void init(StackType \*s)

int is\_empty(StackType \*s)

int is\_full(StackType \*s)

void push(StackType \*s, element item)

element pop(StackType \*s)

element peek(StackType \*s)

3. Postfix evaluation algorithm

* Iteratively obtain tokens until you meet the end of an expression.
* There are two rules for popping and pushing the operands from/to the stack:
* When you meet an operand (number), push it onto the stack.
* When you meet an operator, pop two operands from the stack and perform the operation, and push the result back to the stack.

4. Postfix to infix conversion algorithm

* Scan the Postfix String from Left to Right.
* If the character is an Operand, then Push it on to the Stack.
* If the character is an Operator, then Pop Operator 1 and Operand 2 and concatenate them using Infix notation where the Operator is in between the Two Operands.
* The resultant expression is then pushed on the Stack
* Repeat the above steps till the Postfix string is not scanned completely.

5. Program description

* name : hw8\_학번.c
* input : a list of operations in a file (an input file name is given as a command line argument. See the example in “1. input” on the first page)
* output : the corresponding result in the standard output