**A report on wall - following using genetic algorithms:**

**Problem: Wall-Following –** Use genetic algorithm to achieve a robot that follows the path of the marked boxes as efficiently as possible.

**![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4RDcRXhpZgAATU0AKgAAAAgABAE7AAIAAAAGAAAISodpAAQAAAABAAAIUJydAAEAAAAMAAAQyOocAAcAAAgMAAAAPgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEhheWF0AAAFkAMAAgAAABQAABCekAQAAgAAABQAABCykpEAAgAAAAM2NgAAkpIAAgAAAAM2NgAA6hwABwAACAwAAAiSAAAAABzqAAAACAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAMjAxOTowMjoyNSAxNjoxMTozNAAyMDE5OjAyOjI1IDE2OjExOjM0AAAASABhAHkAYQB0AAAA/+ELGGh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC8APD94cGFja2V0IGJlZ2luPSfvu78nIGlkPSdXNU0wTXBDZWhpSHpyZVN6TlRjemtjOWQnPz4NCjx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iPjxyZGY6UkRGIHhtbG5zOnJkZj0iaHR0cDovL3d3dy53My5vcmcvMTk5OS8wMi8yMi1yZGYtc3ludGF4LW5zIyI+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczpkYz0iaHR0cDovL3B1cmwub3JnL2RjL2VsZW1lbnRzLzEuMS8iLz48cmRmOkRlc2NyaXB0aW9uIHJkZjphYm91dD0idXVpZDpmYWY1YmRkNS1iYTNkLTExZGEtYWQzMS1kMzNkNzUxODJmMWIiIHhtbG5zOnhtcD0iaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wLyI+PHhtcDpDcmVhdGVEYXRlPjIwMTktMDItMjVUMTY6MTE6MzQuNjYwPC94bXA6Q3JlYXRlRGF0ZT48L3JkZjpEZXNjcmlwdGlvbj48cmRmOkRlc2NyaXB0aW9uIHJkZjphYm91dD0idXVpZDpmYWY1YmRkNS1iYTNkLTExZGEtYWQzMS1kMzNkNzUxODJmMWIiIHhtbG5zOmRjPSJodHRwOi8vcHVybC5vcmcvZGMvZWxlbWVudHMvMS4xLyI+PGRjOmNyZWF0b3I+PHJkZjpTZXEgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj48cmRmOmxpPkhheWF0PC9yZGY6bGk+PC9yZGY6U2VxPg0KCQkJPC9kYzpjcmVhdG9yPjwvcmRmOkRlc2NyaXB0aW9uPjwvcmRmOlJERj48L3g6eG1wbWV0YT4NCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgPD94cGFja2V0IGVuZD0ndyc/Pv/bAEMABwUFBgUEBwYFBggHBwgKEQsKCQkKFQ8QDBEYFRoZGBUYFxseJyEbHSUdFxgiLiIlKCkrLCsaIC8zLyoyJyorKv/bAEMBBwgICgkKFAsLFCocGBwqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKv/AABEIARUBYAMBIgACEQEDEQH/xAAfAAABBQEBAQEBAQAAAAAAAAAAAQIDBAUGBwgJCgv/xAC1EAACAQMDAgQDBQUEBAAAAX0BAgMABBEFEiExQQYTUWEHInEUMoGRoQgjQrHBFVLR8CQzYnKCCQoWFxgZGiUmJygpKjQ1Njc4OTpDREVGR0hJSlNUVVZXWFlaY2RlZmdoaWpzdHV2d3h5eoOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4eLj5OXm5+jp6vHy8/T19vf4+fr/xAAfAQADAQEBAQEBAQEBAAAAAAAAAQIDBAUGBwgJCgv/xAC1EQACAQIEBAMEBwUEBAABAncAAQIDEQQFITEGEkFRB2FxEyIygQgUQpGhscEJIzNS8BVictEKFiQ04SXxFxgZGiYnKCkqNTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqCg4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2dri4+Tl5ufo6ery8/T19vf4+fr/2gAMAwEAAhEDEQA/APpGiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAOd8ceM7DwF4ZfW9WimltklSMrAAWy3A6kV5p/w1N4N/6B2q/9+0/+KrT/AGlf+SNXP/X5B/6FXxtQB9bf8NTeDf8AoHar/wB+0/8AiqP+GpvBv/QO1X/v2n/xVfJNFAH1t/w1N4N/6B2q/wDftP8A4qj/AIam8G/9A7Vf+/af/FV8k0UAfW3/AA1N4N/6B2q/9+0/+Ko/4am8G/8AQO1X/v2n/wAVXyTRQB9a/wDDU3g7/oHar/37T/4ql/4am8G/9A7Vf+/af/FV8k0UAfW3/DU3g3/oHar/AN+0/wDiqP8Ahqbwb/0D9V/79p/8VXyTRQB9bf8ADU3g3/oHar/37T/4qj/hqbwb/wBA7Vf+/af/ABVfJNFAH1r/AMNTeDv+gdqv/ftP/iqX/hqbwb/0DtV/79p/8VXyTRQB9bf8NTeDf+gdqv8A37T/AOKo/wCGpvBv/QP1X/v2n/xVfJNFAH1t/wANTeDf+gdqv/ftP/iqP+GpvBv/AED9V/79p/8AFV8k0UAfW3/DU3g3/oH6r/37T/4qk/4am8Hf9A7Vf+/af/FV8lUUAfW3/DU3g3/oHar/AN+0/wDiqP8Ahqbwb/0DtV/79p/8VXyTRQB9bf8ADU3g3/oH6r/37T/4qj/hqbwb/wBA7Vf+/af/ABVfJNFAH1t/w1N4N/6B2q/9+0/+Krq/h98ZNB+I2sXGnaNa3sMtvB5zG4RQCMgcYJ9a+Hq90/ZT/wCSgat/2Dj/AOjFoA+r6KKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigDyX9pX/kjVz/1+Qf8AoVfG1fZP7Sv/ACRq5/6/IP8A0KvjagAooooAKK24fBfie4hSaDw7qkkUihkdLOQhgRwQccin/wDCDeLP+hZ1f/wCk/woAwaK3v8AhBvFn/Qs6v8A+AUn+FNHgnxSZGjHhzVS6gEr9ikyAc4PT2P5UAYdFb3/AAg3iz/oWtX/APAKT/Cj/hBvFn/Qs6v/AOAUn+FAGDRW4/gnxTGAX8OaqoJAGbKQZJ7dKd/wgviz/oWdX/8AAKT/AAoAwaK3v+EG8Wf9Czq//gFJ/hR/wg3iz/oWdX/8ApP8KAMGitxPBPimRQ0fhzVWU9CtlIR/Knf8IN4s/wChZ1f/AMApP8KAMGit7/hBvFn/AELOr/8AgFJ/hTf+EJ8U+Zs/4RzVd+M7fsUmcevSgDDore/4QbxZ/wBCzq//AIBSf4Uf8IL4s/6FnV//AACk/wAKAMGitx/BPimNd0nhzVVXIGTZSDknA7U7/hBvFn/Qtav/AOAUn+FAGDRW9/wg3iz/AKFnV/8AwCk/wo/4QbxZ/wBCzq//AIBSf4UAYNFS3NrPZXUlteQyQTxNtkilUqyH0IPSoqACvdP2U/8AkoGrf9g4/wDoxa8Lr3T9lP8A5KBq3/YOP/oxaAPq+iiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA8l/aV/wCSNXP/AF+Qf+hV8bV9k/tK/wDJGrn/AK/IP/Qq+NqACiiigD9B/BP/ACIOgf8AYNt//Ra1evdYsNPkWO6uAsrDIjVS7keu1QTj3rK8L3DWnwx0i4jQSNDpELhC20MREDjJ6fWvN7HxlcyKb+Vbb9/C0kwdjuM3mhcbscqAwHoPWqirmdSbitD2Gy1G01GMvZTpKFOGA6qfQg8g/Wq9v/yM99/16W//AKFNXl9p4vv5dU0u80+K2tfMnggnaRyQ6SSOrLwMYHl5B7Zr1C3/AORnvv8Ar0t//QpqTVmOEuZXJb3VrHTmVLu4VJHGVjUFnI9QoyadZalZ6irGynWXYcOo4ZfqDyPxrkbVjM091LzPNM/mE9RhiAv0AGKlRjBrFhPCdszTrEQP+WiN94H2A+b/AIDV8mlzFVrz5bHR6x/qLb/r7h/9DFXLm5gs7dp7qVIYl+87tgCqmsf6i2/6+4f/AEMVjeICZvEEMMpzHDbiWND0LliC31AA+m4+tQld2Npy5Y3Ne38QaXdTrDHdASOcIJEZN/8Au7gM/hWlXFzQx3ELRTKGRhgg10egXEt14fs5rhi8jRDLnq3o34jmqlGxFKpziaD/AMgWH6v/AOhtST+ItKt53ikuwWQ4fYjOEP8AtEAgfjWbLPLb+BXeBijElS6nBRWlwWH0BJqjFFHBEscKBEUYCgcCiMbhVq8h18M8VzCs1vIksbjKuhyCPrVMf8jKf+vT/wBnrJ8NMYtWvreLiExpMUHRXJYE/iB+law/5GU/9en/ALPUtWdjSMuaNyW+1Sy07b9snWNn+4mCWb6KOTSWOq2OolhZ3CyOn3kIKsv1U4IrlVYz6he3Mx3TG4eMk/wqrFVUegwM/iT3pJmMF1aXMPE6XEaqR1IZgrL9CD/L0q+TS5j7b3+Wx02uf8gv/tvB/wCjUq7LLHbwtLO6xxoMs7nAA9zVLXP+QX/23g/9GpWZ4nJl1CwtpP8AUFZJivZnUqFz9NxP5HtUJXdjaUuWNzQi8R6TPMsaXigucIzoyq59mIAP4GtSuNkjSWNo5VDowwVYZBFbnhmaSbw/AZXaQq0kauxyWVXKqc9+AOaqUbGdKrz6HxJ8Xf8Akr/if/sISVxtdl8Xf+Sv+J/+whJXG1BsFe6fsp/8lA1b/sHH/wBGLXhde6fsp/8AJQNW/wCwcf8A0YtAH1fRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAeS/tK/8kauf+vyD/wBCr42r7J/aV/5I1c/9fkH/AKFXxtQAUUUUAfoP4K/5EHQP+wbb/wDotajvPCyPcPLp862wkJLxPD5iZPUgZBGe/OPaqvgzRdMk8CaC76fbMzadbkkxDJPlrW0dD0kDnTrUf9slp3sJxUlZlfTPD0NjcG5uZBc3BXapKBVQf7K8/mSTU1v/AMjPff8AXpb/APoU1O/sLSf+gda/9+lrPg0TS/8AhJb1f7OtsC1tyB5Q/vTUgSSVkSXvhzzbuS5sLr7K8p3SI0e9Gb+9jIIP0OPapNN0BbS6F3d3BurhQRGdmxI89SFyeT6kmrH9haV/0DbX/vytL/YWlf8AQNtf+/K07u1hckb3sJrH+otv+vuH/wBDFGq6RFqiRsXaGeInypkxlc9Rg9Qe4qhq+iaWsNtt062H+lRDiIf3xWh/YWlf9A21/wC/K0htJ6My18LzTHZfagJIP4khh8suPQtuPH0wa6GNFijWONQqKAFUDAAHaqX9haV/0DbX/vytH9haV/0DbX/vytNtvcUYqOxDo0Mdx4eSGZA8cnmKysOCCzZFUT4YuIjstNS2w/wrND5jKPTduGfxBP1p+haJpbaNCW062Jy/JiH99q0f7C0r/oG2v/flaE2tglFS3F0zS4dLgdY2aSSQ7pZX+85/oPQCmj/kZT/16f8As9L/AGFpX/QNtf8AvytUBoml/wDCRlf7OtcfZM48pf79IrYl1Dw+Lm8a7srj7LNJjzQU3pIRwCRkc44yDSWHh4W94l1fXP2qWLmNVTYiHpnGSSfqat/2FpX/AEDbX/vytH9haV/0DbX/AL8rTu7WJ5I3vYbrn/IL/wC28H/o1Kk1PTIdUtljmLI6NvjlQ4aNsdR/LBrN1vRNLXTMrp1sD58PSIf89Vqzd6boVjbNPd2VnFEvVjEPwHTk+1Ip+ZSHhi5c7LnU8xd/Jg2OR/vFjj8BW/BBFa26QW6COKNQqKvQAVzS3nhkt+90xYIyeJZbTan4nHH44rZGh6SRkadakHofKWm79SIqK+E+Hvi7/wAlf8T/APYQkrja6/4sRRwfFrxLHCioi37hVUYAFchSLCvdP2U/+Sgat/2Dj/6MWvC690/ZT/5KBq3/AGDj/wCjFoA+r6KKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigDyX9pX/kjVz/1+Qf+hV8bV9k/tK/8kauf+vyD/wBCr42oAKKKKAP0H8Ff8iDoH/YNt/8A0WtYO/8AtoC+v/3qy/NFExykaHoAvTOOp61veCf+RB0D/sG2/wD6LWqU+hX1jM40+NLm0ZiyJvCvFk5288EenIx0q4tJ6mNZScfdINKmfS9WtYYGb7LdOYnhJyqNtJDKO3TBA45zW9b/APIz33/Xpb/+hTVQ0vRLn+0I73UhHH5GTDAjbsMRjcx9cEjA9etX7f8A5Ge+/wCvS3/9CmpStfQdJSUfeNKiiipNTP1j/UW3/X3D/wChitCs/WP9Rbf9fcP/AKGK0KACiiigDN0H/kCw/V//AENq0qzdB/5AsP1f/wBDatKgArPH/Iyn/r0/9nrQrPH/ACMp/wCvT/2egDQooooAztc/5Bf/AG3g/wDRqVmeJsnVNOWT/U7ZWXPTzBtx+O0tj8a09c/5Bf8A23g/9GpVi+sLfUbUwXce9MgjBIKkdCCOQfemnZkzjzRaOXYAqQwyD1zWz4WLHw3bZJKguIif+eYc7Pw24qJfCluWxc3l3cQ94nZQG9iVAJH41tqixoERQqqMAAYAFVKVzKlTcLtnwh8Xf+Sv+J/+whJXG12Xxd/5K/4n/wCwhJXG1BuFe6fsp/8AJQNW/wCwcf8A0YteF17p+yn/AMlA1b/sHH/0YtAH1fRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAeS/tK/8AJGrn/r8g/wDQq+Nq+yf2lf8AkjVz/wBfkH/oVfG1ABRRRQB98eDNNkfwJoLDUr1c6dAdqsuB+7X/AGa1LqCGyUNea5cQK3QyzRrn81qLwV/yIOgf9g23/wDRa1gWbfbl/tG5G+4ufnJbnYOyD0AHH61UY3M6lTkVzp4LJbmIS2+s3csZ6MkqMD+IWqUGmSf8JLej+0r3/j1t+d6/3pv9ms6xc2GvWb23yC6kMMyDo42sQceoK9fTNdBb/wDIz33/AF6W/wD6FNSasxwnzq4v9lyf9BO+/wC+0/8AiaX+y5P+gnff99p/8TWhRSLOf1fTJBDbf8TK9P8ApUXV1/vj/ZrQ/suT/oJ33/faf/E0ax/qLb/r7h/9DFaFAGf/AGXJ/wBBO+/77T/4mj+y5P8AoJ33/faf/E1oUUAc9oWmSHRoT/aV6OX4DL/fb/ZrR/suT/oJ33/faf8AxNN0H/kCw/V//Q2rSoAz/wCy5P8AoJ33/faf/E1QGmSf8JGR/aV7/wAenXev9/8A3a36zx/yMp/69P8A2egA/suT/oJ33/faf/E0f2XJ/wBBO+/77T/4msa+1a8vb6aKzna1tYHMe5FBeVhw3JBwAcjpnjrSWer3ljeRLd3DXVrM6xkyAB4ixwDkAZGSBg+uc1XK7XMvax5uUofEsXmifDXWtUsdUuxc2dv58RcoQGVgQSNvPIr5e/4aA+JH/Qf/APJaL/4mvqX4xf8AJHfEv/Xk38xXwjUmp6T/AMNAfEj/AKD/AP5LRf8AxNH/AA0B8SP+g/8A+S0X/wATXm1FAFzV9WvNd1i61TVJfOvLuQyTSbQNzHqcDiqdFFABXun7Kf8AyUDVv+wcf/Ri14XXun7Kf/JQNW/7Bx/9GLQB9X0UUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHkv7Sv8AyRq5/wCvyD/0Kvjavsn9pX/kjVz/ANfkH/oVfG1ABRRRQB+g/gn/AJEHQP8AsG2//otahuvDlxHcSSaVNEI5GLmCcEBWPJ2sOgJ5xg1W8GNq3/CCaD5aWW3+zoNu53zjy19q292sf887H/v4/wDhTTa2JlFSVmVdL0F7a8W81CZZp0BEaRrhI89TzyT2z6dqsW//ACM99/16W/8A6FNTt2sf887H/v4/+FZ0Dav/AMJJe4jst32W3z87/wB6b2obuNJRVkdDRWfu1j/nnY/9/H/wo3ax/wA87H/v4/8AhSGGsf6i2/6+4f8A0MVoVz+rtq/k226Oy/4+oujv/fHtWhu1j/nnY/8Afx/8KANCis/drH/POx/7+P8A4UbtY/552P8A38f/AAoAboP/ACBYfq//AKG1aVc9oTav/Y0O2Oyxl+rv/fb2rR3ax/zzsf8Av4/+FAGhWeP+RlP/AF6f+z0btY/552P/AH8f/CqAbV/+EjP7uyz9k/vv/f8ApQBnX1ncaXez7oJZbSaVpY5YkL7SxyVYDkck4PTFJaWc+rXcKJBLHaxyrJLLKhTO07gqg8nJA56Yzzmuh3ax/wA87H/v4/8AhRu1j/nnY/8Afx/8KrmdrGPsY83Mc18Yv+SO+Jf+vJv5ivhGvuH4uHVP+FReI/PSzEf2Jt2x2JxkdMivh6pNgooooAKKKKACvdP2U/8AkoGrf9g4/wDoxa8Lr3T9lP8A5KBq3/YOP/oxaAPq+iiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA8l/aV/wCSNXP/AF+Qf+hV8bV9k/tK/wDJGrn/AK/IP/Qq+NqACiiigD9B/BX/ACIOgf8AYNt//Ra1ivdTa1/pc88ywOcwQxyFFVOxOCMkjnnpmtrwT/yIOgf9g23/APRa1my6Re6ZI0VvavdWmSYmiI3IM/dIJHToCM8VcbX1Mayk4+6O0q9n0/U7a2aaSa0uWMYWVy5ifBIIY84OMY9xitq3/wCRnvv+vS3/APQpqzNL0m7n1GG8v4fs8VuS0UTMC7OQRk4yAACeM9+2K07f/kZ77/r0t/8A0KalK19B0ubl940qKKKk1M/WP9Rbf9fcP/oYrQrP1j/UW3/X3D/6GK0KACiiigDN0H/kCw/V/wD0Nq0qzdB/5AsP1f8A9DatKgArPH/Iyn/r0/8AZ60Kzx/yMp/69P8A2egDn767n1W9n3zSxWkUrRRxROU3FTgsxHJ5BwOmKbaXc+kXULRzyyWskqxywyuXxuIUMpPIwSOOmM1ZvtIvLK9mls4GurWZzJsRgHjY8twSMgnnrnnpSWekXl9eQvd27WtrE4kKyEF5GU5AwCcDODzzxjFae7ynJap7QqfGL/kjviX/AK8m/mK+Ea+7vjF/yR3xL/15N/MV8I1mdYUUUUAFFFFABXun7Kf/ACUDVv8AsHH/ANGLXhde6fsp/wDJQNW/7Bx/9GLQB9X0UUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHkv7Sv/ACRq5/6/IP8A0Kvjavsn9pX/AJI1c/8AX5B/6FXxtQAUUUUAfe/gzUp08C6Eo0q8cDToAGXy8H92vP362/7UuP8AoEX3/kP/AOLqp4J/5EHQP+wbb/8Aotaoz67fX0znT5UtrVWKo+wO8uDjdzwB6cHPWmk3sTKSirs2f7UuP+gRff8AkP8A+LrOg1Of/hJL0/2Te82tvx+74+ab/bpdK1u6F/FZam0cnn5EM6LtywGdrD1wCcj06Vft/wDkZ77/AK9Lf/0KahqwRkpK6F/tS4/6BF9/5D/+Lo/tS4/6BF9/5D/+LrRopFHP6vqc5hts6Tej/Souvl/3x/t1f/tS4/6BF9/5D/8Ai6XWP9Rbf9fcP/oYrQoAzv7UuP8AoEX3/kP/AOLo/tS4/wCgRff+Q/8A4utGigDndC1OcaNCBpN6eX5Hl/3z/t1o/wBqXH/QIvv/ACH/APF0mg/8gWH6v/6G1aVAGd/alx/0CL7/AMh//F1QGpz/APCRE/2Te/8AHpjH7v8Av/79dBWeP+RlP/Xp/wCz0AJ/alx/0CL7/wAh/wDxdH9qXH/QIvv/ACH/APF1o0UAcL8Svt+t/DfWdLstIu/tF5B5EW9owu5mAGTv45NfMX/DPfxJ/wCgCv8A4Fxf/FV9ja5/yC/+28H/AKNSrF9f2+nWpnu5NiZAAAyWJ6AAck+1AHxj/wAM9/En/oBL/wCBcX/xVH/DPfxJ/wCgEv8A4Fxf/FV9dDxXbhs3Fnd28PeV1Uge5CkkD8K20dZEDowZWGQwOQRTs0JST2Pzr1jSLzQdYutK1SLyby0kMU0e4NtYdRkcGqVdl8Xf+Sv+J/8AsISVxtIYV7p+yn/yUDVv+wcf/Ri14XXun7Kf/JQNW/7Bx/8ARi0AfV9FFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQB5L+0r/yRq5/6/IP/Qq+Nq+yf2lf+SNXP/X5B/6FXxtQAUUUUAfoP4K/5EHQP+wbb/8Aotawdn9iAWV/mJYflimYYSRP4Tu6Zx1HXNX/AAZrmlx+BNBR7+3Vl06AEGQZB8ta2/7e0n/oI23/AH8FVGVjOpBTVmYGlwPqerWs0Kt9ltXMrTFcK7bSAq+vXJI44rdt/wDkZ77/AK9Lf/0Kanf29pP/AEEbb/v4KzoNd0oeJL1v7Qt8G1twD5g/vTf40m7scIKCsjoaKzv7e0n/AKCNt/38FL/b2k/9BG2/7+CkWGsf6i2/6+4f/QxWhXP6vrulNDbbdQtzi6iP+sH98Vof29pP/QRtv+/goA0KKz/7e0n/AKCNt/38FH9vaT/0Ebb/AL+CgBug/wDIFh+r/wDobVpVz2ha7pS6NCG1C3By/BkH99q0f7e0n/oI23/fwUAaFZ4/5GU/9en/ALPR/b2k/wDQRtv+/gqgNd0r/hIy39oW+PsmM+YP79AG/RWf/b2k/wDQRtv+/go/t7Sf+gjbf9/BQAmuf8gv/tvB/wCjUrM8TZGqac0n+p2yquenmHbj8dobH41Jreu6U2mYXULcnz4ekg/56rVm61PQr62aC7vLSWJuqtIPz9j7007O5Mo80WjFYgKSxAA6k1teFgy+G7bIIUlzGD2jLkp/47isxbTwwH/e6kJ4weIprssn4jPzfjmtka9pIGBqFsAP+mgqpSuZUqThqz4f+Lv/ACV/xP8A9hCSuNrr/ixLHP8AFrxJLC6vG1+5VlOQRXIVBuFe6fsp/wDJQNW/7Bx/9GLXhde6fsp/8lA1b/sHH/0YtAH1fRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAeS/tK/wDJGrn/AK/IP/Qq+Nq+yf2lf+SNXP8A1+Qf+hV8bUAFFFFAH6DeCR/xQOgf9g23/wDRa0l34jK3UkGnWouPKbbJLJJsQMOqjAJJHfjHvTvBX/Ig6B/2Dbf/ANFrWBpymG2+yy8XFuTHMp67s9fx6596qKTepjWm4LQ6TS9cW9ufstzB9mudpZV3blkA67W46ehANS24H/CTX3H/AC6W/wD6FNXP2ym48QadHDy8MhmkI/gTYy5P1JA//VXQW/8AyM99/wBelv8A+hTUSVmVSk5RuxdV1eHS1jTy2nuJc+XCmATjqST0AyOf51mr4nlgbdqNiscH8UsMu/y/cgqOPcZ+lQa8DD4ijll4jnt1jiY9NysxK/UhgffB9KqXE0dvA0kv3R2xkn2A7k+lVGKaMalWUZ2R0erlWt7VlwQbqEgjv84pdV1aHS0RTG088pPlQpjLY6kk9AOMmqQt5bXw5pEFwMSxyWysM5wQRxVTxADD4ghmlGI5rcRRsegcMSR9SCPrtPpUJXdjecnGN0TL4mnhbff6eqwfxPBKZCg9SpUZH059q6CN0ljWSMqyMAysOQQe9cdNNHbwtLMwVFGSa6PQLeW18P2cNwpSRYhlD/D3C/h0qpRS2M6NSU73I9Gljt/DyTTMqRx+YzM3AADNk1QPia4lYvaaaph/hM8xRmHrtCnH48+wpJYJbjwK6QKXYEuUXq6rLuK/iARVGKVJ4lkhYOjDIYHrRGKe4q1SULWOl0vVINUgd40aKSM7ZYZANyH8Oo9CKYAP+ElPH/Lp/wCz1leGgZdWvriLmERpCXHRnBYkfgD+taw/5GU/9en/ALPUtWZrCTlFNlXUdfFteNaWVt9pmjx5pZ9iR55AJwTnHOAPrik0/wAQCe8S1v7YW0shxE6vvRz1xnAIPsR+NYiqYNQvbab5ZluHkIP8SsxZWHqMHH4EdqSZTPdWltDzO9xG6gdQFYMzfQAfyHer5Vy3MPay9pynTa4B/ZfT/lvB/wCjUp+p6nBpdsJJlaR3bZHFGAWkbHQZ/meKZrn/ACC/+28H/o1KzPE4MWoWFzJ/qAskJbsrsVK5+u0j8h3qFqzom3GLaAeJbqM77nTF8n+LyZt7qPXBUZ/A/TNb8E8V1bpPbuskUihkZehBrkZJEijaSVgiKMlicACt3wzDJD4fgEqNGWaSRUYYKqzsyjHbgjiqlFLYxo1JTvc+JPi7/wAlf8T/APYQkrja7L4u/wDJX/E//YQkrjag6Ar3T9lP/koGrf8AYOP/AKMWvC690/ZT/wCSgat/2Dj/AOjFoA+r6KKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigDyX9pX/kjVz/1+Qf8AoVfG1fZP7Sv/ACRq5/6/IP8A0KvjagAooooA/QfwT/yIOgf9g23/APRa1fvdIsNQkWS7t1eRRgSAlWx6ZGDj2r4Bi8W+JIIUih8QapHGihURL2QBQOgAzwKd/wAJl4n/AOhj1f8A8Dpf/iqAP0AstPtNPjKWUCRBjliByx9Sep/Gq1v/AMjPff8AXpb/APoU1fBH/CZeJ/8AoY9X/wDA6X/4qmjxf4lDlx4h1UOwALfbZMkDoPve5/OgD9Bbm1gvLdobuFJom6o65BqpbaDptpOs0NqvmJ9xnYuV+m4nH4V8D/8ACZeJ/wDoY9X/APA6X/4qj/hMvE//AEMer/8AgdL/APFUBY++dY/1Ft/19w/+hirdxbQXdu0N1Ek0TfeR1yDX59N4w8Svjf4h1VsEEZvZDg+v3qX/AITLxP8A9DHq/wD4HS//ABVAH3vb6BpltOs0VopkQ5QuzPsPqNxOPwrSr89v+Ey8T/8AQx6v/wCB0v8A8VR/wmXif/oY9X/8Dpf/AIqgNj730H/kCw/V/wD0NqSbw9pU8zyyWihnOX2Myhj6kAgH8a+CE8X+JY12x+IdVVR0AvZAP/QqX/hMvE//AEMer/8AgdL/APFUBa5+gsMEVtCsNvGsUaDCogwAPpVMf8jKf+vT/wBnr4G/4TLxP/0Mer/+B0v/AMVSf8Jh4l37/wDhItW3Yxu+3SZx6feoA+/73TLPUdn2y3WQp9xujL9CORRZaXZacWNnbrGz/efks31Y8mvgH/hMvE//AEMer/8AgdL/APFUf8Jl4n/6GPV//A6X/wCKoFZH3xrn/IL/AO28H/o1KvTQx3ELRTxrJG4wyOMhh6EV+e7+L/Esi7X8Q6qwyDg3sh6HI/ip3/CZeJ/+hj1f/wADpf8A4qgZ97ReHdKhmWRLNSUOVDsWVT7AnArTr89v+Ey8T/8AQx6v/wCB0v8A8VR/wmXif/oY9X/8Dpf/AIqgLWNj4u/8lf8AE/8A2EJK42pLi5nu7iS4u5pJ5pG3PJKxZmPqSeTUdABXun7Kf/JQNW/7Bx/9GLXhde6fsp/8lA1b/sHH/wBGLQB9X0UUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHkv7Sv/JGrn/r8g/9Cr42r7J/aV/5I1c/9fkH/oVfG1ABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABXun7Kf8AyUDVv+wcf/Ri14XXun7Kf/JQNW/7Bx/9GLQB9X0UUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHP8AjXwbp3jzw2+iay86WryJITAwVsryOSDXm/8Awy54G/5+tX/8CE/+Ir2iigDxf/hlzwN/z9av/wCBCf8AxFH/AAy54G/5+tX/APAhP/iK9oooA8X/AOGXPA3/AD9av/4EJ/8AEUf8MueBv+frV/8AwIT/AOIr2iigDxf/AIZc8Df8/Wr/APgQn/xFH/DLngb/AJ+tX/8AAhP/AIivaKKAPF/+GXPA3/P1q/8A4EJ/8RR/wy54G/5+tX/8CE/+Ir2iigDxf/hlzwN/z9av/wCBCf8AxFH/AAy54G/5+tX/APAhP/iK9oooA8X/AOGXPA3/AD9av/4EJ/8AEUf8MueBv+frV/8AwIT/AOIr2iigDxf/AIZc8Df8/Wr/APgQn/xFH/DLngb/AJ+tX/8AAhP/AIivaKKAPF/+GXPA3/P1q/8A4EJ/8RR/wy54G/5+tX/8CE/+Ir2iigDxf/hlzwN/z9av/wCBCf8AxFH/AAy54G/5+tX/APAhP/iK9oooA8X/AOGXPA3/AD9av/4EJ/8AEUf8MueBv+frV/8AwIT/AOIr2iigDxf/AIZc8Df8/Wr/APgQn/xFH/DLngb/AJ+tX/8AAhP/AIivaKKAPF/+GXPA3/P1q/8A4EJ/8RR/wy54G/5+tX/8CE/+Ir2iigDxf/hlzwN/z9av/wCBCf8AxFdV4C+Dvh34davcajoU19JNcQ+S4uZVYbcg8YUc8V31FABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAH/2Q==)**

**Initialization**: We begin any genetic algorithm by randomly creating an initial population (solution space) from which we later evolve new generations or new solutions. In this problem, our population consists of n robots where each robot is represented as a bit-string of its moves. Each move of a robot is represented as the combination of two bits such that 00 means do nothing, 10 means turn left, 01 means turn right and 11 means move forward and thus the bit-string is just a concatenation of all of its moves. Since our goal requires for the robot to complete the task using 28 moves thus, the length of each string has been kept as 56. To generate our initial population, we thus use two for loops where the outer loop runs for our decided population size which in this case, we have set to be 20. The inner loop runs 56 times (our string length) and in each iteration it produces a randomly-generated 1 or 0 and concatenates the 56 bits into one string. Thus, our solution space consists of 20 random strings each of length 56 bits. We set this as our initial population or generation 1 and store it a list in python.

Example String: 11111001111101111011111101001111111101111110011111000011

Moves: 11-11-00-11-11-10-11-11-01-11-11-10-10-01-11-11-11-10-10-11-11-10-01-11-11-00-00-11

|  |  |
| --- | --- |
| Signal | Action |
| 00 | Do nothing |
| 01 | Turn right |
| 10 | Turn left |
| 11 | Move forward |

**Fitness**: For any problem, we have certain set criteria and depending on how well each individual of the population completes those criteria (quality of the solution), we award it points and call it the fitness of the robot. In this problem, our criterion is that the robot covers all the boxes next to the wall (marked in blue in the grid) in the restricted set of moves. So, for each robot we can score its fitness as the number of marked boxes it covers. To do this, we run each string move by move against our grid and every time the robot traverses over a new marked box, we award it one point. We do not award the robot any points if it traverses to an already visited box. So, for each robot, we must keep a track of which boxes the robot has already traversed. This can be done by creating another grid called IsVisited and initially set each box to 0. When the robot starts traversing and covers a box, update the 0 to a 1 for that box in the isVisited grid. We then set a condition that the robot is awarded points only if the box is a marked box and the box has a 0 in the isVisited grid. So, for each string we calculate the fitness and store it in a fitness list.

**Roulette Wheel Selection**: In genetic algorithm, we randomly select solutions from our current solution space/generation and pass their copies on to the next generation while keeping the population size the same. The roulette wheel selection is a method by which we can give solutions with higher fitness more chance to be selected and passed on to the next generation. Metaphorically, we can create a wheel in which the portions are divided based on the relative fitness of each solution (that means fitness of solution over the sum of all fitness of the population). We then spin the wheel n times where n is the size of the population (20) and select the one where it lands. This creates a greater probability of selecting the higher quality solution. The way I have implemented this in my code is shown by the table below:

Using an example to explain, I am considering this population of 5 with their fitness shown. Using their cumulative frequency, we develop certain ranges for each sample and then randomly generate a number between 0 and the total fitness (in this case 21). We then choose the solution whose range the randomly generated number fell into. Example: here if we get a 0 or 1, we choose sample A, if we get 2,3,4,5 or 6 we choose B, if we get 7,8,9 we choose C and so on. This allows for there to be a greater chance for those with higher fitness, since we have a greater range for D than for A.

|  |  |  |  |
| --- | --- | --- | --- |
| String Sample: | Fitness Value | Cumulative frequency | Range |
| A | 2 | 2 | 0 - 2 |
| B | 5 | 7 | 2 - 7 |
| C | 3 | 10 | 7 - 10 |
| D | 7 | 17 | 10 - 17 |
| E | 4 | 21 | 17 - 21 |

Thus, using roulette wheel selection, we are able to pass the higher quality solutions to the next generation.

**Genetic Operators**: Genetic operators refer to Mutation and Crossover. Crossover occurs more often than mutation because chances of mutation are very low.

**Mutation:** Mutation refers to a random flip in a bit inside the strings. For the parents we have selected from our current generation by roulette selection we can apply mutation on their strings. However, the chance/rate of mutation occurring are usually very less (About 1/pop-size). Using this formula (was given in the slides) I calculate the percentage chance of fitness which turns out to (1/20) \* 100 which is 5%. For each string I randomly generate a number between one and hundred, if the number is below 5 then the mutation function is called else the function is not called. Inside the function, a randomly generated number determines how many mutations will occur on the string and we run a loop that many times. In the loop, a number between 1 and the length of the string (chromosome) which is 56 in our case will be generated and we flip the bit at that index.

**Crossover**: Crossover refers to the exchange of a sequence of bits between two parent bit strings starting from a certain index value till the end of the string. From our roulette selected solution space, we first shuffle the mating pool and then divide them into pairs (10 pairs). For each pair, we then have to decide whether crossover shall take place or not. The crossover rate is between 0.6-0.9. We randomly generate a number between 60 and 90 as our deciding rate and then for each pair we generate a number from 1 to 100. If the number is less than our decided rate then we call the Crossover function. If the number is greater than our decided rate, we do not apply the crossover functions and pass the parent pairs as they are to the next generation. Inside the crossover function we randomly generate a number between 0 and our string length (56) and choose that number as the starting index. The sequence of bits after that starting index are switched for the parents and the two recombinant strings that are formed are passed onto the next generation.

**Analysis:** Now that we have generated our new generation, we will run this whole process again to get more and more generations. We see that as the generations go on, the quality of our fitness space starts to increase. While we initially got fitness ranging from 2 till 6, a few generations later the lowest fitness individuals are eliminated while the ones with higher fitness go on to produce even better solutions.   
An example run of my code shows:

Generation 1: [2, 3, 4, 2, 2, 4, 2, 3, 5, 5, 2, 3, 9, 3, 5, 2, 2, 2, 1, 3]

Generation 30: [7, 7, 6, 7, 7, 7, 7, 7, 6, 3, 7, 7, 8, 7, 9, 7, 9, 7, 7, 8]

Generation 150: [12, 12, 12, 10, 12, 12, 11, 12, 12, 12, 12, 7, 11, 7, 12, 12, 12, 12, 12, 11]

Generation 200: [12, 15, 12, 12, 12, 15, 12, 15, 12, 12, 15, 15, 12, 12, 12, 15, 15, 12, 12, 12]

So thus, we can see there is in-fact an increase in the quality of solutions as the generations go on and this occurs at a decreasing rate. Understanding this phenomenon, we should assume that after a finite amount of cycles we should reach the optimal solution.
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--20

--16

Quality of fitness 🡪

Generations 🡪

However, there are certain problems that I have encountered in trying to achieve the optimal fitness. Running the code multiple times and for over even 2 lac cycles does not generate the optimal solution. In fact, the highest fitness that I am able to achieve is 16 and when run for an almost indefinite amount (2 lac cycles) we reach a point where almost all the solutions give the fitness 16, which is an increase in the quality of the population, however a single solution does not rise above the fitness of 16.

Generation 100392 = [15, 16, 16, 16, 15, 16, 15, 16, 15, 14, 14, 16, 16, 16, 16, 15, 15, 16, 16, 16]

This is because by looking at the solution of 16, we can see that the robot tries to follow the path which awards it the most point. Now in this, we can see the point where it goes wrong (marked as P) is because of the two blocks that are protruding from the rightmost wall. If it goes on to the point P it usually encounters the wall and is not able to successfully remove itself from the pocket that it is stuck in leading to it getting a lower fitness score (around 6 or 7). If it instead turns at one box left of P it is able to get more score because of two protruding boxes and then is able to move onto following the rest of the wall (getting it fitness of 16).

The optimal solutions consist of very specific sequence of moves that allow it to traverse this point which are turn-right / move forward / turn right / move forward / turn left / move forward. Now finding this very specific sequence at the specific point that we require is very difficult and has very low probability. Ideally, what we would is that a mutation or crossover allow for some of this region to be generated and that would be passed on to the next generation and to the next and after some generations, more of this sequence would be made until we reached the complete optimal (and the robot is able to maneuver its way out of the pocket). However, in this problem even if such a mutation occurs and we get part of this specific sequence, its fitness value drops (because it encounters the wall) and its chances of getting to the next generation become lower and very soon it is eliminated from the solution space. Which means that it needs to stay in the solution space until enough generations have passed for it to be able to evolve into the proper maneuver to get out of the pocket, but since its fitness falls to 7 at this time, it is eliminated before it can achieve this.

So basically, to reach the optimal we would need very specific mutation/crossovers to all occur at the same time (or in close generations) which allow for this complete sequence to be made before it is eliminated for having lower fitness. The probability of that occurring is extremely low. Even when by slim probability this sequence is developed, the fitness goes from 16 to 17 or 18 and then we would need for it to get the sequence for the next pocket (shown in the grid) for it to reach fitness 20. Thus, it can be concluded that the probability of reaching the optimal solution using my current algorithm is extremely low. The Near optimal Solution that my robots can achieve every-time is 16 and In rare conditions, it has reached fitness 17 and even 18 once. Thus, the termination condition I have set is to check for 17 or greater and if not found within 1lac generations, then return the fitness of 16. The number of generations it takes to achieve the goal can vary depending on the initial fitness of the strings, the mutations and crossovers that occurr.

Near-optimal traversal achieved by Algorithm. Fitness 16 (can be either clockwise or anticlockwise)

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **W** | **W** | **W** | **W** | **W** | **W** | **W** | **W** |
| **W** | 1  **>** | 1 **>** | 1 **>** | 1  **>** | 1  **>** | 1  **P** | **W** |
| **W** | **1**  **^** |  |  |  | **v** | 1 | **W** |
| **W** | **1**  **^** |  |  |  | **1**  **v** | **W** | **W** |
| **W** | **1**  **^** |  |  |  | **1**  **v** | **W** | **W** |
| **W** | **1**  **^** |  |  |  | **v** | 1 | **W** |
| **W** | **1**  **^** | **1**  **<** | **1**  **<** | **1**  **<** | **1**  **<** | 1 | **W** |
| **W** | **W** | **W** | **W** | **W** | **W** | **W** | **W** |

Optimal Solution. Fitness level 20

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **W** | **W** | **W** | **W** | **W** | **W** | **W** | **W** |
| **W** | 1 **>** | 1 **>** | 1 **>** | 1  **>** | 1  **>** | 1  **v** | **W** |
| **W** | 1  **^** |  |  |  | **v** | 1  **<** | **W** |
| **W** | 1  **^** |  |  |  | 1  **v** | **W** | **W** |
| **W** | 1  **^** |  |  |  | 1  **v** | **W** | **W** |
| **W** | 1  **^** |  |  |  | **>** | 1  **v** | **W** |
| **W** | 1  **^** | 1  **<** | 1  **<** | 1  **<** | 1  **<** | 1  **<** | **W** |
| **W** | **W** | **W** | **W** | **W** | **W** | **W** | **W** |