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#include<iostream.h>

#include<conio.h>

#include<stdlib.h>

#include<math.h>

class QUEEN

{

private:

int X[10],n,count;

public:

QUEEN(int);

void NQUEEN(int);

int PLACE(int);

void GET\_RESULT();

};

QUEEN::QUEEN(int par)

{

n=par;

for(int i=1;i<=n;i++)

X[i]=0;

count=0;

}

void QUEEN::NQUEEN(int n)

{

int k=1;

X[k]=0;

//--- false - tried all possible solutions ---

while(k>0)

{

X[k]=X[k]+1;

//----queen is in board && not attacking

while( X[k]<=n && !PLACE(k) )

{

X[k]=X[k]+1;

}

if(X[k]<=n) // queen is placed

{

if(k==n)//last queen

{

count++;

GET\_RESULT();

}

else // next queen

{

k=k+1;

X[k]=0;

}

}

else // back track

{

k = k-1;

}

}

cout<<endl<<"No of sol : "<<count;

}

int QUEEN::PLACE(int k)

{

for(int i=1;i<=k-1;i++)

{ // match col && diagonal with prev queens

if( X[i]==X[k] || abs(i-k) == abs(X[i]-X[k]) )

return 0;

}

return 1;

}

void QUEEN::GET\_RESULT()

{

cout<<endl;

for(int i=1;i<=n;i++) // row

{

cout<<" | ";

for(int j=1;j<=n;j++) // col

{

if(j==X[i])

cout<<X[i]<<" | ";

else

cout<<X[i]<<" | ";

}

cout<<endl;

}

}

void main()

{

int n;

clrscr();

cout<<"\nEnter no of Queens : ";

cin>>n;

QUEEN obj(n);

obj.NQUEEN(n);

getch();

}