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*# using staticmethod() :*
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*# using @staticmethod :*
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*# \_\_name\_\_ == "\_\_main\_\_" = it is first call amin function*
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*# Inheritance*
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*# using inheritance :*
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*# using Abstarction with Inheritance*
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