**Digits Recognizing Project Report**

from Valuiev Ruslan

**Description**:

Neural Network gets a bit picture ( 0 or 1 ) and it must recognize which number on the picture. Original picture contains bitmap 64x64, but it compressed to array which length 64. It contains numbers from 0 to 16.

Example or original picture:

![](data:image/png;base64,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)

Example of compressed data

0,2,15,15,6,0,0,0,0,0,10,13,16,5,0,0,0,0,0,2,16,9,0,0,0,0,0,3,16,11,0,0,0,0,0,0,13,14,1,0,0,0,0,0,7,16,5,0,0,1,4,6,13,15,1,0,0,3,15,14,11,2,0,0

**Neural Network Model:**

Network consists of 64 inputs, hidden layer 45 perceptrons and output layer 10 perceptrons. Each output perceptron corresponds to number from 0 to 9.

**Algorithms:**

1. Data normalization

Input data it is numbers from 0 to 16, so I used this way of normalization:

**Xi = | (Xi – Avg) / σ |**

1. Activation function

As activation function, I have chosen unipolar sigmoid:

**f(x) = 1 / (1 + e-x)**

1. Backpropagation algorithm

Weights are adjusted by the formula:

**Wij = Wij + LerningRate \* Errorj \* xi \* f’(xj)**

1. Initial weights

Weights are randomly generated **range (0.1,0.5)**

**Experimental Results**

After 10 000 generation neural network can recognize training data is **90%.** The hardest classes to recognize is **4** and **7**

**Class 4 –** 88%

**Class 7 –** 87%

Using test data, it can recognize is **88%.** The most complicated classes are **1** and **4**.

**Class 1 –** 83%

**Class 4 –** 90%

**Class describing:**

1. **App** – the main program class which reads data, creates and trains neural network
2. **Methods**:
3. readData(); - reads data from given path
4. **NeuralNetwork** – class which represents neural network. Contains all perceptrons layers as a double array of double. Each perceptron it is array with the length of 2,

[0] – NET

[1] – error

Also, this class contains arrays of weights and learning rate. (unchangeable for all generations)

1. **Constructor** gets amount of perceptrons of hidden layer and learning rate, also it creates all arrays and fill weights with random numbers range [0.1:0.5]
2. **Methods** :
3. changeWeights(); it is changing weights after each training
4. findNETs(); it is calculate NETs on all levels
5. normalize(); it is normalize input data.
6. recognize(); it is method to recognizing
7. showWeights(); debug method to show all weights ( never used)
8. showNETs(); debug method to show all NETs ( never used)

**Conclusion**

As for me 10 000 generation with learning rate 0.002 is too much, but the result worth it but as far as I consider 88% it is very good result.