**Try, Catch, Finally In Java**

**The below keywords are used in Java for Exception handling.**

* Try
* Catch
* Finally
* Throw
* Throws

**The following table briefly describes these keywords.**

| **Keyword** | **Description** |
| --- | --- |
| **Try** | We specify the block of code that might give rise to the exception in a special block with a “Try” keyword. |
| **Catch** | When the exception is raised it needs to be caught by the program. This is done using a “catch” keyword. So a catch block follows the try block that raises an exception. The keyword catch should always be used with a try. |
| **Finally** | Sometimes we have an important code in our program that needs to be executed irrespective of whether or not the exception is thrown. This code is placed in a special block starting with the “Finally” keyword. The Finally block follows the Try-catch block. |
| **Throw** | The keyword “throw” is used to throw the exception explicitly. |
| **Throws** | The keyword “Throws” does not throw an exception but is used to declare exceptions. This keyword is used to indicate that an exception might occur in the program or method. |

In this tutorial, we will discuss all the above keywords in detail along with the programming examples.

**Try Block In Java**

Whenever we are writing a program there could be a code that we suspect might throw an exception. **For example,** we might suspect that there might be a “division by zero” operation in the code that will throw an exception.

This code that might raise an exception is enclosed in a block with the keyword “try”. So the try block contains the code or set of statements that can raise an exception.

**The general syntax of the try block is as follows:**

*try{*

*//set of statements that can raise exception*

*}*

Hence, if a programmer thinks that certain statements will raise exceptions, then enclose these statements in a try block. Note that when an exception occurs at a specific statement in a try block, then the rest of the code is not executed.

When an exception occurs in a try block at a particular statement, then the control comes out and the program terminates abruptly. To prevent this abrupt termination of the program, we should “handle” this exception. This handling is done using the “catch” keyword. So a try block always has a catch block following it.

**Catch Block In Java**

We use a catch block to handle exceptions. This is the block with the “catch” keyword. The catch block follows the try block.

Whenever an exception occurs in the try block, then the code in the catch block that corresponds to the exception is executed.

**The general syntax of the catch block is:**

catch (Exception e){

//code to handle exception e

}

Generally, the declared exception must be the parent class of all exceptions, i.e. Exception. But if there is more than one exception, we can also write specific exception types or generated exceptions.

Next, we will discuss the try-catch block. Note that for each try block, we can have multiple catch blocks.

**Try-Catch Java**

**The general syntax of the try-catch block is shown below:**

try{

//code causing exception

}

catch (exception (exception\_type) e (object))

{

//exception handling code

}

The try block can have multiple lines of code that can raise multiple exceptions. Each of these exceptions is handled by an independent catch block.

The generic exception handler, object e of the Exception class can handle all the exceptions but if we want to handle specific exceptions, then it is advisable to specify the generic exception handler as the last catch block.

**Java Try Catch Example**

Now let’s demonstrate a try-catch block in Java. Here in the try block, we define a division operation. The divisor is zero. Thus the statement that divides the two numbers raises an Arithmetic exception. We have a catch block that defines a handler for the Arithmetic exceptions.

**Given below is an example Java program.**

|  |
| --- |
| class Main {     public static void main(String args[]) {        int val1, val2;        try {           //this block will contain statements that may raise exceptions           System.out.println("Try Block:: Start");           val1 = 0;           val2 = 25 / val1;           System.out.println(val2);           System.out.println("Try Block:: End");        }        catch (ArithmeticException e) {           //handler for ArithmeticException           System.out.println("ArithmeticException :: Divide by Zero!!");        }        System.out.println("Outside try-catch:: Rest of the code.");     }  } |

**Output**
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**Catching Multiple Exceptions**

As already mentioned, a try block can contain a code that raises more than one exception. In this case, we will need more than one catch block to handle each exception. A single try block can be followed by multiple catch blocks. Each catch block will handle the independent exceptions.

**In the case of multiple catch blocks, we have to remember the below points:**

* In a Java program, at any instance of time, only one exception can occur. Also, at any point, only one catch block is executed.
* The multiple catch blocks should be ordered in such a way that the catch block for most specific exceptions should come first and then the general.

**For example,** if we have ArithmeticException and general Exception, then the catch block handling ArithmeticException will come first followed by the catch block handling Exception.

**The below example demonstrates multiple catch blocks.**

|  |
| --- |
| public class Main {      public static void main(String[] args) {          //try block containing exception prone code          try{              System.out.println("try Block:: Begin");              int myArray[]=new int[5];              myArray [5]=10/0;          }          //multiple catch blocks          catch(ArithmeticException e)          {              System.out.println("Arithmetic Exception :: Divide by zero!!");          }          catch(ArrayIndexOutOfBoundsException e)          {              System.out.println("ArrayIndexOutOfBounds :: Accessed index out of bounds");          }          catch(Exception e)          {              System.out.println("Exception :: " + e.getMessage ());          }          System.out.println("rest of the code");      }  } |

**Output**
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In the above program, an ArithmeticException that is caught in the first catch block is raised. If this catch block was not specified, then the exception would have propagated to the generalized catch block.

Let’s slightly modify the above program so that the try block raises two exceptions. Now let us see the output.

|  |
| --- |
| public class Main {      public static void main(String[] args) {          //try block containing exception prone code          try{              System.out.println("try Block:: Begin");              int myArray[]=new int[5];              System.out.println("Array element 10 : " + myArray[10]);              myArray[5]=10/0;          }          //multiple catch blocks          catch(ArithmeticException e)          {              System.out.println("Arithmetic Exception :: Divide by zero!!");          }          catch(ArrayIndexOutOfBoundsException e)          {              System.out.println("ArrayIndexOutOfBounds :: Accessed index out of bounds");          }          catch(Exception e)          {              System.out.println("Exception :: " + e.getMessage ());          }          System.out.println("rest of the code");      }  } |

**Output**

[![Handling Multiple Exceptions](data:image/png;base64,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)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/06/3-8.png)

If we see this output, it shows ArrayIndexOutOfBoundsException being thrown. This is because the statement that raises ArrayIndexOutOfBoundsException is executed first. The exception is thrown and the control goes to the corresponding catch block.

**Nested Try-Catch**

A try block inside another try block is called a nested try block. We need such structures in certain situations when a piece of code contained in a try code may be such that some lines raise certain exceptions and another piece of code raises a completely different exception.

In the case of nested try blocks, first, the innermost try block is executed and the exception is handled. If the innermost try block does not have a matching catch block, then it is propagated one level up to its parent try block. This way the exception is propagated upwards till a matching exception handler is found.

If there is no exception handler matching the exception, then the program is abruptly terminated with a system-generated message.

**The general syntax of a nested try block is given below:**

try

{

//try\_block 1;

try

{

//try\_block 2;

}

catch(Exception e)

{

//exception handler code

}

}

catch(Exception e)

{

//exception handler code

}

**Let’s implement a program to demonstrate the nested try-catch block.**

|  |
| --- |
| class Main{     public static void main(String args[]){       //Main try block       try{          //try block1           try{              System.out.println("Try Block1");              int num =15/0;              System.out.println(num);           }           catch(ArithmeticException e1){              System.out.println("Block1 Exception: e1");           }           //try block2           try{              System.out.println("Try Block2");              int num =100/0;              System.out.println(num);           }           catch(ArrayIndexOutOfBoundsException e2){              System.out.println("Block2 Exception: e2");           }          System.out.println("General statement after Block1 and Block2");      }      catch(ArithmeticException e3){           System.out.println("Main Block Arithmetic Exception");      }      catch(ArrayIndexOutOfBoundsException e4){          System.out.println("Main Block ArrayIndexOutOfBoundsException");      }      catch(Exception e5){          System.out.println("Main Block General Exception");      }      System.out.println("Code after Nested Try Block");    }  } |

**Output**

[![Nested try-catch in Java](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAR0AAAChCAMAAADNy5vzAAAA1VBMVEUAAAAPDw/////bkDo6kNsAZraQOgC2ZgAAADoAOpA6AACQ29tmAADb//8AAGZmtv9mttuQ27aQ2//b25C225AAOmb/27b//9vbtmb/tmaQttv//7bbtpD/25CQZjq229u2///bkGa2tma22/86ZpA6ZrZmOgDb/9v/29u2/9u2ZjoAOjqQtpDb2/+24bY6OgCQOmaQtv+QkLaQZpBmkLZmkNvb27Y6Oma2kDq2ZpAAZpC2ZmaQZmZmIDrbttu2ttvbtraQtrY6kLZmZrbbkJC2kJA6AGbS7FRDAAAG9UlEQVR42u2dh7bSQBRFx0lICBhAQIqKvffee/v/T/JOZDhmjZwYEYRw9xLhvUx5s03mwcpZV3NCWY/aUTtqR1A7DLWzS2DHKCFqR+3s0k7L2sj8luE0MY4XT+/NTRNY2WlZhyxvHbEVJsXxGHbKdBNvMDJNAHYiE6dYXog7bK6OjtxO30YDOYd6F20qrxdlO9d+tdM+Y+25jjwP5KS6kDg7Dy9amzbQznL5QsvOOu5pJus+dbJ8aU1T2GmLSnN63DGDS/J8q7Bzfhg18tzxdrCyboJF+sOnLyQrO9nMCIOkJ4KWDG3UzCsrtNOa+VMHdkQMs9N9ciM5EjvtU4+Xr2DnzjAtX1nZqGP6l9xJlRanW+vsyUbaia2Qmt7Fn8+CWymIrSMy7aF7lkPYleV5cv7n+52WtXPZzIWFOXxg5xea9Wt5O3bcrnPkrLWT5XL5HLse/RSqdtSOoHYYaoehdhhqh6F2GGqHoXYYaoehdhhqh6F2GGqHoXYYaoehdhhqh6F2GFu1g3jOHqZztjwrt0PjOTx/Ets/v7mHm0D9yBD25Paat0PjOdyO6UvP3rieHeHg7KziOUjnIJ6DdE5gpzd2drLcRvJIVz3ki2KI4fRx7s7LlnVE/vLFJC07uWInzpz0mXQMWI7x/+2U4jlI5yCesy6d0/fXVXYjyW6kqx7tux15vmxEz7kH7taqP3fCSVrT8+47oZ3lGP/fzq/xHORPDAIoSOeE544pOJ3Lzr3qkeU+jyAS3AQrO8EkrblxjxA/xj7YQTwntIN0TmhnteTpvegXOyNTsJGd0f7sO4jnIJ2DeA7SOaGd4q94cr13JUKP7m0j4MoqNF3NUxNMAjtZfrZjgIyxD3aCeA525SKesz6dE9uC1L1I3XbrexTPNy/LGN23sukmboW5OxBM4sZ1PYN9B2PUygQd1ntlOUUOErXz3+0MDzUnp59C1Y7aEdQOQ+0w1A5D7TDUDkPtMNQOQ+0w1A5D7TDUDkPtMNQOQ+0w1A5D7TD2wU5FhRncHT98tlJhZnBJHjNz+GypwkwRWTl8tlNhRmg16tz5txVmTDZq1L7zbyvMXGuEnC1VmIlnjZCzlQoz7cHLpu3K/7DCTO+iVpg5BrTCjFaY0U+hgtphqB2G2mGoHYbaYagdhtphqB2G2mGoHYbaYagdhtphqB2G2mGoHYbaYagdhtph7JUdWoumFrFNzT7i7bSLFWX5woB+xHM8vNoKKO4gYmAMjqIqcUrKrqAH2EV9G9gRMdJh4BQBnuOptgOy2SAYua4dsLP6NrDzcWx6988k5vU9O32J6wbVX8IcT3UtGizBBV58NsgPjpIz8bfczZHlN/PJ03zR8YVlfAvfA5NU17fxY1TVt8ESiR35142jQWLuPDDmUYq1o/pLkOOpqEUD2vc78sdng9AV587Z6+ZZVNSoiRcPHqUoLFO0QA9MUlXfxvgxKuvbYInETutSNxE718S4LdmZF48wx8Nr0YCf3WPUNfqNndQ1cmO5A/3UF5YJ7WASXt8GxWkqK7hgicRO+8pcmp5+fl1m5HZWx3gtGtC3wryOnZHxEDu0vg2K02xuZ9XUBXKu5swOcjzVtWjwc7pvBnZ8yZnAji8sgxa+Byapqm/jx6isb1NtJ8vlHJS/pslAdqpHNl3FdFD9pZzjqa5Fg/dF0kp+q09lrxZSdF2WnPG1aebyA8xjG/WniS8s41v4Hpikor4NitNU1rdZLfEo3yt3E/0koXb+ur6N2vnJ3nwKbT5qR+2oHUHtMNQOQ+0w1A5D7TDUDkPtMNQOQ+0w1A5D7TDUDkPtMNQOQ+0wdmund3FhKJ9zd0d9A8isu44TcTttd5vvWWpAZfKjdyupSH7gtnoc3BkIu4azkrJAdeJEm9v59M7dAK5lJxthiZTu2ZMYq46dGmWBtmUH99F/DbWcvmKnb8b4P5o8y4APsgM+F+NbIqYDB19msmY0KCZ5P/JdccDPGtrxY6IuUN040YbViQSEWnr3r5t2f2EQg/Eg4FM+d3xLxHRg5103ETtoEF/qyJJ8Vxzws4JyWSDUBaofJ9rcDmIb8nWxfMRgPAj4lO2g5WowXD/Z6PsYDdwpYp9f911xwM8KgtIuqAtUJ0606ZU1WmNHHiV8wCe0g5ahHTP4Oi4P1b628F1xoMIO6gLVjhNtuCsPZOg73dSHWnCOFzEY8DPgAzuI2EjL9XZ6V0ZoULy4NkJXf8DPSuygLlC9ONFmdsyz3N48X96VX11cIAbjWQZ8lrtyhFyMb4kSPkuGrlmMoUTXB9kwr/uuOIBZPWFZIIOl1ooTHcl7ZVoX6Ng/SbC6QMduh9cFOnY7DLXDUDsMtcNQOwy1w1A7DLXDUDsMtcNQOwy1w1A7u+QHTXOWl32HyZcAAAAASUVORK5CYII=)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/06/4-6.png)

In the program above, we have two try blocks enclosed in the main try block. Both the inner try blocks have a code that raises ArithmeticException. But we have provided a matching catch block only for the first block and not for the second try block.

Hence the second block propagates its exception to the main try block and then handles it. This is evident from the output.

**Finally Block In Java**

So far we have seen the try-catch and nested try block. We know that the code that is expected to raise the exception is put in a try block. When an exception occurs, then the remainder of the code in the try block is not executed.

Either the program terminates abruptly if an exception is not handled or the control is passed to the exception handler.

In such a situation, there arises a need to include a code that is to be executed irrespective of whether an exception occurs or not. This means we will execute a piece of code even when an exception occurs and also when the exception does not occur.

But as try block exits after the exception is raised we cannot put this code in the try block. Similarly, the catch block has an exception handler, so we cannot put this in the catch block too.

Thus we need a separate block that contains a code that executes irrespective of whether an exception occurs or not. Java provides a “finally” block that contains this piece of code.

Hence a finally block in Java can contain critical statements that are to be executed in the program. The execution of these statements should be carried out even when an exception occurs or not.

Therefore, we will put code like closing connections, stream objects, etc. or any cleanup code in the finally block so that they can be executed even if an exception occurs.

The finally block in Java is usually put after a try or catch block. Note that the finally block cannot exist without a try block. When the finally block is included with try-catch, it becomes a “**try-catch-finally**” block.

We can skip the finally block in the exception handling code. This means that finally block is optional.

If the try block does not raise any exception then the finally block will be executed after the try block. If there is an exception in the try block then control will pass to the catch block first and then the finally block.

An exception occurring in finally block behaves in the same way as any other exception. Even if the try block contains a return statement or branching statements like break and continue, then the finally block will still be executed.

Keeping these points in mind, let’s go ahead with the general syntax and examples of finally block.

**The general syntax of the finally block is as follows:**

try {

</em><em>                         //code that might raise exception

</em><em>            }catch {

</em><em>                       //code that handles exception

</em><em>            }finally {

</em><em>                          //mandatory code to be executed

</em><em>            }

Though finally block is always executed, there are certain situations or cases in which it doesn’t execute.

**These are the below cases:**

* When the thread is dead.
* When the System.exit() method is used.
* When an exception occurs in the finally block.

**Let’s implement a couple of programs to demonstrate the finally block.**

|  |
| --- |
| class Main {      public static void main (String args[]) {          //try block          try          {              System.out.println ("::Try Block::");              int data = 125 / 5;              System.out.println ("Result:" + data);          }          //catch block          catch (NullPointerException e) {              System.out.println ("::Catch Block::");              System.out.println (e);          }          //finally block          finally {              System.out.println (":: Finally Block::");              System.out.println ("No Exception::finally block executed");          }          System.out.println ("rest of the code...");      }  } |

**Output**

[![Finally Block - Output](data:image/png;base64,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)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/06/5-5.png)

The above program shows a try-catch-finally block. In the try block, a valid operation is performed and hence no exception is thrown. Therefore, the control is not passed to catch from try but to finally block.

The following program is another example of try-catch-finally block but in this case, the exception is thrown in the try block as we perform a divide by zero operation. Thus the finally block is executed after the try the catch block is executed.

|  |
| --- |
| class Main {     public static void main(String args[]) {       //try block       try{              System.out.println("::Try block::");              int num=67/0;              System.out.println(num);        }        //catch block        catch(ArithmeticException e){            System.out.println("::Catch block::");           System.out.println("ArithmeticException::Number divided by zero");        }        //finally block        finally{            System.out.println("::Finally block::");        }        System.out.println("Rest of the code continues...");     }  } |

**Output**

[![output - Try block divided by zero](data:image/png;base64,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)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/06/6-5.png)

**Throw An Exception In Java**

Java provides a keyword “throw” using which we can explicitly throw the exceptions in the code. **For example,** if we are checking arithmetic operations and want to raise some exceptions after checking operands we can do so using the ‘throw’ keyword.

Using the throw keyword, we can throw the checked or unchecked exceptions. The throw keyword is also used to throw custom exceptions.

**The general syntax of the throw keyword is:**

*throw exception;*

or

*throw new exception\_class("error message");*

**Given below is an example program to demonstrate the throw keyword.**

|  |
| --- |
| public class Main{     static void validate\_Age(int age){       //if specified age is &lt; 18, throw ArithmeticException       if(age&lt;18)        throw new ArithmeticException("Not eligible to vote and drive!!");       else   //print the message        System.out.println("Eligible to vote and drive!!");     }     public static void main(String args[]){        //call validate\_Age method        validate\_Age(10);        System.out.println("rest of the code...");    }  } |

**Output**

[![vote and drive](data:image/png;base64,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)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/06/7-3.png)

In the above program, we use a method to validate age. If the age is < 18, then an exception is thrown to indicate the age is not valid.

**Throws Clause**

We have seen try block to declare exceptions. It contains the code that may raise exceptions. There is another way to declare an exception and it is using the “throws” keyword.

The declaration of exception using the “throws” keyword tells the programmer that there may be an exception specified after the “throws” keyword and the programmer should provide corresponding handler code for this exception to maintain the normal flow of the program.

However, the question arises as to why we need a “throws” keyword when we have a more reliable try-catch block to declare and handle exceptions.

One reason is as the number of exceptions that might possibly occur increases, the number of catch block that handles exceptions also increases as one catch block can handle only one exception.

Similarly, if there are many methods in a program and each method has numerous exceptions then the code will become unnecessarily long and unmanageable.

Thus declaring an exception with the throws keyword in the method signature and then handling the method call using try-catch seems to be a viable solution.

Another advantage of declaring exceptions using the throws keyword is that we are forced to handle the exceptions. If we do not provide a handler for a declared exception then the program will raise an error.

**The general syntax of the throws keyword is as follows:**

*return\_type method\_name() throws exception\_class\_name{*

*//method code*

*}*

**Let us now implement a Java program to demonstrate the “throws” keyword.**

In this program, we have a class Example\_throw in which we have a method testMethod. In the signature of this testMethod, we declare two exceptions IOException and Arithmetic Exception using the throws keyword. Then in the main function, the exceptions thrown are handled by the catch block.

|  |
| --- |
| import java.io.\*;  class Example\_Throw {      //declare exception using throws in the method signature    void testMethod(int num) throws IOException, ArithmeticException{       if(num==1)          throw new IOException("IOException Occurred");       else          throw new ArithmeticException("ArithmeticException");    }  }class Main{    public static void main(String args[]){     try{         //this try block calls the above method so handle the exception       Example\_Throw obj=new Example\_Throw();       obj.testMethod(1);     }catch(Exception ex){       System.out.println(ex);      }    }  } |

**Output**

[![java.io.IOException](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWoAAAAgCAMAAAAMssJvAAAArlBMVEUAAAAPDw/////bkDo6AAA6kNsAZra2ZgAAOpAAADqQOgBmtv/b//9mAAD/tmYAAGZmttv/27a225DbtpCQ29sAOmaQ2/+Q27b/25Db25Dbtmb//9uQttv//7a22/+229vbkGaQZjpmkNu2tmZmOgA6OgA6ZpC2///b2/+Qtv/b/9u2/9u2ZkX/29u227aQtpDb27aQkLY6ZrYAZpCQZma2kDoAOjrb/7ZmkLa2ZpC+tMOYAAAC2UlEQVRo3u2Yi3LaMBBFVWEb2xiMCVCKG2gaEpI0Td+v//+x7kpmd2qNMDSBGc3sHawocnSPdJEsiHolOpMkap8k6nAlUfskUYcr1fwQnVwStVcSdTgqtwtP1Omv4WEWg56nXYNGSmVjrS8iFWsU0rr1ethh3gU7ntYNI/P/VTk53aqOzdDny0i9X0Rq0Cda9+SfCzsBjcxfNuq00Frj2L/d6fqHWSQjvKiBlODfobK3+Ja7s0/fRApnDq9yAjT07sHVN4ukWufYYrrO6y+FrnK0RDqZs3eiq5Wuhgq7VGjrhTU0hhGtBSOaMxOCWbE5We0qMfgPIBwoemNd57sKwZSarXT96F3VCYJ/3ih134dfljAZbnCXUzbNwXASOXegsGaD3YZOH/L0ASzG76DHh1xlnyKoXMOqubhRGa4xuMjiH++kvoImitoPszSGEc2BEc2ZCcGM2JwGTpUYExqZtbEEe6oQrHzaqGyw2Bv1V1zefYWDghc1uFGnSyzH+Z6o+7sdNCvqHPDN+2K3kL4cKpwjDNuJmr2TkblIXpihMYxoDsyJmmgtGJs3VuzJUSOZw2NYYrfcvqhnnzc4asOBhU0NB0ZNAPsAofb6rkcD5SE8O2qG2YthRCPY0VGz+aFRM6w7avt4ui1wPNnTGsfGDWlxOWxtO7xrb/iORVPE1aZc4cLD7beGhumjQvGeBi+EWAv25qgREnUdi1gQjGgOjGitmbSiZnOyogp0vF25UdPMDnqA4Mebe23GYaDcYBPN5naL0GFib3g/7EHPGAo8gkyP6krZrh+vIzX9DudQjugCbrA5H4tgiF1bz2oXRjSCEc2BWZozE4aRrDlZcWUGVr91r9zaGaqmQjB7LP7ZLvxRn0u8p70KG9bxbTGWqE8njjqbm61yXs33fL0LGyb/AzlKEnW4kqh9kqjDlUTtk0QdriRqnyTqcCVR+yRRhyuJ2ieJOlxJ1OfSX/gzQeD74FA6AAAAAElFTkSuQmCC)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/06/8-4.png)