1)

Find the LCM and GCD of n numbers?

Sample Input:

N value = 2

Number 1 = 16

Number 2 = 20

Sample Output:

LCM = 80

GCD = 4

Test cases:

a) N = 3, {12, 25, 30}

b) N = 2, {52, 25, }

c) N = 3, {17, 19, 11}

d) N = -2, {52, 60}

e) N = 2, {30, 45}

code:  
import math

def calculate\_lcm(numbers):

lcm = numbers[0]

for num in numbers[1:]:

lcm = lcm \* num // math.gcd(lcm, num)

return lcm

def calculate\_gcd(numbers):

gcd = numbers[0]

for num in numbers[1:]:

gcd = math.gcd(gcd, num)

return gcd

def find\_lcm\_gcd():

try:

N = int(input("Enter the value of N: "))

if N <= 0:

print("N should be a positive integer.")

return

numbers = []

for i in range(1, N + 1):

num = int(input(f"Enter Number {i}: "))

numbers.append(num)

lcm = calculate\_lcm(numbers)

gcd = calculate\_gcd(numbers)

print(f"\nLCM = {lcm}")

print(f"GCD = {gcd}")

except ValueError:

print("Invalid input. Please enter valid integers.")

# Call the function to execute

find\_lcm\_gcd()

output:

![](data:image/png;base64,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)

2) Write a program to convert Decimal number equivalent to Binary number and octal numbers?

Sample Input:

Decimal Number: 15

Sample Outp

ut:

Binary Number = 1111

Octal = 17

Test cases:

a) 111

b) 15.2

c) 0

d) B12

e) 1A.2

code:

def decimal\_to\_binary(decimal\_num):

if decimal\_num < 0 or not isinstance(decimal\_num, int):

return "Invalid input. Please enter a positive integer."

binary\_num = bin(decimal\_num).replace("0b", "")

return binary\_num

def decimal\_to\_octal(decimal\_num):

if decimal\_num < 0 or not isinstance(decimal\_num, int):

return "Invalid input. Please enter a positive integer."

octal\_num = oct(decimal\_num).replace("0o", "")

return octal\_num

def convert\_decimal():

try:

decimal\_num = int(input("Enter Decimal Number: "))

binary\_num = decimal\_to\_binary(decimal\_num)

octal\_num = decimal\_to\_octal(decimal\_num)

print(f"\nBinary Number = {binary\_num}")

print(f"Octal = {octal\_num}")

except ValueError:

print("Invalid input. Please enter a valid integer.")

# Call the function to execute

convert\_decimal()

output:
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3) Print the pattern

2

2 4

2 4 6

2 4 6 8

2 4 6 8 10

Code:

def print\_pattern(rows):

for i in range(1, rows + 1):

for j in range(1, i + 1):

print(2 \* j, end=" ")

print()

# Sample Input

rows = 5

# Sample Output

print\_pattern(rows)

Output:

![](data:image/png;base64,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)
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Write a Python Program to remove duplicates from the sorted array

Sample Input: Array = {15, 14, 25, 14, 32, 14, 31} Sample Output: Sorted Array = {14, 15, 25, 31, 32}

Test cases:

1. {16, 16, 16 16, 16}

2. {0, 0, 0, 0}

3. {-12, -78, -35, -42}

4. {1,2,3,7,8,9,4,5,6}

5. {1-2,2-3,3-4,4-5,5-6"’.0.z

def remove\_duplicates(arr):

if not arr:

return []

# Initialize variables

result = [arr[0]]

# Traverse the sorted array and remove duplicates

for i in range(1, len(arr)):

if arr[i] != arr[i - 1]:

result.append(arr[i])

return result

# Sample Input

array = [15, 14, 25, 14, 32, 14, 31]

# Sorting the array

array.sort()

# Removing duplicates

result\_array = remove\_duplicates(array)

# Sample Output

print("Sorted Array without duplicates:", result\_array)

code:

def remove\_duplicates(arr):

if not arr:

return []

# Initialize variables

result = [arr[0]]

# Traverse the sorted array and remove duplicates

for i in range(1, len(arr)):

if arr[i] != arr[i - 1]:

result.append(arr[i])

return result

# Sample Input

array = [15, 14, 25, 14, 32, 14, 31]

# Sorting the array

array.sort()

# Removing duplicates

result\_array = remove\_duplicates(array)

# Sample Output

print("Sorted Array without duplicates:", result\_array)

output:

![](data:image/png;base64,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)
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Write a program to find the number of special characters in the given statement

Sample Input: Given statement: Modi Birthday @ September 17, #&$% is the wishes code for him.

Sample Output:Number of special Characters: 5

Code:  
def count\_special\_characters(statement):

special\_characters = 0

# Define special characters set

special\_chars = set('!@#$%^&\*()\_+-=[]{}|;\':",./<>?')

# Count special characters

for char in statement:

if char in special\_chars:

special\_characters += 1

return special\_characters

# Sample Input

given\_statement = "Modi Birthday @ September 17, #&$% is the wishes code for him."

# Count special characters

special\_count = count\_special\_characters(given\_statement)

# Sample Output

print("Number of special Characters:", special\_count)

Output:  
![](data:image/png;base64,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)
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Sample Input:

Enter the numbers 4 , 54 29 71 7 59 98 23

Sample Output:

Composite number:3 Prime number:5

Test cases:

1. 33, 41, 52, 61,73,90

2. TEN, FIFTY, SIXTY-ONE, SEVENTY-SEVEN, NINE

3. 45, 87, 09, 5.0 ,2.3, 0.4

4. -54, -76, -97, -23, -33, -98

5. 45, 73, 00, 50, 67, 44"

Code:

def is\_prime(num):

if num <= 1:

return False

if num == 2:

return True # 2 is a prime number

if num % 2 == 0:

return False # other even numbers are not prime

# Check for odd factors up to the square root of num

for i in range(3, int(num\*\*0.5) + 1, 2):

if num % i == 0:

return False

return True

def count\_numbers(numbers):

composite\_count = 0

prime\_count = 0

# Process each number in the input

for num in numbers:

num = int(num) # Convert string to integer

if num <= 1:

continue # Skip numbers less than or equal to 1

if is\_prime(num):

prime\_count += 1

else:

composite\_count += 1

return composite\_count, prime\_count

# Sample Input

input\_numbers = input("Enter the numbers separated by spaces: ")

numbers = input\_numbers.split()

# Count composite and prime numbers

composite\_count, prime\_count = count\_numbers(numbers)

# Sample Output

print(f"Composite number: {composite\_count} Prime number: {prime\_count}")

output:

![](data:image/png;base64,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)
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Sample Input:

M = 50

N = 100

K = 7

Sample Output:

50, 57, 64, 71,

Test cases:

M = 15, N = 05, K = 02

.M = 25, N = 50, K = 04

M = 15, N = 100, K = -02

M = 0 , N = 0 , K = 2

M = 200 , N = 200 , K = 50

Code:  
def generate\_sequence(M, N, K):

result = []

# Ensure M is less than or equal to N to generate the sequence

if M > N:

return result

# Generate the sequence

while M <= N:

result.append(M)

M += K

return result

# Sample Input

M = 50

N = 100

K = 7

# Generate sequence

sequence = generate\_sequence(M, N, K)

# Sample Output

print(", ".join(map(str, sequence)))

output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWIAAAA3CAYAAAA2aECKAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAYHSURBVHhe7dw9UuNKEMDx4Z1leQH1TmCfADYhIt1MhJA4I9yMxISQEZqIBHMC7wkoAswhuIFftz1aZHksj2RpGhX/X9WUPxihdnvU0owNBx8fH4vJZOKyLHMAgPT+8bcAACMUYgAwRiEGAGMUYgAwRiEGAGMUYgAwRiEGAGMUYgAwRiEGAGMUYgCwpn/ifHt7uwiaZgvpUtmyKf1CjX7hRr9wo1+4fZd+/K8JADDG0gQAWGNpYtXoF270Czf6hRv9wm1XP5YmAMAYSxMAYIxCDADGKMQAYIxCDADGKMQAYIxCDADGKMQAYIxCDADGKMQAYIxCDADGKMQAYCyqED+fO3dwUGpD5979z4veb5wb+j5D2S7Up20x8QX7+Pbs+3ROAjqXuPL9DiVX29z4fl3HVjcv7/Lk8jXIdinUje+m0D/V+FMx+61zHLWtuO+teZEn83FX2a8DUfGJ2H59E31FnE2dWywKbebcD/+znBbhX3I7833uj+RxRbFpU0x8g3Gpj7Rk/+pIqsZQknN09bnv2YX/WZn0vZSbwepR56LyIiN+KAfp05tzI3kNKcW+b1pEXk8/+6Qaf3X2GzNO26bH5cmLc/O5j2/k3LUUsbLzQ+cezj5j07f5MMGJIja+2H69VPlvML1ptlj9G7cdMklPudt4sPlc22Lj2yDbONk2haxGHjSP2XixGATymcSuvCTMW1Bo/3PJl+S4THMpP+pOjf02Hqd70mNwXApmLuNr7bkt76lu23XMUfGJ2H591N4asZw2X+Qy5dg/zP37n3OPoTnkF/D8KFcociXTNT2T6+VFOTch2vdOLoVvf/onDKTKS1NfPb6v5vWPHIeBy+6HJ39HyeBc3Pr7iUXFJ2L79VF0Ib47+Vyb0XWtm/J8RaYLkiczO+MLeLxz7kimY117eljtp7iOeK7FOeD60rnxvX9gJFVemgrGJwfolZz01953vQCYdjz1r7nfJuN0X0dyYn8L7OfPq7+zjV8iG8VcQewhNr7Gr6MPYpYmNshUQKfaMVMbk+lYKL4yjVf6pKBTKp2+DiQXeUihvOhzf3MoHU2WJmLyon3yOFOris+/75q3Zb6lVQ2B1jTdr9+u66m1Tt81Z3Pdj7SxvHcaa+V7KP30dUw7jk3FxtfodfREs6UJOdWPzr7wlCAivvc35wbSJwWdUuls4V6mfvlV0rFOA2WK/Zec6X/Lld545B8bSZmXJqriO//l3Ols9WHxTG+vnDtM8GFO4/0mOo5+XMgFuly1H8os4kCaTNDcvVyxbyVjUT9YvpKZ2XHosr5lsfHVfh090t4asSRm8OLv94AuF5wlXIfV4rE2pmWwvxTz5Zd2LnWQ6bRVbvXxidxPucSeOi91bY1P8yk3a7NoeZDJya3T/FnttyY98cu147LN9CJAT2hHq5+tkaBTFuFcbHzRr6NnGhfieXldRt40OVltDD5dzzsNrDHph1LLgtPRFctGfEVy8OjZ9GfFQGszvtF4yzqWJiwnOcoH2LJJYdavr03lfiB93eQvIi+xTOIr5tPTdcWQVuOrsd+ybeO06+PjWhJ5Vfr6pH5HfPhbnper+l1F2CK+kNh+X96uNeJ8Xaa4VjTV56RcbKxfyhP6taucbjsoPC7SdVP9Hfuuj9WKz1tus2Ndqa34csuvpOUBye/UtcHKtXPpo+tf27q0HZ+KycuSBJU6f2pXfLrP4v7mEqeuy4e0GV/MfuuO01bzV/wdcj809jS+0Nr2ts94Use3FNuvh6I+rNOBpS9aE6+tahF/+YFT3m/bQSPbtrnIXic+tfMDxJbjW/IDJ4+xeMIqywd53jZC7SI+UZmXfJ+BtrGNRXxeMXfFD0fXdBBfzH6jx2nL8W3EFthn8bgtt67f35j4VGy/Pmr2rYl9yRuryWzlbNoF4tsP8e2H+L6d9j6sq0G/kK9/o3rRwlpkF4hvP8S3H+L7fg70ingymbgsk8wCAJIzuSIGAHyiEAOAMQoxABijEAOAMQoxABijEAOAMQoxABijEAOAMQoxABijEAOAMQoxABijEAOAMQoxABijEAOAKef+B76v4p2U1TE1AAAAAElFTkSuQmCC)
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Write a program for matrix addition?

Sample Input:

Mat1 = 1 2

5 3

Mat2 = 2 3

4 1

Sample Output:

Mat Sum = 3 5

9 4

Code:

def matrix\_addition(mat1, mat2):

rows = len(mat1)

cols = len(mat1[0]) # Assuming both matrices are of the same size

result = [[0]\*cols for \_ in range(rows)]

for i in range(rows):

for j in range(cols):

result[i][j] = mat1[i][j] + mat2[i][j]

return result

# Sample Input

Mat1 = [

[1, 2],

[5, 3]

]

Mat2 = [

[2, 3],

[4, 1]

]

# Perform matrix addition

MatSum = matrix\_addition(Mat1, Mat2)

# Sample Output

print("Mat Sum =")

for row in MatSum:

print(" ".join(map(str, row)))

output:

![](data:image/png;base64,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)
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Write a program that would sort a list of names in alphabetical order Ascending or Descending, choice get from the user?

Sample Input:

Banana, Carrot, Radish, Apple Jack

Order(A/D) : A

Sample Output:

Apple Banana Carrot Jack Radish

Code:

def sort\_names(names, order):

if order == 'A':

sorted\_names = sorted(names)

elif order == 'D':

sorted\_names = sorted(names, reverse=True)

else:

raise ValueError("Invalid order type. Please choose 'A' for Ascending or 'D' for Descending.")

return sorted\_names

# Sample Input

names = ["Banana", "Carrot", "Radish", "Apple Jack"]

order = input("Order(A/D): ").strip().upper() # Get user input for order

# Sort names

sorted\_names = sort\_names(names, order)

# Sample Output

print("Sorted Names:")

print(" ".join(sorted\_names))

output:

![](data:image/png;base64,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)

20

Write a program to print the multiplication table of number m up to n.

Sample Input:

M = 4

N = 5

Sample Output:

1x4=4

2x4=8

3x4=12

4x4=16

5x4=20

Test cases:

M = 6, N = -3

M = -3, N = 5

M = 4, N = 0

M = 0, N = 0

M = -5, N = -5

Code:

def multiplication\_table(M, N):

if N < 1:

print("N should be a positive integer. Please provide a valid N.")

return

for i in range(1, N + 1):

result = M \* i

print(f"{i}x{M}={result}")

# Sample Input

M = 4

N = 5

# Print multiplication table

multiplication\_table(M, N)

output:
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