1. **"Find the Mean, Median and Mode of the array of numbers? Sample Input:**

**Array of elements = {16, 18, 27, 16, 23, 21, 19} Sample Output:**

**Mean = 20**

**Median = 19**

**Mode = 16**

**Test cases:**

**1. Array of elements = {26, 28, 37, 26, 33, 31, 29}**

**2. Array of elements = {1.6, 1.8, 2.7, 1.6, 2.3, 2.1, .19}**

**3. Array of elements = {0, 160, 180, 270, 160, 230, 210, 190, 0}**

**4. Array of elements = {20, 18, 18, 27, 16, 27, 27, 19, 20}**

**5. Array of elements = {1000, 100, 1000, 100, 1000, 100, 1000, 100, 1000}"**

Code:

import numpy as np

from scipy import stats

def calculate\_mean(arr):

return np.mean(arr)

def calculate\_median(arr):

return np.median(arr)

def calculate\_mode(arr):

return stats.mode(arr)[0][0]

# Sample Input

array = np.array([16, 18, 27, 16, 23, 21, 19])

# Calculate Mean, Median, and Mode

mean\_value = calculate\_mean(array)

median\_value = calculate\_median(array)

mode\_value = calculate\_mode(array)

# Sample Output

print(f"Mean = {int(mean\_value)}")

print(f"Median = {int(median\_value)}")

print(f"Mode = {mode\_value}")

2) **Write a program to find the number of student users in the college, get the total users, staff**

**users detail from the client. Note for every 3 staff user there is one Non-teaching staff user**

**assigned by default.**

**Sample Input:**

**Total Users: 856**

**Staff Users: 126**

**Sample Output:**

**Student Users: 688**

**Test Cases:**

**1. Total User: 0**

**2. Total User: -143**

**3. Total User: 1026, Staff User: 1026**

**4. Total User: 450, Staff User: 540**

**5. Total User: 600, Staff User: 450**

Code:

def calculate\_users(total\_users, staff\_users):

if total\_users <= 0:

print("Total Users should be a positive number.")

return

student\_users = total\_users - staff\_users

non\_teaching\_staff\_users = staff\_users // 3

print(f"Student Users: {student\_users}")

print(f"Non-teaching Staff Users: {non\_teaching\_staff\_users}")

print(f"Staff Users: {staff\_users}")

# Sample Input

total\_users = int(input("Enter Total Users: "))

staff\_users = int(input("Enter Staff Users: "))

# Calculate users based on input

calculate\_users(total\_users, staff\_users)

output:  
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3) **Find the year of the given date is leap year or not**

**Sample Input:**

**Enter Date : 04/11/1947**

**Sample Output:**

**Given year is Non Leap Year**

**Test cases:**

**a) 04/11/19.47**

**b) 11/15/1936**

**c) 31/45/1996**

**d) 64/09/1947**

**e) 00/00/2000**

code:

def is\_leap\_year(date):

# Split the date string by '/' and extract the year

parts = date.split('/')

if len(parts) != 3:

print("Invalid date format. Please enter date in format DD/MM/YYYY.")

return

year = int(parts[2])

# Check if the year is a leap year

if (year % 4 == 0 and year % 100 != 0) or (year % 400 == 0):

print(f"Given year {year} is a Leap Year")

else:

print(f"Given year {year} is a Non Leap Year")

# Sample Input

date = input("Enter Date (DD/MM/YYYY): ")

# Check if the year is a leap year

is\_leap\_year(date)

output:
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4) **?**

**Sample Input:**

**Welcome to &^23(&@ SSE**

Code:

def count\_special\_characters(input\_string):

special\_count = 0

for char in input\_string:

if not char.isalnum() and not char.isspace():

special\_count += 1

return special\_count

# Sample Input

input\_string = "Welcome to &^23(&@ SSE"

# Count special characters

special\_count = count\_special\_characters(input\_string)

# Sample Output

print(f"Number of special Characters: {special\_count}")

output:
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5) **Write a program to enter the marks of a student in four subjects. Then calculate the total and aggregate, display the grade obtained by the student. If the student scores an aggregate greater than 75%, then the grade is Distinction. If aggregate is 60>= and <75, then the grade is First Division. If aggregate is 50 >= and <60, then the grade is Second Division. If aggregate is 40>= and <50, then the grade is Third Division. Else the grade is Fail.**

**Sample Input & Output:**

**Enter the marks in python: 90**

**Enter the marks in c programming: 91**

**Enter the marks in Mathematics: 92**

**Enter the marks in Physics: 93**

**Total= 366**

**Aggregate = 91.5**

**DISTINCTION**

**Test cases:**

**18, 76,93,65**

**73,78,79,75**

**98,106,120,95**

**96,73, -85,95**

**78,59.8,76,79**

Code:

def calculate\_grade(marks):

total = sum(marks)

aggregate = total / len(marks)

if aggregate > 75:

grade = "DISTINCTION"

elif 60 <= aggregate < 75:

grade = "FIRST DIVISION"

elif 50 <= aggregate < 60:

grade = "SECOND DIVISION"

elif 40 <= aggregate < 50:

grade = "THIRD DIVISION"

else:

grade = "FAIL"

return total, aggregate, grade

# Input marks for four subjects

try:

marks = []

for i in range(4):

subject\_marks = float(input(f"Enter the marks in Subject {i + 1}: "))

marks.append(subject\_marks)

# Calculate total, aggregate, and grade

total, aggregate, grade = calculate\_grade(marks)

# Print results

print(f"Total = {total}")

print(f"Aggregate = {aggregate}")

print(grade)

except ValueError:

print("Invalid input. Please enter numerical values for marks.")

output:  
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6) **Write a program to calculate the factorial of number using recursive function.**

**Sample Input & Output:**

**Enter the value of n: 6**

**Sample Input & Output:**

**The factorial of 6 is: 720**

**Test cases:**

**a) N = 0**

**b) N = -5**

**c) N = 1**

**d) N = M**

**e) N = %**

code:

def factorial(n):

# Base case: factorial of 0 is 1

if n == 0:

return 1

# Recursive case: factorial of n is n \* factorial(n-1)

else:

return n \* factorial(n - 1)

try:

# Input number from user

n = int(input("Enter the value of n: "))

# Calculate factorial using the factorial function

if n < 0:

print("Factorial is not defined for negative numbers.")

else:

result = factorial(n)

print(f"The factorial of {n} is: {result}")

except ValueError:

print("Invalid input. Please enter a valid integer.")

output:
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7) **Python Program to Find the Nth Largest Number in a List**

**Sample Input:**

**List : {14, 67, 48, 23, 5, 62}**

**N = 4**

**Sample Output:**

**4th Largest number: 23**

**Test cases:**

**N = 0**

**N = -5**

**N = 1**

**N = M**

**N = %**

Code:

def find\_nth\_largest\_number(lst, N):

if N <= 0:

print("N should be a positive integer.")

return None

# Sort the list in descending order

sorted\_list = sorted(lst, reverse=True)

# Check if N is within the range of the list length

if N > len(sorted\_list):

print(f"N is larger than the length of the list.")

return None

# Get the Nth largest number

nth\_largest = sorted\_list[N - 1]

return nth\_largest

# Sample Input

try:

lst = [14, 67, 48, 23, 5, 62]

N = int(input("Enter the value of N: "))

# Find the Nth largest number

result = find\_nth\_largest\_number(lst, N)

if result is not None:

print(f"{N}th Largest number: {result}")

except ValueError:

print("Invalid input. Please enter a valid integer for N.")

output:

![](data:image/png;base64,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)

8) **Write a Python Program to remove duplicates numbers entirely from the sorted array**

**Sample Input:**

**Array = {15, 14, 25, 14, 32, 14, 31}**

**Sample Output:**

**Sorted Array = {15, 25, 31, 32}**

**Test cases:**

**1. {16, 16, 16 16, 16}**

**2. {0, 0, 0, 0}**

**3. {-12, -78, -35, -42}**

**4. {1,2,3,7,8,9,4,5,6}**

**5. {1-2,2-3,3-4,4-5,5-6}**

Code:

def remove\_duplicates\_sorted(arr):

if not arr:

return []

# Initialize variables

result = []

current = arr[0]

# Traverse the sorted array and collect unique elements

for num in arr[1:]:

if num != current:

result.append(current)

current = num

# Append the last unique element

result.append(current)

return result

# Sample Input

array = [15, 14, 25, 14, 32, 14, 31]

# Sorting the array (if not already sorted)

array.sort()

# Removing duplicates

result\_array = remove\_duplicates\_sorted(array)

# Sample Output

print("Sorted Array without duplicates:", result\_array)

output:

![](data:image/png;base64,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)

9) **Write a program to merge two sorted lists to the third list.**

**Input: list1 = [1,2,4], list2 = [0,3,6]**

**Output: [0,1,2,3,4,6]**

**Test Case**

**1. Find the 2nd largest number**

**2. Find the 4th smallest number**

**3. Print the numbers in reverse order**

**4. Sum and Average of merged list**

Code:  
def merge\_sorted\_lists(list1, list2):

merged\_list = []

i = 0

j = 0

# Merge lists while both lists have elements

while i < len(list1) and j < len(list2):

if list1[i] <= list2[j]:

merged\_list.append(list1[i])

i += 1

else:

merged\_list.append(list2[j])

j += 1

# Append remaining elements from list1

while i < len(list1):

merged\_list.append(list1[i])

i += 1

# Append remaining elements from list2

while j < len(list2):

merged\_list.append(list2[j])

j += 1

return merged\_list

# Function to find the nth largest number in a list

def find\_nth\_largest\_number(lst, n):

if n <= 0 or n > len(lst):

return None

sorted\_lst = sorted(lst, reverse=True)

return sorted\_lst[n - 1]

# Function to find the nth smallest number in a list

def find\_nth\_smallest\_number(lst, n):

if n <= 0 or n > len(lst):

return None

sorted\_lst = sorted(lst)

return sorted\_lst[n - 1]

# Sample Input

list1 = [1, 2, 4]

list2 = [0, 3, 6]

# Merge sorted lists

merged\_list = merge\_sorted\_lists(list1, list2)

print("Merged sorted list:", merged\_list)

# Test Cases

print("2nd Largest number:", find\_nth\_largest\_number(merged\_list, 2))

print("4th Smallest number:", find\_nth\_smallest\_number(merged\_list, 4))

print("Numbers in reverse order:", merged\_list[::-1])

print("Sum of merged list:", sum(merged\_list))

print("Average of merged list:", sum(merged\_list) / len(merged\_list))

output:
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10) **"Find the Mth maximum number and Nth minimum number in an array and then find the sum of it and difference of it.**

**Sample Input:**

**Array of elements = {14, 16, 87, 36, 25, 89, 34}**

**M = 1**

**N = 3**

**Sample Output:**

**1st Maximum Number = 89 3rd Minimum Number = 25 Sum = 114**

**Difference = 64 Test cases:**

**1. {16, 16, 16 16, 16}, M = 0, N = 1**

**2. {0, 0, 0, 0}, M = 1, N = 2**

**3. {-12, -78, -35, -42, -85}, M = 3 , N = 3**

**4. {15, 19, 34, 56, 12}, M = 6 , N = 3**

**5. {85, 45, 65, 75, 95}, M = 5 , N = 7"**

Code:

def find\_mth\_maximum\_and\_nth\_minimum(arr, M, N):

if M <= 0 or N <= 0:

print("M and N should be positive integers.")

return None

# Sort the array

sorted\_arr = sorted(set(arr)) # Using set to remove duplicates if any

# Check if M and N are within the range of the array length

if M > len(sorted\_arr) or N > len(sorted\_arr):

print("M or N is larger than the length of the array.")

return None

# Find the Mth maximum and Nth minimum numbers

mth\_maximum = sorted\_arr[-M]

nth\_minimum = sorted\_arr[N - 1]

# Calculate sum and difference

sum\_nums = mth\_maximum + nth\_minimum

diff\_nums = abs(mth\_maximum - nth\_minimum)

return mth\_maximum, nth\_minimum, sum\_nums, diff\_nums

# Sample Input

array = [14, 16, 87, 36, 25, 89, 34]

M = 1

N = 3

# Function call

result = find\_mth\_maximum\_and\_nth\_minimum(array, M, N)

# Print Output

if result:

mth\_maximum, nth\_minimum, sum\_nums, diff\_nums = result

print(f"{M}st Maximum Number = {mth\_maximum} {N}rd Minimum Number = {nth\_minimum} Sum = {sum\_nums} Difference = {diff\_nums}")

output:

![](data:image/png;base64,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)