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# 单层随机元素的分配问题（分配在模块和模块房间）

## 问题：单层元素A随机得到数量X后，如何分配在各个模块和房间比较合理。（假设单层有Y个模块，总的房间数量为Z）

## 方案1：

* 通过平均分配房间分配：每个房间至多X/Z+1个随机元素A。
* 所以每个房间的上限为X/Z+1。
* 随机将元素往各个房间丢，某房间到上限了就不会再往该房间丢。确定房间多少个该元素后，比如3个，但这个房间只有2个位置能放该元素，再去找个同模块内有位置的房间给它塞进去(此时将不管上限)。塞不了的就废弃掉。

PS：上限值的结果统一向上取整。

## 结论：该方案下，是将元素相对平均的随机分配在每个房间。如果房间之间相差较大，则随机下来后可能会不太合理。

## 方案2：

通过房间内的触发区域数量来分类定义房间小、中、大三个级别。

小房间[0-8]，中房间[9-15]，大房间[16，正无穷]（后续可更改）

再给各类房间设定小中大的上下限：设小房间a个（可分配元素占比20%），中房间b个（可分配元素占比35%），大房间c个（可分配元素占比45%）。

则小房间的上限：[20%\*a/(20%\*a+35%\*b+45%\*c)]/a

则中房间的上限：[35%\*b/(20%\*a+35%\*b+45%\*c)]/b

则大房间的上限：[45%\*c/(20%\*a+35%\*b+45%\*c)]/c

PS：上限值的结果统一向上取整。

## 结论：该方案下，通过定义小中大三种房间。将元素按照房间级别随机分配在每个房间。相比方案1，会根据房间的大小来决定分配多少元素的上限，不用担心房间相差过大所产生的问题。

## 方案3：

设任意房间内的触发区域数为d，单层总触发区域数为D。

则任意房间的上限为d/D\*X。

PS：上限值的结果统一向上取整。

## 结论：该方案下，直接通过每个房间的触发区域数来决定该房间会分配到多少元素数量的上限，相比1、2方案更加精准，且不用通过区域数来定义小中大房间及其占比

# 编辑器配置数据结构

## 门的数据配置：

* 门的类型：服务端会根据拥有入口门和出口门的房间中随机一个房间为入口房间和出口房间（其中出入口门是可以随机为入口门或出口门）

1. 模块内部连接门
2. 模块的入口门
3. 模块的出口门
4. 模块的出入口门

* 所属房间ID：
* 门的坐标：
* 门的资源目录：

## 固定元素的数据配置：

* 所属房间ID：
* 坐标点：
* 事件ID等相关配置：

## 随机元素的数据配置：

* 所属房间ID：
* 坐标点：
* 可随机事件ID等相关配置：