Generating ASMR estimates for North Area BGC units

Hardy Griesbauer

17/09/2019

## Description of choosing climate stations for BGC units in the North Area

Below is R code and description used to select climate station data to generate ASMR estimates for various BGC units in the North Area.

# Load libraries  
library(forestDroughtTool)  
library(tidyverse)  
library(weathercan)  
library(ggplot2)  
library(here)  
library(magrittr)

## What are the BGC units of interest in the North Area?

What units do we want to generate drought hazard estimates for?

# North Area BGC units are saved in .rda file  
load(here("dat","northBGC.rda"))  
northBGC

## [1] "ICHmc1" "MHmm2" "SBSmc2" "CWHws2" "ICHmc2" "ESSFmv3" "ESSFmv1"  
## [8] "SBSwk3" "SBSdw3" "SBSwk2" "ESSFmv2" "ESSFmv4" "ESSFwc3" "ESSFwk2"  
## [15] "BWBSwk2" "SBSmk1" "SBSmk2" "SBSwk1" "SBSmc3" "ESSFxv1" "SBSdw1"   
## [22] "SBSdw2" "ICHvk2" "ICHwk3" "ICHwk4" "ESSFwk1" "ESSFmm1" "IDFdk3"   
## [29] "SBSmc1"

## What ECCC climate stations exist for these units?

Using a bunch of different packages, we can query the ECCC climate station data and see which ones are located in the BGC units of interest.

# DON'T RUN - Takes a long time, instead use load()  
# # Step 1 - Select stations in BC with daily data and assign to 'stn'  
# stn<-  
# weathercan::stations %>%   
# dplyr::filter(prov=="BC" & interval=="day") %>%   
#   
# # Step 2 - Convert to a spatial file and merge with BGC units (this will take awhile!)  
# sf::st\_as\_sf(coords=c("lon","lat")) %>% # convert to spatial file  
# sf::st\_set\_crs(4326) %>% # set to WGS1984 datum  
# bcmaps::transform\_bc\_albers() %>% # set to BC albers projection  
# sf::st\_join(bcmaps::bec()[,"MAP\_LABEL"]) %>% # merge with BEC  
# sf::st\_drop\_geometry() %>% # drop geometry  
#   
# # Step 3 - Merge with BGC units of interest (above)  
# dplyr::filter(MAP\_LABEL%in%northBGC) %>% # filter for BGC units of interest  
# dplyr::mutate(length=end-start+1) %>% # create a column to show record length  
# dplyr::arrange(MAP\_LABEL,desc(length)) %>%   
# dplyr::select(station\_name,station\_id,bgc=MAP\_LABEL,start,end,length)  
#   
# # step 4 save stn so you don't have to run above lines of code  
# save(stn,file=here("dat","stationList.rda"))  
  
# Load station data compiled from above lines of code  
 load(here("dat","stationList.rda"))  
  
# Print to screen  
 stn

## # A tibble: 154 x 6  
## station\_name station\_id bgc start end length  
## <chr> <fct> <chr> <int> <int> <dbl>  
## 1 PINK MOUNTAIN 1432 BWBSwk2 1973 1982 10  
## 2 PINK MOUNTAIN 2 1430 BWBSwk2 1982 1990 9  
## 3 BUCKINGHORSE RIVER 1450 BWBSwk2 1973 1977 5  
## 4 TAHTSA LAKE WEST 547 CWHws2 1951 2000 50  
## 5 ALICE ARM 375 CWHws2 1948 1964 17  
## 6 KITSAULT MINESITE 474 CWHws2 1969 1972 4  
## 7 KITSAULT MINESITE 405 CWHws2 1968 1969 2  
## 8 CRANBERRY RIVER 460 CWHws2 1973 1974 2  
## 9 NASS RIVER 483 CWHws2 1956 1956 1  
## 10 FIRVALE 6941 CWHws2 1991 1991 1  
## # ... with 144 more rows

## Download climate data

Need to download climate data for stations. This will take a long time, so I saved the downloaded data into an .rda file.

* Note that in the future we will want to update some of the station data with cleaned data from Vanessa. This will take me some time!\*

I printed out the station list, and manually selected stations (not shown) that have long records that span the 1961-1990 climate normal period, as much as possible. In some cases, we may want to join records.

# Row numbers of stations of interest  
stnRow=c(1, 2, 4, 11, 12, 15, 17, 21, 22, 36, 37, 39, 66, 67,  
 72, 73, 85, 86, 87, 93, 108, 109, 123, 137, 143,  
 144, 149, 150, 151, 153)  
  
# Don't run - takes a long time. Use load() instead  
# Download data using the stnRow (this can take a long time!)  
# climData<-  
# weather\_dl(station\_ids=stn$station\_id[stnRow],interval="day") %>%  
#   
# # format climate data (see below for more information)  
# select(stn=station\_name,date,tmn=min\_temp,tmx=max\_temp,ppt=total\_precip,year,month,day)  
  
# save(climData,file=here("dat","climData.rda"))  
  
load(here("dat","climData.rda"))

## Clean climate station data

We need to process missing values in the daily climate data. For this project, we: - omitted any years with >10 consecutive missing data in any climate variable;and - imputed missing data using adjacent values (closest data before and after missing value) - Leap years have 366 days, so we removed February 29 from those years to keep number of days to 365.

# DON'T RUN - this takes a long time, use load() instead  
  
# cleanECData() for each station  
# x1<-by(INDICES=climData$stn,function(x) cleanECData(x),data=climData)   
#   
# # Formatting  
# climData\_cleaned<-dplyr::bind\_rows(x1,.id="id")   
# climData\_cleaned$stn<-names(x1)[as.numeric(climData\_cleaned$id)]  
# rm(x1)  
  
# # Format date columns  
# climData\_cleaned%<>%  
# mutate(month=as.integer(month)) %>%   
# mutate(day=as.integer(day)) %>%   
# mutate(year=as.integer(year)) %>%   
# mutate(date=paste(year,month,day,sep="-"))  
  
# Rename columns to make it easier to pass to asmrCalc()  
# climData\_cleaned%<>%  
# rename(!!'tmn':=tmn\_filled,!!'ppt':=ppt\_filled,!!'tmx':=tmx\_filled)  
  
# save(climData\_cleaned,file=here("dat","climData\_cleaned.rda"))  
  
# Load cleaned EC climate data from above lines of code  
load(here("dat","climData\_cleaned.rda"))  
  
# Summarize station data   
climData\_cleaned %>%  
 group\_by(stn,year) %>%  
 summarise(n()) %>%  
 ungroup() %>%  
 group\_by(stn) %>%  
 summarise(Num.years=n(),start=min(year),end=max(year))

## Warning: Grouping rowwise data frame strips rowwise nature

## # A tibble: 30 x 4  
## stn Num.years start end  
## <chr> <int> <int> <int>  
## 1 ALEZA LAKE 27 1953 1979  
## 2 BARKERVILLE 102 1889 2007  
## 3 BOSS MOUNTAIN 11 1968 1983  
## 4 BOWRON LAKE 12 1976 1989  
## 5 BUFFALO LAKE 24 1991 2015  
## 6 BULLMOOSE 15 1987 2002  
## 7 DOME CREEK 24 1922 1950  
## 8 FORT BABINE 16 1950 1971  
## 9 FORT ST JAMES 118 1895 2018  
## 10 HORSEFLY LAKE GRUHS LAKE 28 1952 2015  
## # ... with 20 more rows

## Figure showing data coverage for each station

It might be useful to produce a figure showing climate data coverage for each station and BGC unit.

climData\_cleaned %>%   
 group\_by(stn,year) %>%   
 summarise(days=n()) %>%   
 inner\_join(stn,by=c("stn"="station\_name")) %>%   
 select(stn,year,days,bgc) %>%   
 ungroup() %>%   
 mutate(ID=paste(bgc,stn,sep=":")) %>%   
 ggplot(aes(year, ID)) +  
 geom\_tile(aes(fill = days))+  
 theme(legend.position = "none")+  
 theme(axis.text.x = element\_text(angle = 90,vjust = 0.5))

## Warning: Grouping rowwise data frame strips rowwise nature

![](data:image/png;base64,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)

## Select stations and climate data to run model

Generally, we have been summarising site ASMR using 10 years of daily climate data. The rationale for this is that we want to keep data consistent between BGC units, and we need to be able to use stations with relatively sparse data (ie. 10 years).

Based on a conversation with Vanessa, we’ve decided on the following:

1. Restrict data to 1940 and 1990. Data pre-1940 may have measurement errors, and post-1990 is starting to get into the “climate change” realm.
2. Ideally, restrict years to 1961-1990 normal period. If number of years available is less than 10, then use years from 1940-1990.
3. Select 10 years randomly from within the dataset. If there are less than 10 years of data within 1961-1990 dataset, then use all the years from 1961-1990, and add random years’ data from 1940-1960 until number of years = 10.

This is all taken care of in the asmrSelect() function in the forestDroughtTool package.

# Need to change Pink Mountain2 to Pink Mountain, to concatenate the datasets  
climData\_cleaned %<>%   
 mutate(stn=replace(stn,stn=="PINK MOUNTAIN 2","PINK MOUNTAIN"))  
  
# Designate stations to use:  
stnList=unique(climData\_cleaned$stn)[c(2,3,4,6,9,11,12,16,17,19,20,21,24,26,29)]  
stnID<-stn[stn$station\_name%in%stnList,]  
stnID<-stnID[stnID$station\_id!="50820",] # get rid of extra Williams Lake data  
  
# Print out stations used to estimate current drought hazard in North Area  
stnID

## # A tibble: 15 x 6  
## station\_name station\_id bgc start end length  
## <chr> <fct> <chr> <int> <int> <dbl>  
## 1 PINK MOUNTAIN 1432 BWBSwk2 1973 1982 10  
## 2 TAHTSA LAKE WEST 547 CWHws2 1951 2000 50  
## 3 BULLMOOSE 1397 ESSFmv2 1982 2003 22  
## 4 BOSS MOUNTAIN 569 ESSFwc3 1967 1984 18  
## 5 BARKERVILLE 568 ESSFwk1 1888 2015 128  
## 6 NASS CAMP 482 ICHmc2 1973 2017 45  
## 7 WILLIAMS LAKE A 664 IDFdk3 1960 2012 53  
## 8 KERSLEY 601 SBSdw1 1962 1992 31  
## 9 OCHILTREE MIOCENE 623 SBSdw2 1963 2003 41  
## 10 FORT ST JAMES 588 SBSdw3 1895 2018 124  
## 11 TOPLEY LANDING 496 SBSmc2 1962 2017 56  
## 12 PRINCE GEORGE A 631 SBSmk1 1942 2009 68  
## 13 MACKENZIE A 1423 SBSmk2 1971 2013 43  
## 14 BOWRON LAKE 564 SBSwk1 1974 1990 17  
## 15 PINE PASS MT LEMORAY 1429 SBSwk2 1974 2004 31

Now let’s run a loop to generate the dataset and export it.

# Don't run this takes a long time, use load () instead  
# for (j in 1:nrow(stnID)) {  
#   
# # Get ASMR summaries for the station  
# x<-  
# climData\_cleaned %>%   
# filter(stn==stnID$station\_name[j]) %>%   
# asmrCalc() %>%   
# asmrSelect()   
#   
# # Extract ASMR mean and SD  
# asmr<-  
# x$asmr %>%   
# mutate(bgc=stnID$bgc[j]) %>%   
# dplyr::select(bgc,month,everything())  
#   
# # Extract years used to calculate ASMR  
# yearASMR<-  
# c(stnID$bgc[j],x$years)  
#   
# # Compile asmr into data frame  
# if(j==1) {asmrNorth=asmr} else {asmrNorth=rbind(asmrNorth,asmr)}   
#   
# # Compile years into data frame  
# if(j==1) {years=yearASMR} else {years=rbind(years,yearASMR)}   
#   
# if (j==nrow(stnID)) {  
#   
# years=as.data.frame(years)  
# names(years)=c("bgc",paste("year",1:10,sep=""))  
# years<-as\_tibble(years)  
#   
# }  
#   
# }  
   
 # save(asmrNorth,file="asmrNorth.rda")  
 # save(years,file="years.rda")  
   
load(here::here("dat","asmrNorth.rda"))

# ANALYSIS

## Generate annual ASMR estimates by BGC unit

# Generate annual AET/PET for five sites by BGC unit  
asmrANNUAL<-  
 asmrNorth %>%   
 dplyr::select(bgc,month,contains(".mean")) %>%   
 group\_by(bgc) %>%   
 summarise\_at(vars(contains(".mean")),mean)   
  
knitr::kable(asmrANNUAL,digits=2)

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| bgc | S1.mean | S2.mean | S3.mean | S4.mean | S5.mean |
| BWBSwk2 | 0.84 | 0.92 | 0.97 | 1.00 | 1 |
| CWHws2 | 1.00 | 1.00 | 1.00 | 1.00 | 1 |
| ESSFmv2 | 0.90 | 0.95 | 0.97 | 0.99 | 1 |
| ESSFwc3 | 1.00 | 1.00 | 1.00 | 1.00 | 1 |
| ESSFwk1 | 0.98 | 0.99 | 1.00 | 1.00 | 1 |
| ICHmc2 | 0.86 | 0.90 | 0.93 | 0.96 | 1 |
| IDFdk3 | 0.70 | 0.76 | 0.79 | 0.84 | 1 |
| SBSdw1 | 0.72 | 0.79 | 0.82 | 0.87 | 1 |
| SBSdw2 | 0.80 | 0.85 | 0.88 | 0.92 | 1 |
| SBSdw3 | 0.78 | 0.83 | 0.85 | 0.90 | 1 |
| SBSmc2 | 0.82 | 0.87 | 0.89 | 0.94 | 1 |
| SBSmk1 | 0.82 | 0.88 | 0.92 | 0.96 | 1 |
| SBSmk2 | 0.85 | 0.90 | 0.93 | 0.97 | 1 |
| SBSwk1 | 0.89 | 0.95 | 0.98 | 1.00 | 1 |
| SBSwk2 | 0.86 | 0.92 | 0.96 | 0.97 | 1 |

# write.csv(asmrANNUAL,file="asmrANNUAL.csv")  
  
# Classify  
asmrCut<-function(x) cut(x,breaks=c(0,asmrClass$asmrUL),labels=asmrClass$class)  
  
asmrANNUAL %>%   
 mutate\_if(is.numeric,asmrCut) %>%   
 knitr::kable()

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| bgc | S1.mean | S2.mean | S3.mean | S4.mean | S5.mean |
| BWBSwk2 | MD | SD | F | F | F |
| CWHws2 | F | F | F | F | F |
| ESSFmv2 | SD | SD | F | F | F |
| ESSFwc3 | F | F | F | F | F |
| ESSFwk1 | F | F | F | F | F |
| ICHmc2 | SD | SD | SD | F | F |
| IDFdk3 | VD2 | MD | MD | MD | F |
| SBSdw1 | VD2 | MD | MD | SD | F |
| SBSdw2 | MD | SD | SD | SD | F |
| SBSdw3 | MD | MD | SD | SD | F |
| SBSmc2 | MD | SD | SD | SD | F |
| SBSmk1 | MD | SD | SD | F | F |
| SBSmk2 | SD | SD | SD | F | F |
| SBSwk1 | SD | F | F | F | F |
| SBSwk2 | SD | SD | F | F | F |