# springmvc3+hibernate4配置+shiro配置+easyUi+ueditor

# 建立web项目

## 不要建立javaee5web项目

javaee5会与hibernate4冲突,导致下面报错不能创建和更新数据库表.

## 导入相关jar包

# 自动生成数据库表测试

## 新建daobean-context.xml文件

### 配置hibernate注解扫描范围

<!-- 配置注解扫描范围 -->

<context:component-scan base-package="org.swinglife"/>

### 配置hibernate dataSource数据源

<!-- 配置数据源 -->

<bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver"/>

<property name="url" value="jdbc:mysql://localhost:3306/test?useUnicode=true&amp;characterEncoding=UTF-8"/>

<property name="username" value="root"/>

<property name="password" value="root"/>

<!-- 配置其他 -->

</bean>

### 配置sessionFactory工厂hibernate4

<!-- 配置hibernate4sessionFactory -->

<bean id="sessionFactory" class="org.springframework.orm.hibernate4.LocalSessionFactoryBean">

<property name="dataSource" ref="dataSource"/>

<!-- 配置hibernate属性 -->

<property name="hibernateProperties">

<props>

<prop key="hibernate.show\_sql">true</prop>

<prop key="hibernate.dialect">org.hibernate.dialect.MySQLDialect</prop>

<prop key="hibernate.hbm2ddl.auto">update</prop>

<!-- 使用current\_session -->

<prop key="hibernate.current\_session\_context\_class">org.springframework.orm.hibernate4.SpringSessionContext

</prop>

</props>

</property>

<!-- 注解扫描 -->

<property name="packagesToScan">

<value>org.swinglife.model</value>

</property>

</bean>

### 详细文件

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:aop="http://www.springframework.org/schema/aop" xmlns:tx="http://www.springframework.org/schema/tx"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:context="http://www.springframework.org/schema/context"

xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-3.2.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.2.xsd

http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx-3.2.xsd

http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop.xsd">

<!-- 配置注解扫描范围 -->

<context:component-scan base-package="org.swinglife"/>

<!-- 配置数据源 -->

<bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver"/>

<property name="url" value="jdbc:mysql://localhost:3306/test?useUnicode=true&amp;characterEncoding=UTF-8"/>

<property name="username" value="root"/>

<property name="password" value="root"/>

<!-- 配置其他 -->

</bean>

<!-- 配置hibernate4sessionFactory -->

<bean id="sessionFactory" class="org.springframework.orm.hibernate4.LocalSessionFactoryBean">

<property name="dataource" ref="dataSource"/>

<!-- 配置hibernate属性 -->

<property name="hibernateProperties">

<props>

<prop key="hibernate.show\_sql">true</prop>

<prop key="hibernate.dialect">org.hibernate.dialect.MySQLDialect</prop>

<prop key="hibernate.hbm2ddl.auto">update</prop>

<prop key="javax.persistence.validation.mode">none</prop>

</props>

</property>

<!-- 注解扫描 -->

<property name="packagesToScan">

<value>org.swinglife.model</value>

</property>

</bean>

</beans>

## 新建org.swinglife.model包存放po对象

### 建立User.java用户实例

详细文件:

@Entity

@Table(name="t\_user")

**public** **class** User {

@Id

@GeneratedValue(strategy=GenerationType.AUTO)

**private** Integer id;

**private** String username;

**private** String password;

**private** Integer isDelete;

**private** Date createDate;

/\*\*

\* 多对多用户权限表

\*

\*/

@OneToMany(mappedBy="user",cascade=CascadeType.ALL)

List<UserRole> roles;

**public** Integer getId() {

**return** id;

}

**public** **void** setId(Integer id) {

**this**.id = id;

}

@Temporal(TemporalType.DATE)

**public** String getUsername() {

**return** username;

}

**public** **void** setUsername(String username) {

**this**.username = username;

}

**public** String getPassword() {

**return** password;

}

**public** **void** setPassword(String password) {

**this**.password = password;

}

**public** Integer getIsDelete() {

**return** isDelete;

}

**public** **void** setIsDelete(Integer isDelete) {

**this**.isDelete = isDelete;

}

**public** Date getCreateDate() {

**return** createDate;

}

**public** **void** setCreateDate(Date createDate) {

**this**.createDate = createDate;

}

**public** List<UserRole> getRoles() {

**return** roles;

}

**public** **void** setRoles(List<UserRole> roles) {

**this**.roles = roles;

}

}

### 建立Role.java角色实例

@Entity

@Table(name="t\_role")

**public** **class** Role {

@Id

@GeneratedValue(strategy=GenerationType.AUTO)

**private** Integer id;

**private** String description;

**private** String name;

/\*\*

\* 多对一用户权限关系表

\*/

@OneToMany(mappedBy="role", cascade=CascadeType.ALL)

Set<UserRole> userRoles;

**public** Integer getId() {

**return** id;

}

**public** **void** setId(Integer id) {

**this**.id = id;

}

**public** String getDescription() {

**return** description;

}

**public** **void** setDescription(String description) {

**this**.description = description;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** Set<UserRole> getUserRoles() {

**return** userRoles;

}

**public** **void** setUserRoles(Set<UserRole> userRoles) {

**this**.userRoles = userRoles;

}

}

### 建立UserRole用户角色关系

@Entity

@Table(name="t\_user\_role")

**public** **class** UserRole {

@Id

@GeneratedValue(strategy=GenerationType.AUTO)

**private** Integer id;

@ManyToOne(cascade=CascadeType.ALL)

@JoinColumn(name="userId")

**private** User user;

@ManyToOne(cascade=CascadeType.ALL)

@JoinColumn(name="roleId")

**private** Role role;

**public** Integer getId() {

**return** id;

}

**public** **void** setId(Integer id) {

**this**.id = id;

}

**public** User getUser() {

**return** user;

}

**public** **void** setUser(User user) {

**this**.user = user;

}

**public** Role getRole() {

**return** role;

}

**public** **void** setRole(Role role) {

**this**.role = role;

}

}

### 建立Permission权限实例

@Entity

@Table(name="t\_permission")

**public** **class** Permission {

@Id

@GeneratedValue(strategy=GenerationType.AUTO)

**private** Integer id;

**private** String description;

**private** String roleId;

**private** String token;

**private** String url;

**public** Integer getId() {

**return** id;

}

**public** **void** setId(Integer id) {

**this**.id = id;

}

**public** String getDescription() {

**return** description;

}

**public** **void** setDescription(String description) {

**this**.description = description;

}

**public** String getRoleId() {

**return** roleId;

}

**public** **void** setRoleId(String roleId) {

**this**.roleId = roleId;

}

**public** String getToken() {

**return** token;

}

**public** **void** setToken(String token) {

**this**.token = token;

}

**public** String getUrl() {

**return** url;

}

**public** **void** setUrl(String url) {

**this**.url = url;

}

}

## 建立测试包和测试类.Test1.java

### 进行JUnit单元测试

@Test

**public** **void** TestHib(){

//测试hibernate配置文件

ApplicationContext ac=**new** ClassPathXmlApplicationContext("daobean-context.xml");

}

如果数据库中表生成则说明测试成功.

# Dao层建立与测试

## 建立Dao层

### 新建BaseDao.java接口

创建一些方法如下

**package** org.swinglife.dao;

**import** java.util.List;

**public** **interface** BaseDao {

//添加

**public** **void** addObject(Object object);

//根据hql查询满足条件的返回一个list列表

**public** List findAllByHQL(String hql);

//根据hql和条件数组查询满足条件的数据

**public** List findAllByHQL(String hql,Object[] args);

//查询满足条件的对象

**public** Object findObjectByHQL(String hql);

**public** Object findObjectByHQL(String hql,Object[] args);

//查询满足条件的对象根据hql返回

**public** Object findObjectBySQL(String sql);

//分页查询

**public** List findPage(String hql,**int** page,**int** size);

/\*\*\*

\* 分页查询 带占位符参数

\*

\* **@param** hql

\* **@param** page

\* **@param** size

\* **@param** args

\* **@return**

\*/

**public** List findPage(String hql, **int** page, **int** size, Object[] args);

/\*\*\*

\* 删除对象

\*/

**public** **void** delObject(Object object);

/\*\*\*

\* 更新对象

\*/

**public** **void** updateObject(Object object);

/\*\*\*

\* 批量更新对象 return int

\*/

**public** **void** updateObjectByHQL(String hql);

**public** **void** updateObjectByHQL(String hql, Object[] params);

/\*\*\*

\* 通过sql查询所有

\*

\* **@param** sql

\* **@return**

\*/

**public** List findAllBySql(String sql);

}

**package** org.swinglife.dao;

**import** java.util.List;

**public** **interface** BaseDao {

//添加

**public** **void** addObject(Object object);

//根据hql查询满足条件的返回一个list列表

**public** List findAllByHQL(String hql);

//根据hql和条件数组查询满足条件的数据

**public** List findAllByHQL(String hql,Object[] args);

//查询满足条件的对象

**public** Object findObjectByHQL(String hql);

**public** Object findObjectByHQL(String hql,Object[] args);

//查询满足条件的对象根据hql返回

**public** Object findObjectBySQL(String sql);

//分页查询

**public** List findPage(String hql,**int** page,**int** size);

/\*\*\*

\* 分页查询 带占位符参数

\*

\* **@param** hql

\* **@param** page

\* **@param** size

\* **@param** args

\* **@return**

\*/

**public** List findPage(String hql, **int** page, **int** size, Object[] args);

/\*\*\*

\* 删除对象

\*/

**public** **void** delObject(Object object);

/\*\*\*

\* 更新对象

\*/

**public** **void** updateObject(Object object);

/\*\*\*

\* 批量更新对象 return int

\*/

**public** **void** updateObjectByHQL(String hql);

**public** **void** updateObjectByHQL(String hql, Object[] params);

/\*\*\*

\* 通过sql查询所有

\*

\* **@param** sql

\* **@return**

\*/

**public** List findAllBySql(String sql);

}

## 创建DaoImpl层

### 实现一些方法

**package** org.swinglife.dao.impl;

**import** java.util.List;

**import** org.hibernate.Query;

**import** org.hibernate.SessionFactory;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.stereotype.Repository;

**import** org.springframework.transaction.annotation.Transactional;

**import** org.swinglife.dao.BaseDao;

@Transactional

@Repository

**public** **class** BaseDaoImpl **implements** BaseDao{

@Autowired

**public** SessionFactory sessionFactory;

**public** **void** addObject(Object object) {

sessionFactory.getCurrentSession().save(object);

}

//执行hql不带条件

@SuppressWarnings({ "unchecked", "rawtypes" })

**public** List findAllByHQL(**final** String hql) {

Query query=sessionFactory.getCurrentSession().createQuery(hql);

**return** query.list();

}

//根据查询条件进行查询,

**public** List findAllByHQL(**final** String hql, **final** Object[] args) {

Query query=sessionFactory.getCurrentSession().createQuery(hql);

setParamter(query, args);

**return** query.list();

}

**public** **void** setParamter(Query query,Object[] args){

**for**(**int** i=0;args!=**null** && i<args.length;i++){

query.setParameter(i, args[i]);

}

}

**public** Object findObjectByHQL(String hql){

Query query=sessionFactory.getCurrentSession().createQuery(hql);

List list=query.list();

**if**(list.size()>0){

**return** list.get(0);

}

**return** **null**;

}

**public** Object findObjectByHQL(**final** String hql, **final** Object[] args){

Query query=sessionFactory.getCurrentSession().createQuery(hql);

setParamter(query, args);

List list=query.list();

**if**(list.size()==1){

**return** list.get(0);

}

**return** **null**;

}

**public** Object findObjectBySQL(String sql) {

Query query=sessionFactory.getCurrentSession().createSQLQuery(sql);

List list=query.list();

**if**(list.size()>0){

**return** list.get(0);

}

**return** **null**;

}

**public** List findPage(String hql, **int** page, **int** size) {

// **TODO** Auto-generated method stub

**return** **null**;

}

**public** List findPage(String hql, **int** page, **int** size, Object[] args) {

// **TODO** Auto-generated method stub

**return** **null**;

}

**public** **void** delObject(Object object) {

// **TODO** Auto-generated method stub

}

**public** **void** updateObject(Object object) {

// **TODO** Auto-generated method stub

}

**public** **void** updateObjectByHQL(String hql) {

// **TODO** Auto-generated method stub

}

**public** **void** updateObjectByHQL(String hql, Object[] params) {

// **TODO** Auto-generated method stub

}

**public** List findAllBySql(String sql) {

// **TODO** Auto-generated method stub

**return** **null**;

}

}

### hibernate4 sessionFactory补充说明

1 hibernate4中直接在baseDao层使用sessionFactory

2 在没有创建事务的前提下,只能使用openSession()方法

3 如果要使用getCurrentSession()则需要在配置文件中创建事务,并将baseDaoImpl交给事务处理.

## 修改daobean-context.xml

### 增加事务配置

<!-- 事务管理 -->

<bean id="transactionManager"

class="org.springframework.orm.hibernate4.HibernateTransactionManager">

<property name="sessionFactory" ref="sessionFactory" />

</bean>

<!-- 注解管理事务 -->

<tx:annotation-driven />

## 创建dao层测试方法

### add测试

@Test

**public** **void** TestDao(){

ApplicationContext ac=**new** ClassPathXmlApplicationContext("daobean-context.xml");

BaseDao baseDao=(BaseDao) ac.getBean("baseDaoImpl");

User user=**new** User();

user.setUsername("张三");

user.setPassword("123456");

baseDao.addObject(user);

}

查看数据库是否新增数据

### select测试

@Test

**public** **void** TestDaoSelect(){

ApplicationContext ac=**new** ClassPathXmlApplicationContext("daobean-context.xml");

BaseDao baseDao=(BaseDao) ac.getBean("baseDaoImpl");

List<User> list=baseDao.findAllByHQL("from User");

**for**(**int** i=0;i<list.size();i++){

System.out.println(list.get(i).getUsername());

}

}

# Service层建立与测试

## 创建service层接口包.

### 创建接口AccountService.java并创建方法

**public** **interface** AccountService{

**public** User getUserByUserName(String username);

### }创建serviceImpl层

### 创建AccountService实现类

@Service

**public** **class** AccountServiceImpl **implements** AccountService{

@Autowired

BaseDao dao;

/\*\*

\* 通过用户名查询对象

\* **@param** username

\* **@author** me

\*/

**public** User getUserByUserName(String username){

User user=(User)dao.findObjectByHQL("from User where username=?", **new** Object[]{ username });

**return** user;

}

}

### 测试类中创建service测试方法

@Test

**public** **void** TestService(){

ApplicationContext ac=**new** ClassPathXmlApplicationContext("daobean-context.xml");

AccountService accountService=(AccountService) ac.getBean("accountServiceImpl");

User user=accountService.getUserByUserName("aaa1");

System.out.println(user.getUsername());

}

注意:这里找的是单个对象,数据库中记录应该只对应一条才能顺利测试.

# springmvcweb层建立和测试

## src目录下新建mvc-context.xml配置文件

### beans头文件

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:mvc="http://www.springframework.org/schema/mvc"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:aop="http://www.springframework.org/schema/aop" xmlns:tx="http://www.springframework.org/schema/tx"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.2.xsd

http://www.springframework.org/schema/mvc

http://www.springframework.org/schema/mvc/spring-mvc-3.2.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.2.xsd

http://www.springframework.org/schema/aop

http://www.springframework.org/schema/aop/spring-aop-3.2.xsd

http://www.springframework.org/schema/tx

http://www.springframework.org/schema/tx/spring-tx-3.2.xsd ">

### beans:beans头文件

<?xml version="1.0" encoding="UTF-8"?>

<beans:beans xmlns="http://www.springframework.org/schema/mvc"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:beans="http://www.springframework.org/schema/beans"

xmlns:p="http://www.springframework.org/schema/p" xmlns:aop="http://www.springframework.org/schema/aop"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:mvc="http://www.springframework.org/schema/mvc"

xsi:schemaLocation="http://www.springframework.org/schema/mvc http://www.springframework.org/schema/mvc/spring-mvc.xsd

http://www.springframework.org/schema/aop

http://www.springframework.org/schema/mvc

http://www.springframework.org/schema/mvc/spring-mvc-3.0.xsd

http://www.springframework.org/schema/aop/spring-aop-3.2.xsd http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/context <http://www.springframework.org/schema/context/spring-context.xsd>">

### 配置springmvc注解扫描范围

<!-- 注解扫描 -->

<context:component-scan base-package="org.swinglife.controller"></context:component-scan>

### 支持spring3.0新的mvc注解

<!-- 默认的注解映射的支持，自动注册DefaultAnnotationHandlerMapping和AnnotationMethodHandlerAdapter -->

<mvc:annotation-driven />

### 配置静态资源不进行springmvc过滤

<mvc:resources mapping=*"/resources/\*\*"* location=*"/resources/"* />

<mvc:resources mapping=*"/upload/\*\*"* location=*"/upload/"* />

### 配置视图解析器

<!-- 配置模型视图解析器 -->

<bean class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name=*"prefix"* value=*"/WEB-INF/page"*/>

<property name=*"suffix"* value=*".jsp"*/>

<!-- 如果使用jstl的话，配置下面的属性 -->

<property name="viewClass" value="org.springframework.web.servlet.view.JstlView" />

</bean>

### web.xml文件中配置springmvc监听器

<!-- Spring MVC 上下文监听 -->

<servlet>

<servlet-name>MVC</servlet-name>

<servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>

<init-param>

<param-name>contextConfigLocation</param-name>

<param-value>

/WEB-INF/classes/mvc\*.\*,/WEB-INF/classes/daobean\*.\*

</param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

<!-- Spring MVC 普通页面拦截 -->

<servlet-mapping>

<servlet-name>MVC</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

### request作用域监听器配置

<listener>

<listener-class>org.springframework.web.context.request.RequestContextListener</listener-class>

</listener>

### spring字符编码处理过滤器

<filter>

<filter-name>CharactorEncodingFilter</filter-name>

<filter-class>org.springframework.web.filter.CharacterEncodingFilter</filter-class>

<init-param>

<param-name>encoding</param-name>

<param-value>utf-8</param-value>

</init-param>

</filter>

<filter-mapping>

<filter-name>CharactorEncodingFilter</filter-name>

<url-pattern>/\*</url-pattern>

</filter-mapping>

### 创建Controller包和LoginController控制器

简单的配置

@Controller

**public** **class** LoginController {

@RequestMapping(value = "toLogin")

**public** String toLogin(){

**return** "login";

}

}

Web-INF下常见page文件夹并创建login.jsp

浏览器访问<http://localhost:8080/pro_shiro2/toLogin>出现测试页面则测试成功.

## Controller中测试数据

### 修改LoginController.java

@Controller

**public** **class** LoginController {

@Autowired

AccountService accountService;

@RequestMapping(value = "toLogin")

**public** String toLogin(HttpServletRequest request){

User user=accountService.getUserByUserName("aaa1");

request.setAttribute("user",user );

**return** "login";

}

}

页面中加入el表达式${requestScope.user.username }

如果输出结果,则表示成功.

# 级联操作和懒加载测试

## 多对多级联保存测试

role

1 管理员

2 开发人员

userRole

1 1 1

1 1 2

user

1 李四

//级联保存测试

@Test

**public** **void** TestSaveAll(){

ApplicationContext ac=**new** ClassPathXmlApplicationContext("daobean-context.xml");

BaseDao baseDao=(BaseDao) ac.getBean("baseDaoImpl");

//建立用户

User user=**new** User();

user.setId(1);

user.setUsername("李四");

user.setPassword("1234");

//建立角色

Role role=**new** Role();

role.setId(1);

role.setName("管理员");

Role role2=**new** Role();

role2.setId(2);

role2.setName("开发人员");

//新建角色权限对象

//建立一个关系

UserRole userRole=**new** UserRole();

userRole.setRole(role);

userRole.setUser(user);

UserRole userRole2=**new** UserRole();

userRole2.setRole(role2);

userRole2.setUser(user);

List<UserRole> list=**new** ArrayList<UserRole>();

list.add(userRole);

list.add(userRole2);

user.setRoles(list);

//保存role

baseDao.addObject(role);

baseDao.addObject(role2);

//保存User

baseDao.addObject(user);

}

1多对多的级联保存需要先保存一的一方,再保存加入了关系的乙方.这样数据库中关系表才不会出现sql错误

2级联保存需要在有关系的地方设上cascade=CascadeType.ALL,all属性为简单的配置.如:

@OneToMany(mappedBy="user",cascade=CascadeType.ALL)

List<UserRole> roles;

@OneToMany(mappedBy="role", cascade=CascadeType.ALL)

Set<UserRole> userRoles;

@ManyToOne(cascade=CascadeType.ALL)

@JoinColumn(name="userId")

**private** User user;

@ManyToOne(cascade=CascadeType.ALL)

@JoinColumn(name="roleId")

**private** Role role;

## 级联删除测试.

### 需求:删除用户的时候将用户角色关系也删除

先删除关系,在删除用户

//级联删除

@Test

**public** **void** deleteAll(){

ApplicationContext ac=**new** ClassPathXmlApplicationContext("daobean-context.xml");

BaseDao baseDao=(BaseDao) ac.getBean("baseDaoImpl");

//创建一个用户

User user =**new** User();

user.setId(1);

user.setUsername("李四");

user.setPassword("1234");

String hql="delete UserRole o where o.user.id=1";

baseDao.deleteByHql(hql);

baseDao.delObject(user);

}

## 配置web层中进行级联查询

### 实现方法:延迟session关闭时间至view层

### 去掉daobean-context.xml在springmvc中的加载

### web.xml中更改daobean-context.xml在spring中加载

1 创建spring上下文加载

<context-param>

<param-name>contextConfigLocation</param-name>

<param-value>classpath:daobean-context.xml</param-value>

</context-param>

2 监听servletContext,启动contextConfigLocation中spring的配置

<!-- 监听servletContext,启动contextConfigLocation中的spring配置信息 -->

<listener>

<listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>

</listener>

### web.xml中增加OpenSessionInViewFilter配置解决懒加载问题

<!-- 使用spring解决懒加载问题 -->

<filter>

<filter-name>OpenSessionInViewFilter</filter-name>

<filter-class>org.springframework.orm.hibernate4.support.OpenSessionInViewFilter</filter-class>

<init-param>

<param-name>singleSession</param-name>

<param-value>true</param-value>

</init-param>

</filter>

<filter-mapping>

<filter-name>OpenSessionInViewFilter</filter-name>

<url-pattern>/\*</url-pattern>

</filter-mapping>

### web配置遇到的问题:

spring配置文件必须使用spring上下文加载的方式.而不能使用springmvc加载配置文件.

否则OpenSessionInViewFilter将不能使用.会报错.

### 增加AccoiuntService接口方法

//根据用户姓名查询用户的所有权限

**public** List<Role> getUserRole(String username);

### AccoiuntServiceImpl实现方法如下

**public** List<Role> getUserRole(String username) {

User user=(User) dao.findObjectByHQL("from User where username=?",**new** Object[]{username} );

List<Role> list=**new** ArrayList<Role>();

**for**(**int** i=0;i<user.getRoles().size();i++){

Role role=user.getRoles().get(i).getRole();

list.add(role);

}

**return** list;

}

### 修改LoginController

List<Role> list=accountService.getUserRole("李四");

request.setAttribute("role", list);

**return** "login";

如果页面读取到数据,说明.懒加载已经成功取消

### 增加daobean-context.xml数据源配置项

<!--解决方法间调用的懒加载问题 -->

<prop key="hibernate.enable\_lazy\_load\_no\_trans">true</prop>

<!-- 使用current\_session -->

<prop key="hibernate.current\_session\_context\_class">org.springframework.orm.hibernate4.SpringSessionContext

# log4j配置

## 新建log4j.properties文件内容如下,

# Global logging configuration，建议开发环境中要用debug

log4j.rootLogger=DEBUG, stdout

# Console output...

log4j.appender.stdout=org.apache.log4j.ConsoleAppender

log4j.appender.stdout.layout=org.apache.log4j.PatternLayout

log4j.appender.stdout.layout.ConversionPattern=%5p [%t] - %m%n

## web.xml文件中增加log4j配置

<!-- log4j配置 -->

<context-param>

<param-name>log4jConfigLocation</param-name>

<param-value>/WEB-INF/classes/log4j.properties</param-value>

</context-param>

<listener>

<listener-class>org.springframework.web.util.Log4jConfigListener</listener-class>

</listener>

# daobean-context.xml改进

## 新建jdbc.properties增加内容如下

driverName=com.mysql.jdbc.Driver

url=jdbc:mysql://localhost:3306/test?useUnicode=true&characterEncoding=utf-8

name=root

password=root

## bean-context.xml中引入jdbc.properties配置文件

<!-- 加载jdbc资源文件 -->

<context:property-placeholder location="classpath:jdbc.properties" />

## 修改数据源如下

<!-- 设置数据源 -->

<bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource">

<property name="driverClassName" value="${driverName}"></property>

<property name="url" value="${url}"></property>

<property name="username" value="${name}"></property>

<property name="password" value="${password}"></property>

<property name="maxActive" value="30"></property>

<property name="maxIdle" value="10"></property>

<property name="minIdle" value="5"></property>

<property name="maxWait" value="5000"></property>

<property name="timeBetweenEvictionRunsMillis" value="30000"></property>

<property name="numTestsPerEvictionRun" value="16"></property>

</bean>

## 事务管理配置详细配置

<!-- 事务管理 -->

<bean id="transactionManager"

class="org.springframework.orm.hibernate4.HibernateTransactionManager">

<property name="sessionFactory" ref="sessionFactory" />

</bean>

<!-- 注解管理事务 -->

<tx:annotation-driven />

<!-- 配置事务增强处理Bean，指定事务管理器 -->

<tx:advice id="transactionAdvice" transaction-manager="transactionManager">

<!-- 配置详细事务处理语义 -->

<tx:attributes>

<tx:method name="save\*" propagation="REQUIRED" />

<tx:method name="add\*" propagation="REQUIRED" />

<tx:method name="create\*" propagation="REQUIRED" />

<tx:method name="insert\*" propagation="REQUIRED" />

<tx:method name="find\*" propagation="SUPPORTS" read-only="true" />

<!-- 其他采用默认事务方式 -->

<tx:method name="\*" />

</tx:attributes>

</tx:advice>

<!-- Spring aop事务管理 -->

<aop:config>

<!-- 配置切入点 -->

<aop:pointcut id="transactionPointcut"

expression="execution(\* org.swinglife.service.impl.\*.\*(..))" />

<!-- 指定在txAdvice切入点应用txAdvice事务增强处理 -->

<aop:advisor pointcut-ref="transactionPointcut"

advice-ref="transactionAdvice" />

</aop:config>

# Shiro权限控制管理配置

## 新建shiro-context.xml配置文件

### 头文件如下

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:aop="http://www.springframework.org/schema/aop" xmlns:tx="http://www.springframework.org/schema/tx"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:context="http://www.springframework.org/schema/context"

xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-3.2.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.2.xsd

http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx-3.2.xsd

http://www.springframework.org/schema/aop <http://www.springframework.org/schema/aop/spring-aop.xsd>">

### 配置shiro的web过滤器

<bean id="shiroFilter" class="org.apache.shiro.spring.web.ShiroFilterFactoryBean">

<property name="securityManager" ref="securityManager" />

<property name="loginUrl" value="/toLogin" />

<property name="successUrl" value="/home" />

<property name="unauthorizedUrl" value="/403.do" />

<!-- 过滤器链定义 ,从上向下顺序执行,一般将/\*\*放到最下面-->

<property name="filterChainDefinitions">

<value>

/myjsp = authc <!-- authc 表示需要认证的链接地址 -->

/home = authc, perms[/home] <!-- perms 表示需要该权限才能访问的链接 -->

</value>

</property>

</bean>

文件说明: loginUrl表示统一的认证地址

successUrl表示认证成功后统一登录地址

securityManager 注入的securityManager工厂

unauthorizedUrl 表示没有该权限的跳转链接地址

filterChainDefinitions 过滤器链,从上向下执行

authc 表示需要认证的地址

perms[/home] 表示需要该权限的地址./home表示权限名,一般从数据库读取权限名

### 配置securityManager工厂

<!-- securityManager配置 -->

<bean id="securityManager" class="org.apache.shiro.web.mgt.DefaultWebSecurityManager">

<!-- 配置的自定义的realm -->

<property name="realm" ref="myShiroRealm"></property>

</bean>

### 自定义realm配置

<!-- 自定义realm -->

<bean id="myShiroRealm" class="org.swinglife.shiro.MyShiroRealm"></bean>

注意点:realm中需要使用到service层.如果没用注解需要配置service注入到自定义的realm中,如果使用注解.在其他配置文件中如果没有扫描到该包,需要在配置中添加注解扫描,如果其他配置文件有扫描,.则不需要

<!-- 注解扫描 -->

<context:component-scan base-package="org.swinglife.shiro"></context:component-scan>

## 自定义shiro实现

### 新建包org.swinglife.shiro以及MyShiroRealm.java文件

**public** **class** MyShiroRealm **extends** AuthorizingRealm {

@Autowired

**private** AccountService accountService;

@Override

**protected** AuthorizationInfo doGetAuthorizationInfo(PrincipalCollection pc) {

//用户授权

String username = (String) pc.fromRealm(getName()).iterator().next();

**if** (username != **null**) {

List<String> pers = accountService.getPermissionsByUserName(username);

**if** (pers != **null** && !pers.isEmpty()) {

SimpleAuthorizationInfo info = **new** SimpleAuthorizationInfo();

**for** (String each : pers) {

info.addStringPermission(each);

}

**return** info;

}

}

**return** **null**;

}

@Override

**protected** AuthenticationInfo doGetAuthenticationInfo(AuthenticationToken at) **throws** AuthenticationException {

UsernamePasswordToken token = (UsernamePasswordToken) at;

//用户凭证

String username = token.getUsername();

**if** (username != **null** && !"".equals(username)) {

//service层取出user

User user = accountService.getUserByUserName(username);

**if** (user != **null**) {

System.out.println("user:" + user);

**return** **new** SimpleAuthenticationInfo(user.getUsername(), user.getPassword(), getName());

}

}

**return** **null**;

}

}

## LoginController中增加登录的处理和统一认证处理

@Controller

**public** **class** LoginController {

@Autowired

AccountService accountService;

@RequestMapping(value = "toLogin")

**public** String toLogin(HttpServletRequest request){

**return** "login";

}

@RequestMapping(value = "login", method = RequestMethod.POST)

**public** String Login(String username, String password) {

User user = accountService.getUserByUserName(username);

**if** (user == **null**) {

**return** "error";

}

**if** (!user.getPassword().equals(password)) {

**return** "error";

}

// 登录后存放进shiro token

UsernamePasswordToken token = **new** UsernamePasswordToken(user.getUsername(), user.getPassword());

Subject subject = SecurityUtils.getSubject();

//验证身份和授权信息

subject.login(token);

System.out.println("登录成功");

**return** "redirect:/home";

}

}

## web.xml中增加shiro的过滤器

<filter>

<filter-name>shiroFilter</filter-name>

<filter-class>

org.springframework.web.filter.DelegatingFilterProxy

</filter-class>

</filter>

<filter-mapping>

<filter-name>shiroFilter</filter-name>

<url-pattern>/\*</url-pattern>

</filter-mapping>

## web.xml中增加shiro-context.xml加载

<context-param>

<param-name>contextConfigLocation</param-name>

<param-value>

classpath:daobean-context.xml,classpath:shiro-context.xml

</param-value>

</context-param>

## WEB-INF下page页面下新建login.jsp以及home.jsp内容如下

<%@ page language="java" contentType="text/html; charset=GB18030"

pageEncoding="GB18030"%>

<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" "http://www.w3.org/TR/html4/loose.dtd">

<html>

<head>

<meta http-equiv=*"Content-Type"* content=*"text/html; charset=GB18030"*>

<title>Insert title here</title>

</head>

<body>

<h1>user login</h1>

<form action=*"login"* method=*"post"*>

username:<input type=*"text"* name=*"username"*><p>

password:<input type=*"password"* name=*"password"*>

<p>

<input type=*"submit"* value=*"submit"*>

</form>

</body>

</html>

**home.jsp**

<%@ page language="java" contentType="text/html; charset=GB18030"

pageEncoding="GB18030"%>

<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" "http://www.w3.org/TR/html4/loose.dtd">

<html>

<head>

<meta http-equiv=*"Content-Type"* content=*"text/html; charset=GB18030"*>

<title>home</title>

</head>

<body>

<h1>success</h1>

</body>

</html>

## 测试

输入<http://localhost:8080/shiro/home如果跳转到login.jsp>说明拦截成功

再输入<http://localhost:8080/shiro/myjsp是否也会跳转到login.jsp>

## 原理:

### 这是一个简单的shiro配置案例

在shiro拦截链中的请求会根据shiro的配置进行相应的处理.

没有进行登陆时请求的如果在shiro拦截下都会跳转到需要认证的页面

这个例子 点击的请求并没设置在shiro的过滤器中,

调用相应方法后再方法中

创建token信息再取得subject进行login方法调用自定义的realm进行认证和

授权的操作.如果 subject.login(token);并没有出现异常则会继续回到

Controller中继续执行再进行相应的操作,返回视图信息或者其他校验

### 流程图说明

subject.login(token);

Controller

http: /login

Y

抛出

N

没有异常

MyShiroRealm

认证成功后认证信息会被保存在session中,下次访问不会再会跳转到登陆页面

# mvc-config.xml配置增强

## 解决spring3.2 使用@ResponseBody返回值为json或者xml的错误

<bean id="contentNegotiationManager" class="org.springframework.web.accept.ContentNegotiationManagerFactoryBean">

<property name="favorPathExtension" value="false"/>

<property name="favorParameter" value="false"/>

<!-- 表示不开启AcceptHeader 来解决json返回406的错误 -->

<property name="ignoreAcceptHeader" value="false"/>

<property name="mediaTypes">

<value>

atom=application/atom+xml

html=text/html

json=application/json

\*=\*/\*

</value>

</property>

</bean>

## 解决json乱码

<!-- 解决json乱码以及springmvc支持 -->

<bean

class="org.springframework.web.servlet.mvc.annotation.AnnotationMethodHandlerAdapter">

<property name="cacheSeconds" value="0" />

<property name="messageConverters">

<list>

<bean class="org.springframework.http.converter.json.MappingJacksonHttpMessageConverter"></bean>

<bean

class="org.springframework.http.converter.StringHttpMessageConverter">

<property name="supportedMediaTypes">

<list>

<value>text/html;charset=UTF-8</value>

</list>

</property>

</bean>

</list>

</property>

</bean>

## json传参

### 新建Controller AjaxTestController.java

@Controller

**public** **class** AjaxController {

@Autowired

AccountService accountService;

@RequestMapping(value="ajaxtest",method=RequestMethod.GET)

**public** @ResponseBody List<Role> AjaxTest(String username){

//根据页面传过来的username查询所有角色信息

System.out.println("Ajax传参为:"+username);

// User user=accountService.getUserByUserName(username);

// //序列化user

// user=accountService.getUserToVo(user);

List<Role> list=accountService.getUserRole(username);

List<Role> listRole=accountService.getRoleToVo(list);

**return** listRole;

}

}

### 关于json序列化问题

hibernate的多表查询会导致json的序列化问题,

**解决办法1**: (自己想的)将所要取的对象进行重新赋值序列化 即转换成Vo对象.

List也要进行序列化,通俗的说就是所有的对象都要是一个新的对象返回回给json

getRoleToVo(list) 方法如下

**public** List<Role> getRoleToVo(List<Role> list) {

List<Role> listRole=**new** ArrayList<Role>();

Role role=**null**;

**for**(**int** i=0;i<list.size();i++){

role=**new** Role();

role.setName(list.get(i).getName());

listRole.add(role);

}

**return** listRole;

}

**解决办法2:**在要查询出来的传值给json的对象类上加上

@JsonIgnoreProperties(value={"userRoles"}) 注解userRoles表示一对多多对一的对象

public class Role implements java.io.Serializable{

json会帮我们过滤掉userRoles这个hibernate一对多 多对1的产物

### 新建jsp页面json.jsp

<%@ page language="java" import="java.util.\*" pageEncoding="utf-8"%>

<%

String path = request.getContextPath();

String basePath = request.getScheme()+"://"+request.getServerName()+":"+request.getServerPort()+path+"/";

%>

<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN">

<html>

<head>

<base href="<%=basePath%>">

<title>My JSP 'index.jsp' starting page</title>

<meta http-equiv=*"pragma"* content=*"no-cache"*>

<meta http-equiv=*"cache-control"* content=*"no-cache"*>

<meta http-equiv=*"expires"* content=*"0"*>

<meta http-equiv=*"keywords"* content=*"keyword1,keyword2,keyword3"*>

<meta http-equiv=*"description"* content=*"This is my page"*>

<script type=*"text/javascript"*>

**function** createAjaxObj(){

**var** req;

**if**(window.XMLHttpRequest){

req = **new** XMLHttpRequest();

}**else**{

req = **new** ActiveXObject("Msxml2.XMLHTTP"); //ie

}

**return** req;

}

**function** sendAjaxReq(){

**var** req = createAjaxObj();

req.open("get","ajaxtest?username=admin");

req.setRequestHeader("accept","application/json");

req.onreadystatechange = **function**(){

alert(req.responseText);

eval("var result="+req.responseText);

document.getElementById("div1").innerHTML=result[0].name;

};

req.send(**null**);

}

</script>

</head>

<body>

<a href=*"javascript:void(0);"* onclick="sendAjaxReq()">测试</a>

<div id=*"div1"*></div>

</body>

</html>

如果*div1*出现值表示测试成功..

### 传值时间问题解决办法

**var** da=parseInt(result.createDate);

**var** date =**new** Date(da);

alert(date);

document.getElementById("div1").innerHTML=date.toLocaleString()

# BaseDao层改造

## 对BaseDao层进行泛型改造

# 配置hibernate4 ehcache配置

## jdbc.properties中增加属性

hibernate.cache.use\_second\_level\_cache = true

hibernate.cache.use\_query\_cache = true

hibernate.cache.region.factory\_class = org.hibernate.cache.ehcache.EhCacheRegionFactory

hibernate.cache.provider\_configuration\_file\_resource\_path = ehcache.xml

## 增加ehcache.xml文件

<?xml version="1.0" encoding="UTF-8"?>

<ehcache xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:noNamespaceSchemaLocation="../config/ehcache.xsd">

<diskStore path="D:/ehcache" />

<!-- DefaultCache setting. -->

<defaultCache

maxElementsInMemory="1000"

eternal="false"

timeToIdleSeconds="120"

timeToLiveSeconds="120"

maxElementsOnDisk="1000000"

overflowToDisk="true"

memoryStoreEvictionPolicy="LRU">

</defaultCache>

<!-- Special objects setting. -->

<cache

name="org.andy.work.entity.AcctUser"

maxElementsInMemory="2"

memoryStoreEvictionPolicy="LRU"

eternal="true"

diskPersistent="false"

overflowToDisk="false"

maxElementsOnDisk="1000000" />

</ehcache>

# easyUi配置json传参

## 设置springmvc不拦截某些请求.因为/的配置会拦截除了.jsp外的所有请求

<mvc:resources location=*"/easyUi/"* mapping=*"/easyUi/\*.html"*/>

<mvc:resources location=*"/js/"* mapping=*"/js/\*\*"*/>

<mvc:resources location=*"/easyUi/"* mapping=*"/easyUi/\*.js"*/>

## 新建text.html文件如下

<!DOCTYPE html>

<html>

<head>

<meta http-equiv=*"content-type"* content=*"text/html; charset=UTF-8"*>

<script type=*"text/javascript"*

src=*"../js/jquery-easyui-1.3/jquery-1.7.2.min.js"*></script>

<script type=*"text/javascript"* src=*"../js/jquery-easyui-1.3/jquery.easyui.min.js"*></script>

<link rel=*"stylesheet"* href=*"../js/jquery-easyui-1.3/themes/icon.css"* type=*"text/css"*></link>

<link rel=*"stylesheet"* href=*"../js/jquery-easyui-1.3/themes/default/easyui.css"* type=*"text/css"*></link>

<script type=*"text/javascript"* src=*"../js/jquery-easyui-1.3/locale/easyui-lang-zh\_CN.js"*></script>

<script type=*"text/javascript"* src=*"../js/myjs.js"*></script>

<script type=*"text/javascript"*>

**var** loginAndRegDialog;

$(**function**(){

loginAndRegDialog=$('#loginAndRegDialog').dialog({

closable : **false**,//把右上角叉去掉

modal :**true**,//显示背景灰色

buttons:

[

{text:'注册',

handler:**function**(){

}},

{text:'登陆',

handler:**function**(){

console.info("我点击的是按钮");

$.ajax({

url : sy.bp() + '/easyUiJson',

data : {

name: $('#loginInputForm input[name=name]').val(),

password:$('#loginInputForm input[name=password]').val()

},

cache:**false**,

dataType:'json',

success:**function**(r){

// console.info(r.username);

$.messager.alert('登陆成功','欢迎:'+r.username);

}

});

}}

]

});

});

</script>

</head>

<body>

This is my HTML page. <br>

<div id=*"loginAndRegDialog"* title=*"用户登陆"* style="width:*250px*;height:*200px*;">

<form action=*""* method=*"post"* id=*"loginInputForm"*>

<table>

<tr>

<th align=*"right"*>用户名:</th>

<td><input type=*"text"* name=*"name"* /></td>

</tr>

<tr>

<th align=*"right"*>密码:</th>

<td><input type=*"password"* name=*"password"* /></td>

</tr>

</table>

</form>

</div>

</body>

</html>

### 简单传值方法

data : {

name: $('#loginInputForm input[name=name]').val(),

password:$('#loginInputForm input[name=password]').val()

更改为

data : $('#loginInputForm').serialize(),

## myjs.js中写一个获取项目路径的方法

**function** sy(){ }

sy.bp = **function**(){

**var** curWwwpath=window.document.location.href;

**var** pathName= window.document.location.pathname;

**var** pos=curWwwpath.indexOf(pathName);

**var** localhostPath=curWwwpath.substring(0,pos);

**var** projectName = pathName.substring(0,pathName.substr(1).indexOf('/')+1);

**return** (localhostPath + projectName);

};

## Controller中如下配置

@RequestMapping(value="easyUiJson")

@ResponseBody

**public** User login(String name,String password,HttpServletRequest request){

System.*out*.println("name="+name);

System.*out*.println("password="+password);

User user =**new** User();

user.setUsername("小明");

user.setPassword("11112134");

**return** user;

}

}

查看是否输出 你好,小明

# easyUi表单传参

## Controller:

@RequestMapping(value="uiform")

@ResponseBody

**public** User loginForm(String name,String password){

System.*out*.println("name="+name);

System.*out*.println("password="+password);

User user=accountService.getUserByUserName(name);

**if**(user!=**null**){

**return** user;

}

**return** **null**;

}

## html中:

<!DOCTYPE html>

<html>

<head>

<meta http-equiv=*"content-type"* content=*"text/html; charset=UTF-8"*>

<script type=*"text/javascript"*

src=*"../js/jquery-easyui-1.3/jquery-1.7.2.min.js"*></script>

<script type=*"text/javascript"* src=*"../js/jquery-easyui-1.3/jquery.easyui.min.js"*></script>

<link rel=*"stylesheet"* href=*"../js/jquery-easyui-1.3/themes/icon.css"* type=*"text/css"*></link>

<link rel=*"stylesheet"* href=*"../js/jquery-easyui-1.3/themes/default/easyui.css"* type=*"text/css"*></link>

<script type=*"text/javascript"* src=*"../js/jquery-easyui-1.3/locale/easyui-lang-zh\_CN.js"*></script>

<script type=*"text/javascript"* src=*"../js/myjs.js"*></script>

<script type=*"text/javascript"*>

**var** loginAndRegDialog;

$(**function**(){

loginAndRegDialog=$('#loginAndRegDialog').dialog({

closable : **false**,//把右上角叉去掉

modal :**true**,//显示背景灰色

buttons:

[

{text:'注册',

handler:**function**(){

}},

{text:'登陆',

handler:**function**(){

//提交

loginInputForm.submit();

}}

]

});

loginInputForm=$('#loginInputForm').form({

url: sy.bp()+ '/uiform',

onSubmit: **function**(){

console.info($('#loginInputForm input[name=name]').val());

**if**($('#loginInputForm input[name=name]').val()==""){

$.messager.alert("提示","用户名不能为空");

**return false**;

}

**if**($('#loginInputForm input[name=password]').val()==""){

$.messager.alert("提示","密码不能为空");

**return false**;

}

},

success: **function**(data){

console.info(data);

//需要将data类型转化成object类型

**var** obj = jQuery.parseJSON(data);

**if**(obj!=**null**){

$.messager.alert("登陆成功","欢迎你:"+obj.username);

}

**if**(obj==**null**){

$.messager.alert("提示","您的输入有错误!");

}

}

});

});

</script>

</head>

<body>

This is my HTML page. <br>

<div id=*"loginAndRegDialog"* title=*"用户登陆"* style="width:*250px*;height:*200px*;">

<form method=*"post"* id=*"loginInputForm"*>

<table>

<tr>

<th align=*"right"*>用户名:</th>

<td><input type=*"text"* name=*"name"* /></td>

</tr>

<tr>

<th align=*"right"*>密码:</th>

<td><input type=*"password"* name=*"password"* /></td>

</tr>

</table>

</form>

</div>

</body>

</html>

## 说明:

1 使用form表单提交需要注意将返回的字符类型转换成Object对象才能使用.

2 上面使用json方式,因为用了dataType:'json'所以已经转换成字符串的类型

3 转换对象推荐使用**var** obj = jQuery.parseJSON(data);这种方式,这样在返回为空的时候也能输出null

4 如果使用eval(“(“data”)”)当返回的对象为空时,eval不能正常处理字符串格式.

# easyUi中ValidateBox的使用

## 如何添加一个ValidateBox

<tr>

<th align=*"right"*>密码:</th>

<td><input type=*"password"* name=*"password"* class=*"easyui-validatebox"* required=*"true"* /></td>

</tr>

推荐使用class添加的方法required表示必须填写

## form表单中增加验证

在表单提交前方法中判断对ValidateBox的验证

onSubmit: **function**(){

**if**(!$('#loginInputForm').form('validate')){

**return false**;

}

},

## ajax中如何使用判断

使用 $('#loginInputForm').form('validate'方法

**if**( $('#loginInputForm').form('validate'))

{

$.ajax({

url: sy.bp()+ '/easyUiJson',

data: $('#loginInputForm').serialize(),

dataType:'json',

success: **function**(r){

**if**(r!=**null**){

$.messager.alert('登陆成功','欢迎:'+r.username);

}**else**

$.messager.alert('提示','您的输入有误');

}

});

}

## 如何自定义实现重复密码校验

### js中添加一个方法

$.extend($.fn.validatebox.defaults.rules, {

eqPassword: {

validator: **function**(value, param){

**return** value==$(param[0]).val();

},

message: '密码不一致!'

}

});

### 重复密码中自定义一个类型validType

<tr>

<th align=*"right"*>密码:</th>

<td><input type=*"password"* name=*"password"* class=*"easyui-validatebox"* required=*"true"* /></td>

</tr>

<tr>

<th align=*"right"*>重复密码:</th>

<td><input type=*"password"* name=*"passwordre"* class=*"easyui-validatebox"* required=*"true"* validType=*"eqPassword['#loginInputForm input[name=password]']"*/></td>

</tr>

validType=*"eqPassword['#loginInputForm input[name=password]']"即可以实现*

## 如何添加回车自动跳转未输入项

增加一个方法

loginInputForm.find('input').on('keyup',**function**(event){

**if**(event.keyCode=='13'){

loginInputForm.submit();

}

});

写在里面

## 注意区分javascript中写的loginInputForm

# 注册的实现和Layout的使用

<!DOCTYPE html>

<html>

<head>

<meta http-equiv=*"content-type"* content=*"text/html; charset=UTF-8"*>

<script type=*"text/javascript"*

src=*"../js/jquery-easyui-1.3/jquery-1.7.2.min.js"*></script>

<script type=*"text/javascript"* src=*"../js/jquery-easyui-1.3/jquery.easyui.min.js"*></script>

<link rel=*"stylesheet"* href=*"../js/jquery-easyui-1.3/themes/icon.css"* type=*"text/css"*></link>

<link rel=*"stylesheet"* href=*"../js/jquery-easyui-1.3/themes/default/easyui.css"* type=*"text/css"*></link>

<script type=*"text/javascript"* src=*"../js/jquery-easyui-1.3/locale/easyui-lang-zh\_CN.js"*></script>

<script type=*"text/javascript"* src=*"../js/myjs.js"*></script>

<script type=*"text/javascript"*>

**var** loginAndRegDialog;

**var** loginInputForm;

**var** regDialog;

$(**function**(){

loginAndRegDialog=$('#loginAndRegDialog').dialog({

closable : **false**,//把右上角叉去掉

modal :**true**,//显示背景灰色

buttons:

[

{text:'注册',

handler:**function**(){

regDialog.dialog('open');

}},

{text:'登陆',

handler:**function**(){

//提交

loginInputForm.submit();

}}

]

});

loginInputForm=$('#loginInputForm').form({

url: sy.bp()+ '/uiform',

onSubmit: **function**(){

**if**(!$('#loginInputForm').form('validate')){

**return false**;

}

},

success: **function**(data){

console.info(data);

//需要将data类型转化成object类型

**var** obj = jQuery.parseJSON(data);

**if**(obj!=**null**){

$.messager.alert("登陆成功","欢迎你:"+obj.username);

$.messager.show({

title: '标题',

msg: '登陆成功'

});

}

**if**(obj==**null**){

$.messager.alert("提示","您的输入有错误!");

}

}

});

//给登陆表单绑定事件

loginInputForm.find('input').on('keyup',**function**(event){

**if**(event.keyCode=='13'){

loginInputForm.submit();

}

});

//注册的dialog

regDialog=$('#regDialog').show().dialog({

left: '100px',

top: '100px',

modal: **true**,

closed: **true**,

title: '注册',

buttons: [{

text: '注册',

handler: **function**(){

regForm.submit();

}

}],

//获取焦点

onOpen: **function**(){

setTimeout(**function**(){

$('#regForm').find('input[name=name]').focus();

});

},

onClose: **function**(){

}

});

//注册的表单

regForm=$('#regForm').form({

url: sy.bp()+ '/regForm',

onSubmit: **function**(){

**if**(!$('#regForm').form('validate')){

**return false**;

};

},

success: **function**(data){

**if**(data!=**null**){

$.messager.show({

title: '标题',

msg: '注册成功'

});

regDialog.dialog('close');

}

}

});

//给注册表单绑定时间

regForm.find('input').on('keyup',**function**(event){

**if**(event.keyCode=='13'){

regForm.submit();

}

});

});

</script>

</head>

<body>

This is my HTML page. <br>

<div id=*"loginAndRegDialog"* title=*"用户登陆"* style="width:*250px*;height:*200px*;">

<form method=*"post"* id=*"loginInputForm"*>

<table>

<tr>

<th align=*"right"*>用户名:</th>

<td><input type=*"text"* name=*"name"* class=*"easyui-validatebox"* required=*"true"*/></td>

</tr>

<tr>

<th align=*"right"*>密码:</th>

<td><input type=*"password"* name=*"password"* class=*"easyui-validatebox"* required=*"true"* /></td>

</tr>

</table>

</form>

</div>

<div id=*"regDialog"* style="width:*250px*;height:*200px*; display: *none*">

<form method=*"post"* id=*"regForm"*>

<table>

<tr>

<th align=*"right"*>用户名:</th>

<td><input type=*"text"* name=*"name"* class=*"easyui-validatebox"* required=*"true"*/></td>

</tr>

<tr>

<th align=*"right"*>密码:</th>

<td><input type=*"password"* name=*"password"* class=*"easyui-validatebox"* required=*"true"* /></td>

</tr>

<tr>

<th align=*"right"*>重复密码:</th>

<td><input type=*"password"* name=*"passwordreg"* class=*"easyui-validatebox"* required=*"required"* validType=*"eqPassword['#regForm input[name=password]']"*/></td>

</tr>

</table>

</form>

</div>

</body>

</html>

## layout的使用

<!DOCTYPE html>

<html>

<head>

<meta http-equiv=*"content-type"* content=*"text/html; charset=UTF-8"*>

<script type=*"text/javascript"*

src=*"../js/jquery-easyui-1.3/jquery-1.7.2.min.js"*></script>

<script type=*"text/javascript"* src=*"../js/jquery-easyui-1.3/jquery.easyui.min.js"*></script>

<link rel=*"stylesheet"* href=*"../js/jquery-easyui-1.3/themes/icon.css"* type=*"text/css"*></link>

<link rel=*"stylesheet"* href=*"../js/jquery-easyui-1.3/themes/default/easyui.css"* type=*"text/css"*></link>

<script type=*"text/javascript"* src=*"../js/jquery-easyui-1.3/locale/easyui-lang-zh\_CN.js"*></script>

<script type=*"text/javascript"* src=*"../js/myjs.js"*></script>

<script type=*"text/javascript"*>

**var** cc;

$(**function**(){

cc=$('#layout').layout();//使用js加载在这里不能写其他的方法,否则无法加载成功

cc.layout('collapse','west');//左边的面板隐藏

});

**function** getCenterPane(){

**var** centerPanel=cc.layout('panel','center');//如何使用panel方法.返回一个中间面板.

console.info(centerPanel);

//如何获取中间面板中title或者其他的属性

console.info(centerPanel.panel('options').title);

**if**(!centerPanel.panel('options').title){

centerPanel.panel({

title: '显示标题'

});

}**else**{

centerPanel.panel({

title: **null**

});

}

}

**function** addPanel(){

$('#layout').layout('add',{

region: 'east',

width: 180,

title: 'east Title',

split: **true**,

tools: [{

iconCls:'icon-add',

handler:**function**(){alert('add')}

},{

iconCls:'icon-remove',

handler:**function**(){alert('remove')}

}]

});

}

</script>

</head>

<body id=*"layout"* >

<div data-options=*"region:'north',title:'aaaaa',split:true"* style="height:*100px*;"></div>

<div data-options=*"region:'south',title:'South Title',split:true"* style="height:*100px*;">

<input type=*"button"* onclick="getCenterPane();" value=*"显示隐藏标题"*/>

<input type=*"button"* onclick="$('#layout').layout('expand','west')" value=*"展开左侧面板"*/>

<input type=*"button"* onclick="addPanel()" value=*"右侧添加面板"*/>

</div>

<div data-options=*"region:'west',title:'West',split:true"* style="width:*100px*;"></div>

<div data-options=*"region:'center'"* style="padding:*5px*;background:*#eee*;" href=*"5.html"*>

</div>

</body>

</html>

# dataGrid数据表格的使用

## 创建一个dataGrid

### html中

<script type=*"text/javascript"*>

**var** datagrid;

$(**function**(){

datagrid=$('#datagrid').datagrid({

url: sy.bp()+ '/datagrid',

title: 'User数据测试', //标题

iconCls: 'icon-save',//图标

pagination: **true**,//是否标记页数页码,在下方会出现页数页码显示

pageSize: 5, //每页显示多少条记录

pageList: [5,10,15,20], //分页列表

fit:**true**, //随着窗体的改变而改变大小

fitColumns: **true**,//是否去掉x轴滚动

nowarp: **false**, //文字是否可以自动换行

border: **false**, //边界是否有像素

idField: 'id', //对每行进行的标识

sortName: 'id', //默认的排列id

sortOrder: 'desc',//默认的排列方式

columns: [[

{title:'编号',field:'id',width:100,sortable:**true**},//sortable表示编号可以点击并切换升序降序

{title:'姓名',field:'username',width:100,sortable:**true**},

{title:'密码',field:'password',width:100}

]]

});

});

</script>

<div class=*"easyui-tabs"* fit=*"true"* border=*"false"*>

<div title=*"用户管理"* border=*"false"*>

<table id=*"datagrid"*></table>

</div>

</div>

### Controller中

@RequestMapping(value="datagrid")

@ResponseBody

**public** Map dataGrid(**int** page,**int** rows,String sort,String order){

List<User> list=accountService.getAllUser(page,rows,sort,order);

Long num=accountService.getUserCount();

Map map=**new** HashMap();

map.put("total", num);

map.put("rows", list);

**return** map;

}

### Service方法

/\*\*

\* 返回待条件的用户列表

\*/

**public** List<User> getAllUser(Integer page,Integer rows,String sort, String order) {

String hql="from User order by "+sort+" "+order ;

List<User> list=dao.findPage(hql, page, rows);

**return** list;

}

/\*\*

\* 查询用户总数

\*/

**public** Long getUserCount() {

String hql="select count(\*) from User";

**return** dao.findCounts(hql);

}

### dao层方法

/\*\*

\* 查询总数

\*/

**public** Long findCounts(String hql,Object...params) {

Query query=sessionFactory.getCurrentSession().createQuery(hql);

setParamter(query, params)

**return** (Long) query.uniqueResult();

}

**public** List findPage(String hql, **int** page, **int** size) {

Query query=sessionFactory.getCurrentSession().createQuery(hql);

**return** query.setFirstResult((page-1)\*size).setMaxResults(size).list();

}

## 使用增删改查操作数据库

### 如何增加工具栏

toolbar : [ {

text : '增加',

iconCls : 'icon-add',

handler : **function**() {

}

}, '-', {

text : '修改',

iconCls : 'icon-edit',

handler : **function**() {

}

}, '-', {

text : '删除',

iconCls : 'icon-remove',

handler : **function**() {

}

} ]

### 如何在一个窗口中再创建多个layout

<div class=*"easyui-tabs"* fit=*"true"* border=*"false"*>

<div title=*"用户管理"* border=*"false"*>

<div class=*"easyui-layout"* fit=*"true"* border=*"false"*>

<div region=*"north"* border=*"false"* title=*"过滤"*

style="height:*100%*;width:*100%*">

</div>

<div border=*"false"* region=*"center"*>

<table id=*"datagrid"*></table>

</div>

</div>

</div>

</div>

### dataGrid创建表单以及如何后台传值

表格创建在添加的layout中即*north*

<table class=*"tableForm"* style="width:*100%*;height:*100%*">

<tr>

<th>用户名</th>

<td><input name=*"name"* style="width:*315px*;" /></td>

</tr>

<tr>

<th>创建时间</th>

<td><input name=*"createdatatimeStart"*

class=*"easyui-datetimebox"* style="width:*155px*;" editable=*"false"* />

至<input name=*"createdatatimeEnd"* class=*"easyui-datetimebox"*

editable=*"false"* style="width:*155px*;" /> <a

href=*"javascript:void(0)"* class=*"easyui-linkbutton"*

onclick="my.serch();">查询</a> <a href=*"javascript:void(0)"*

class=*"easyui-linkbutton"* onclick="cleanSerch();">清空</a></td>

</tr>

</table>

### javascript中写上查询的方法

**var** usertableForm=$('#usertableForm').form();

my.serch=**function**(){

//可以序列化所有的表单对象

datagrid.datagrid('load',sy.serializeObject(usertableForm));

};

**sy.serializeObject为将表单对象中的所有元素转换为对象的方法如下:**

sy.serializeObject=**function**(form){/\*将form表单元素的值序列化成对象\*/

**var** o={};

$.each(form.serializeArray(),**function**(index){

//console.info(form.serializeArray());

**if**(o[**this**['name']]){

o[**this**['name']]=o[**this**['name']] + "," + **this**['value'];

}**else**{

o[**this**['name']]=**this**['value'];

}

});

**return** o;

};

### 通过浏览器验证点击是否传入表单中的元素到后台

![](data:image/png;base64,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)

### 后台UserDao重写通用查询方法.

**public** **class** UserDaoImpl **extends** BaseDaoImpl **implements** UserDao{

**public** List<User> findPage(String hql, Integer page, Integer rows,

JsonUser userd) {

**final** String finalHql=**this**.setHql(hql,userd);

Query query=**this**.sessionFactory.getCurrentSession().createQuery(finalHql);

**return** query.setFirstResult((page-1)\*rows).setMaxResults(rows).list();

}

**private** String setHql(String hql, JsonUser userd) {

String finalHql=hql;

**if**(StringUtil.*isNotEmpty*(userd.getName())){

finalHql=finalHql+" and username like '%"+userd.getName()+"%'";

}

**if**(StringUtil.*isNotEmpty*(userd.getCreatedatatimeStart())){

finalHql=finalHql+" and createDate > '" + userd.getCreatedatatimeStart()+"'";

}

**if**(userd.getCreatedatatimeEnd()!=**null**&&userd.getCreatedatatimeEnd()!=""){

finalHql=finalHql+" and createDate < '" + userd.getCreatedatatimeEnd()+"'";

}

**if**(StringUtil.*isNotEmpty*(userd.getCreatedatatimeEnd())){

finalHql=finalHql+userd.getOrderby();

}

**return** finalHql;

}

}

### Controller

List<User> list=accountService.getAllUser(page,rows,sort,order,userd);就能实现所有的条件查询

### 实现清空按钮

my.cleanSerch=**function**(){

console.info($('#usertableForm'));

//清空的操作

datagrid.datagrid('load',{});//重新加载组件

//替换表单中inout中所有内容为空

$('#usertableForm input').val('');

}

接下来的easyui请详见easyUI学习文档

# ueditor的配置

## 修改jsp路径下config.json

1 /\* 上传图片配置项 \*/中更改

"imageUrlPrefix": "/pro\_shiro2", /\* 图片访问路径前缀 \*/ ----写项目名称

2 /\* 列出指定目录下的图片 \*/

"imageManagerUrlPrefix": "/pro\_shiro2/", /\* 图片访问路径前缀 \*/

3 ueditor.config.js文件下修改

**var** URL = window.UEDITOR\_HOME\_URL="/pro\_shiro2/ueditor/";

修改url的地址

### 新建页面ueditor.jsp

映入所需要的js和样式

<!-- 默认配置文件 -->

<script type=*"text/javascript"* charset=*"utf-8"* src=*"ueditor/ueditor.config.js"*></script>

<script type=*"text/javascript"* charset=*"utf-8"* src=*"ueditor/ueditor.all.min.js"*> </script>

<script type=*"text/javascript"* charset=*"utf-8"* src=*"ueditor/lang/zh-cn/zh-cn.js"*></script>

<LINK rel=*stylesheet* href=*"ueditor/themes/default/css/ueditor.css"*>

写上测试代码

<form action=*"myueditor"*method=*"post"*>

类别： <input type=*"text"* name=*"category"*/><br/>

标题：<input type=*"text"* name=*"title"*/><br/>

<script id=*"editor"* name=*"content"* type=*"text/plain"* style="width:*1024px*;height:*500px*;">aaaaa</script>

<script type=*"text/javascript"*>

//实例化编辑器

//建议使用工厂方法getEditor创建和引用编辑器实例，如果在某个闭包下引用该

// 编辑器，直接调用UE.getEditor('editor')就能拿到相关的实例

**var** ue = UE.getEditor('editor');

</script>

<input type=*"submit"*value=*"提交"*/>

</form>

### 导入jsp文件下lib包所有

### Controller中填写方法进行测试

# springmvc文件上传的实现

## mvc-context.xml文件中配置

<bean id=*"multipartResolver"*

class=*"org.springframework.web.multipart.commons.CommonsMultipartResolver"* >

<property name=*"defaultEncoding"* value=*"gbk"*/> <!-- 默认编码 (ISO-8859-1) -->

<property name=*"maxInMemorySize"* value=*"10240"*/> <!-- 最大内存大小 (10240)-->

<property name=*"uploadTempDir"* value=*"/upload/"*/> <!-- 上传后的目录名 (WebUtils#TEMP\_DIR\_CONTEXT\_ATTRIBUTE) -->

<property name=*"maxUploadSize"* value=*"-1"*/> <!-- 最大文件大小，-1为无限止(-1) -->

</bean>

## 新建测试页面

<body>

<form action=*"uploads"* method=*"post"* enctype=*"multipart/form-data"*>

<input type=*"text"* name=*"name"* /><br>

<input type=*"file"* name=*"file"* />

<input type=*"submit"* />

</form>

</body>

## 新建Controller

@Controller

**public** **class** FileUploadController **implements** ServletContextAware{

**private** ServletContext context;

/\*

@Resource

private AccountService accountService;\*/

**public** **void** setServletContext(ServletContext context) {

**this**.context=context;

}

@RequestMapping(value="uploads",method=RequestMethod.*POST*)

**public** String handleUploadData(HttpServletRequest request,String name,@RequestParam("file") CommonsMultipartFile file){

**if**(!file.isEmpty()){

String path=**this**.context.getRealPath("/tmp/");

System.*out*.println(path);

String fileName=file.getOriginalFilename();

String fileType=fileName.substring(fileName.lastIndexOf("."));

System.*out*.println(fileType);

String saveName=**new** Date().getTime()+fileType;

File file2=**new** File(path,saveName);

**try** {

//将上传的文件写入新建的文件中

file.getFileItem().write(file2);

} **catch** (Exception e) {

e.printStackTrace();

}

//存入数据库的操作

//accountService.add(name, saveName);

System.*out*.println(saveName);

request.setAttribute("imageUrl",saveName);

**return** "redirect:/home";

}**else**

**return** "redirect:/toLogin";

}

}

保存在tmp路径下,所以新建一个tmp文件夹用来存放图片

所有方法均要为post提交

### tomcat下工程路径下temp文件夹下查看是否保存成功

# springmvc拦截器配置

## 新建org.swinglife.interceptor

### 新建自定义拦截器
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### 配置文件中配制拦截器

<!-- 配置springmvc拦截器 -->

<mvc:interceptors>

<!-- 配置创建的拦截器,不配置拦截所有的请求 -->

<bean class=*"org.swinglife.interceptor.MyInterceptor"*></bean>

<mvc:interceptor>

<!-- 配置其他拦截器 -->

<mvc:mapping path=*"/login"* />

<bean class=*"org.swinglife.interceptor.MyInterceptor2"*></bean>

</mvc:interceptor>

</mvc:interceptors>