# Requerimentos-chave para APIs RESTful pragmáticas

Muitas das opiniões de design de API encontradas na web são discussões acadêmicas que giram em torno de interpretações subjetivas de padrões difusos, não necessariamente levando em conta o que faz sentido — e realmente funciona — no mundo real. O objetivo deste artigo é descrever as melhores práticas para uma API pragmática projetada para aplicações web modernas. Para tal, a API deve ser baseada em alguns princípios, esforçando-se para:

* Usar padrões web (web standards) *quando fizer sentido*
* Ser amigável ao desenvolvedor e explorável através da barra de endereços do navegador
* Ser simples, intuitiva e consistente, a fim de a adoção ser não somente fácil, mas agradável
* Ser eficiente, ao mesmo tempo que mantém o balanceamento com outros requerimentos

Uma API é praticamente a UI de um desenvolvedor e, assim como qualquer UI, é importante ser pensada com cuidado para garantir a boa experiência de quem a usa.

# RESTful URLs e ações

Se há algo que recebeu ampla adoção na comunidade de **desenvolvimento web**, são os princípios RESTful. Estes princípios foram introduzidos pela primeira vez por [Roy Fielding](http://roy.gbiv.com/) no [Capítulo 5](http://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm) da sua [dissertação sobre arquiteturas de software baseados em rede](http://www.ics.uci.edu/~fielding/pubs/dissertation/top.htm).

Os princípios fundamentais do REST envolvem separar sua API em recursos lógicos. Esses recursos são manipulados usando solicitações HTTP nas quais o método (GET, POST, PUT, PATCH ou DELETE) tem um significado específico.

## Como deve ser feito um recurso

Recursos devem ser [substantivos (não verbos!)](https://blog.apigee.com/detail/restful_api_design_nouns_are_good_verbs_are_bad) que fazem sentido do ponto de vista do quem vai “consumir” a API — termo este que, convenhamos, apesar de amplamente usado, é um tanto que desprovido de sentido. Embora seus modelos internos possam mapear perfeitamente aos recursos, não é necessariamente um mapeamento um-para-um. A chave aqui é não “vazar” detalhes de implementação irrelevantes para fora da API! Alguns dos nomes de Encantamento seria bilhete, usuário e grupo. Exemplos: *ticket*, *user*, *group* etc.

Depois da definição dos recursos, é necessário identificar quais **ações** se aplicam a eles e como serão mapeados para a API. Princípios RESTful fornecem estratégias para lidar com ações CRUD usando métodos HTTP mapeados, tal como:

* GET /tickets Retorna a lista de bilhetes
* GET /tickets/12 Retorna um bilhete específico
* POST /tickets Cria um novo bilhete
* PUT /tickets/12 Atualiza o bilhete #12
* PATCH /tickets/12 Atualiza parcialmente o bilhete #12
* DELETE /tickets/12 Apaga o bilhete #12

A grande vantagem em REST é que se está aproveitando métodos HTTP existentes para implementar funcionalidades significativas em apenas um único endpoint /tickets. Não existem convenções de nomenclatura a seguir e a estrutura de URL é limpa e clara.

## O nome do endpoint deve ser no plural

A regra de se manter simples (*keep-it-simple*) se aplica aqui. Embora possa parecer estranho descrever uma única instância de um recurso usando o plural, a resposta pragmática é manter o formato de URL consistente e **sempre usar plural**. Não ter que lidar com pluralizações estranhas (person/people, goose/geese) faz da vida de quem vai consumir a API melhor e é mais fácil para quem a vai prover para implementação — como a maioria dos frameworks modernos, que nativamente conseguem lidar com /tickets e /tickets/12 no âmbito de um controller).

## Como lidar com relacionamentos

Se uma relação só pode existir dentro de outro recurso, os princípios RESTful fornecem orientações úteis. Tomando por base um cenário hipotético, um bilhete consiste em um certo número de mensagens. Estas mensagens podem ser logicamente mapeadas para o endpoint /tickets, como em:

* GET /tickets/12/messages Retorna a lista de mensagens do bilhete #12
* GET /tickets/12/messages/5 Retorna a mensagem #5 do bilhete #12
* POST /tickets/12/messages Cria uma nova mensagem no bilhete #12
* PUT /tickets/12/messages/5 Atualiza a mensagem #5 do bilhete #12
* PATCH /tickets/12/messages/5 Atualiza parcialmente a mensagem #5 do bilhete #12
* DELETE /tickets/12/messages/5 Apaga a mensagem #5 do bilhete #12

Alternativamente, se uma relação pode existir independentemente do recurso, faz sentido apenas incluir um identificador dentro do retorno; o consumidor da API, então, teria que acessar o endpoint da relação. No entanto, se a relação é comumente solicitada ao lado do recurso, o API poderia oferecer funcionalidade para incorporar automaticamente a representação da relação e evitar um segundo hit na API.

## Ações que não se encaixam como operações CRUD

Quando há situações em que ações não necessariamente se encaixam como operações CRUD em APIs RESTful, as coisas podem ficar um pouco confusas. Existem algumas abordagens a respeito:

1. Reestruturar a ação para aparecer um campo de um recurso. Isso funciona se a ação não tem parâmetros. Por exemplo, uma ação “activate” poderia ser mapeada para um campo booleano activated e atualizada através de um PATCH para o recurso.
2. Tratá-lo como um sub-recurso com princípios RESTful. Por exemplo, a API do GitHub permite [marcar com estrela](https://developer.github.com/v3/gists/#star-a-gist) (favoritar) com PUT /gists/:id/star e [desmarcar a estrela](http://developer.github.com/v3/gists/#unstar-a-gist)(“desfavoritar”) com DELETE /gists/:id/star.
3. Às vezes, realmente não há uma forma de mapear a ação a uma estrutura RESTful de maneira sensata. Por exemplo, não faz sentido aplicar a um multi-recurso “search” um endpoint de um recurso específico. Neste caso, /search faria mais sentido, mesmo que não fosse um recurso. Está tudo bem em trabalhar dessa forma — basta fazer o que é certo do ponto de vista de quem vai consumir a API e verificar se tudo está bem documentado para evitar confusões.

# Documentação

Uma API é tão boa quanto sua documentação. Os documentos devem ser fáceis de encontrar e de acesso público. A maioria dos desenvolvedores irá verificar os documentos antes de tentar qualquer esforço de integração; quando os documentos estão escondidos dentro de um arquivo PDF ou exigem login, eles não são apenas difíceis de encontrar, mas também não são fáceis de serem pesquisados.

Os documentos devem mostrar exemplos completos de ciclos de requisição/resposta. De preferência, os pedidos devem ser exemplos “coláveis” — quer sejam links que possam ser colados em um navegador ou exemplos curl que podem ser colado em um terminal. [GitHub](http://developer.github.com/v3/gists/#list-gists) e [Stripe](https://stripe.com/docs/api) fazem um grande trabalho em relação a isso.

Depois de lançar uma API pública, é preciso se comprometer para não quebrar as coisas sem aviso prévio. A documentação deve incluir todos os agendamentos de descontinuação e detalhes que cercam atualizações visíveis da API externamente. As atualizações devem ser entregues através de um blog (ou seja, um *changelog*) ou uma lista de correio (de preferência, ambos).

# Versionamento

Sempre versione uma API. Versionamento ajuda iterações mais rápidas e evita pedidos inválidos endpoints atualizados. Versionamento também ajuda a suavizar quaisquer grandes transições entre versões da API e é possível continuar a oferecer versões antigas durante um período de tempo.

[Há opiniões mistas sobre se a versão de API deve ser incluída no URL ou em um cabeçalho](http://stackoverflow.com/questions/389169/best-practices-for-api-versioning)(*header*). Academicamente falando, provavelmente deve estar em um header. No entanto, a versão precisa estar no URL para garantir a explorabilidade dos recursos entre as versões através de um navegador (lembre-se do princípios “Ser amigável ao desenvolvedor e explorável através da barra de endereços do navegador”).

Um bom exemplo é [a abordagem que a Stripe tomou para as versões de sua API](https://stripe.com/docs/api#versioning) — a URL tem o número major da versão (v1), mas a API tem sub-versões baseadas em data que podem ser escolhidas usando um header personalizado na requisição. Neste caso, a versão principal fornece estabilidade estrutural da API como um todo, enquanto as sub-versões são responsável por alterações menores (campos legados, mudanças de endpoint etc).

Uma API nunca será completamente estável; mudanças são inevitáveis. O importante é como essas mudanças são gerenciadas.

# Filtragem de resultados, ordenação e busca

É aconselhável manter os URLs de recursos-base tão enxutos (*lean*) quanto possível. Filtros complexos de resultados, requisitos de ordenação e pesquisas avançadas (quando restritas a um único tipo de recurso) podem ser facilmente implementados como parâmetros de consulta a partir do do URL-base.

## Filtragem

Para **filtragem**, usa-se um parâmetro de consulta exclusivo para cada campo que implementa a filtragem. Por exemplo, ao solicitar uma lista de bilhetes a partir do endpoint /tickets, pode-se querer limitar o resultado para apenas aqueles no estado “aberto” (open). Isto poderia ser conseguido com um pedido GET /tickets?state=open, no qual state é um parâmetro de consulta que implementa um filtro.

## Ordenação

Similarmente à filtragem, um parâmetro genérico sort pode ser usado para descrever regras de **ordenação**, permitindo requisitos complexos de ordenação deixando este parâmetro em classificações em que cada campo é separado por vírgula, cada um com um possível unário negativo para indicar ordem descendente. Por exemplo:

* GET /tickets?sort=-priority Retorna uma lista de bilhetes em ordem descendente de prioridade
* GET /tickets?sort=-priority,created\_at Retorna uma lista de bilhetes em ordem descendente de prioridade com uma prioridade específica de bilhetes antigos primeiro

## Busca

Às vezes filtros básicos não são suficientes e é necessário o poder de buscar textos completos (*full text search*) — talvez você já esteja usando [ElasticSearch](http://www.elasticsearch.org/) ou alguma outra tecnologia de busca baseada em [Lucene](http://lucene.apache.org/). Quando pesquisa de texto completo é usado como um mecanismo de recuperação de instâncias de recursos para um tipo específico de recurso, ela pode ser exposta na API como um parâmetro de consulta no nó de extremidade do recurso. Considerando q, as consultas de pesquisa devem ser passados diretamente para o motor de busca e o retorno da API deve ser no mesmo formato, como resultado normal em lista.

Combinando tudo isso, é possível construir queries como:

* GET /tickets?sort=-updated\_at Retorna bilhetes recém-atualizados
* GET /tickets?state=closed&sort=-updated\_at Retorna bilhetes recém-fechados
* GET /tickets?q=return&state=open&sort=-priority,created\_at Retorna bilhetes abertos de alta prioridade que contenham o termo “return”

## Nomes alternativos (aliases) para queries comuns

Para tornar a experiência API mais agradável para o consumidor médio, é possível considerar “empacotar” conjuntos de condições em caminhos RESTful de fácil acesso. Por exemplo, a consulta por bilhetes recém-fechados acima poderia ser disponibilizada como GET /tickets/recently\_closed.

## Limitando quais campos são retornados pela API

O consumidor da API nem sempre precisa da representação completa de um recurso. A capacidade de selecionar e escolher campos retornados permite que o consumidor minimize o tráfego de rede e acelere sua própria utilização da API.

Por exemplo, é possível usar um parâmetro de consulta campos que leva uma lista de campos a serem incluídos separados por vírgulas, de maneira que o seguinte pedido iria recuperar informações suficientes apenas para exibir uma lista ordenada de bilhetes em aberto:

GET /tickets?fields=id,subject,customer\_name,updated\_at&state=open&sort=-updated\_at

## Retorno da representação do recurso em atualizações e criação

Uma chamada PUT, POST ou PATCH pode fazer modificações em campos do recurso subjacente que não faziam parte dos parâmetros fornecidos (por exemplo: timestamps de created\_at ou updated\_at). Para impedir que um consumidor da API tenha que fazer vários hits para obter uma representação atualizada, a API deve retornar a representação atualizada (ou criada) como parte da resposta.

No caso de um POST que resultou em uma criação, por exemplo, usa-se um [código de status HTTP 201](http://www.w3.org/Protocols/rfc2616/rfc2616-sec9.html#sec9.5) e se inclui um [Location header](http://www.w3.org/Protocols/rfc2616/rfc2616-sec14.html" \l "sec14.30) que aponta para o URL do novo recurso.

## HATEOAS

Há um monte de opiniões mistas como se o consumidor da API deve criar links ou se os links devem ser fornecidas à API. Princípios de design RESTful especificam [HATEOAS](http://apigee.com/about/blog/technology/hateoas-101-introduction-rest-api-style-video-slides), que diz mais ou menos que a interação com um endpoint deve ser definida dentro de metadados que vêm com a representação de saída e não com base em informações *out-of-band*.

Embora a web geralmente funcione com base em princípios tipo HATEOAS — do tipo que se vai para a página inicial de um site e se seguem os links que ali estão –, há os que acreditam que ainda não estamos prontos para HATEOAS em APIs ainda. Ao navegar em um site, as decisões sobre quais links serão clicados são feitas em tempo de execução. No entanto, com uma API, as decisões quanto a quais pedidos serão enviados são feitas quando o código de integração da API está escrito, e não em tempo de execução. Poderiam as decisões ser adiadas para o tempo de execução? Claro, no entanto, não há muito a ganhar indo por esse caminho, já que o código ainda não seria capaz de lidar com mudanças significativas da API sem quebrar. Isto posto, fica que HATEOAS é bastante promissor, mas ainda não está pronto para o horário nobre. Mais esforços têm que ser colocado em prática para definir padrões e ferramentas em torno destes princípios para que seu potencial seja plenamente realizado.

Por enquanto, é melhor assumir que quem vai usar tenha acesso à documentação e inclua identificadores de recursos na representação de saída que o consumidor da API usará na elaboração de links. Há algumas vantagens nisso, como os dados que trafegam através da rede serem minimizados e os dados armazenados pelos consumidores da API também serem minimizados (como eles estão armazenando pequenos identificadores, ao contrário de URLs que contêm identificadores).

Além disso, dado que entre as dicas deste artigo constam a defesa de usar números de versão no URL, não faz sentido para o consumidor da API a longo prazo armazenar identificadores de recursos ao invés de URLs. Afinal de contas, o identificador é estável em todas as versões, mas o URL que representa não é.

## Respostas somente em JSON

Já passou da hora de deixar XML para trás em APIs. XML é verboso, difícil de analisar, difícil de ler, seu modelo de dados não é compatível com os modelos de dados da maioria das linguagens de programação línguas modelo e suas vantagens de extensibilidade são irrelevantes quando as necessidades primárias de sua representação de saída são uma serialização de uma representação interna.

Para reforçar, eis um [gráfico do Google Trends num comparativo entre os termos “xml api” e “json api”](http://www.google.com/trends/explore?q=xml+api#q=xml%20api%2C%20json%20api&cmpt=q):

![Google Trends: "xml api" contra "json api"](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvkAAADXCAMAAAC3W74lAAACplBMVEX////v7+8/hfLbRDeZmZlKjPLz9//98/Ln8P620fpuo/Xb6P343NnyuLPtopuqyvmSuvj20MyewvjO4PyGsvfC2fv75+bdT0Pkc2ndT0JjnPRim/T/6qzmfnXoiYGy2P96qvbq//9XlPNWk/OfwvnrlY5gYKzhZlvhZ1z0xMDrwqXtoZrkcmilwuvoioLfWk/vrad7q/bP4fzfW1D20c2Hs/f/2LL//+r/1bLvrajD2fv0xcGy1f/owqXkvqXo///x//+oxvD/+NX///Pb+P+v0vgiXq6ymZn7///P6//Z4vGoxev/+NucqMWZn7X30q+Zoq/vxai1n5nFp5uqYCUlIiX///tJi/Fgrer//9u/ssPqrGDM///Y9f/K8//V8v+x5/+y1fL//+Xv5OT/9dv/6MjCrLWspbXbtZm8pZlkJoTihHvgp18vIiLU+P+z6v+Dzv9grOOlwOCjstTrz8z/777yyKgtT3rxuW5MMyX4///j//+58f////iAx/Xi3/Ll6PG4y/E9gsbor6xbYKI2YJ6in5z81ZvlmZL4x4BgW3/quXtLRHumYXqALWqlS2AmNGBgLDRgIij1///V///D7f+v1fus3PiLs/GArfFqn/FUkfHK2fD//+P979Uqbbn/37j/4aOZmaOliYjkjofheXDqs2CsYGDeZFmsl1IiIi+8diie1fiWuvCsxe5wt+rl1t5Spdyyr9L//85Zl8v/8silwMcigsfx3MDqxMD/5b9mdL5EbbnXtLRVgrOsx6zKqqqooqU9UqVgPZcrTpD/zoLjs3u6bWBtL2C5e1KXdEt7Z0vRTkSeYDbq+P+l3P+hwPBTfNs9l9XO6s7/46yssqzIrJ9tUpeJUoLVrHusZ2e3VmbgbmS+aGHVl1KXe1IiKDaXUi+tc/ZSAAAWRklEQVR42uzZzUvCcBzH8S/1b+yyS/+C1+HCQ2cHhjI8i2YGoqZ5EEU0Mw3Bk4YERhqIZA9QGJQ9U0EFPRx6+E+a5kp0EixqVp/XZWyM7y7v/Ri/EQAAAAAAAAAAAAAAAMAfwoywStfUj/n8PoABgBThfyi6iD+6ZMIrjsb1S6k23S7/0CekVql52WNVuebnThypClE0LUQmiIk/OVJZ6h6NFw20knuwxqrEpIN8uSGuJ51vKRYSItkNLLPgotk9v7ryvSHOnQy4j7Mz9kVOegBJh57RKB++z1Af1HITv80Qs58h8xXpjJMfKR5IedosND7vVM5zuI/38j1TF0TeTaK1ZKD5AKXRKB86/Gj5fLlKrSjNpo7yt5bOfAa2eaJbtqorn7/3leqj0lR5hNJolA9aidXnAj3lRxMbY7EvLMztyvNGk7zmS+cdo7Hmg9b0dyKzzXWXXwxxeaPB3/oY3+HUlW8OcXw5KH/nSyOURqN80MhjkMhe6S5ffy54dm0WJn4qRET1ezvPNVbe25FGKIzG3g4MJPVdFsIs/hvAr6U6T2/JhD9mAK/s0rkNwkAQAMBFFzjhAhI7OlKDkJBzyqEZSqFM/OAmvDM1DAAAAAAAAACQ2wkO7/39BGRQh+crdudbGQMSqGXRarfGH8rYBRzfHH+axi1/Lz5ZzPFrRPS1lVUTnwzW+JtuyX8NSOD+j7+7BGTQyiMgn6H0wY+9+9lRGoyiAH44N22BtsJQ/k8gE8ZGJhglQRfGN/A1XLr1Ddz4COrepYmPaIGvaIGIGEcGen6bhj/L08ttv49bKZ073buXUhrbHCLl07MIIqUT2XOIlE9qKUTKZ2G6fy8l1LUBRMpnrr0KUkpTu4NI6QRm2pcpJRTbCCKX53W6uMJvjCyGyIV5/axnZtPNSzU7UgozM3uePrdZvmQ1jbAl1m41uThds3kXuDLrInNnmUcBChZqduTijG3san1/PU9hlpoVu/5Ye3bk4nRdrUcwsDmCqY2B6InZ9FUEJ+jpZr5cHFfyM3fW647cIJHZwMwWaeAuBJ7iXwkh8hCsSr4zsoUNovw8GA/MpsG65F/h3/AfU9GXB6FvKXLdgRXamuiJ9SJX8v9JaU8mZBMipxS8QObKBgE25jYrfmcZ/a5ZhGNNsMt/Sd5yApFTcVPSRnHQL2Z9DuxEv29jHKvDBNsSj14Lt+xA5DSiqWWe2NIgOHQBbNY9en7+F36rbPvCL28qlU/8XBE5ifcDs68f3la+f/hq9rFywDt7V/kd7BGSdWzzWAVQpQeRU4h6NoYTxAEOSQMcq00SW/LIX6vdkRNwwb9fVfKWyU7rf4OlRnYUOez8go8W2002UdRkKz8tfIgccobB9z0mCYcoqjPByg1rEPnPUhvhvtVYB3YqO+n//FjkP1tYhPs2YQ2o5xeyoTvwFms+WYXInzmjEYGdVcZbrtGvenmlb8NpswGR/2pmY9y3+irYeaPfZmc77h0OIfJnzmhqDj3/Z19fpav1QybIeWw+zvjYL4GIc04jAmsNZFyj36ZbwCKx0ebK0Mc+oX4RZOMMp+Y02AZCcr1FLeE1NsLW0jUnIfZoUUVf/sJDmZoTcgLU2Wrwxp0HW/xreiF2DbXIKxvnOCLQYzWh51dJ3y1f/VH0q9RdTzlW8JCe8ZaFvc6WC/2EIXb47V+iX8uP1P+25EhRLy687K/EJ3rGW4NDev4yyjfwyf1nxybkoedv3qKnnT1yhGBhFhe26KzFp3mgbUiytV6z9X+wdy67zRNRHJ+eoxnfks9ubCeNLVdRnCqpitqEKouWN+AFkNiyZMsDgNiwYQ+CJUhsQGwRr8AC1vAw2OMZZ9I6N0MT152fPqlu4qTf4j/jM+fqg735MMDpgUuIuNvWmT2aQ7jAO8Sumpt2njFHfDjNjDcKqdjFXRnRrSxX4URiDYQQk5BfC8KFfgBodsRnh0ZXyFxNyuwi3p5kxps81VoQjSAklQTgludaS76gFOuaNkDEdIhLwzmvPr7i+Urm10L4UvqnmPHmpuXGzrf2KqyyXiWFqHwIuNI4cilQKqRv2trn88bp44XoB3iFs4d+ucfPhcw5Uvjqa0NyVEy+ictAbjXy6GuDRcEnxOcWEitWymMEMGJmzKU/obAeE3C0B+itcYk4eMi3/nvMmV29y5hJqV8PhfAVOvK10xDC5pT8GEJxru3lN4largCCxyUFSPmbMURhBBCA6hplESyJ5i1hICaIF50EcdrhPQA50waPdqDQ21y56Amjh2/0Y/CF2Z+R9pgMeQGkPuFrQ7IAgEgfft8SN5gUG/twXmzyN5wOaS4B+FuSHORhOICg7EliQ+yaarS3x4oyx1W0gIZ0l/Qd7R1tE/ygaiT4Xp+8Fnxg25IcuLHDN3pPmvKmSVQYN3OUTd8HCImzQ/psrAMDLUJOcXg9us+wtz0PXO7E55e5nrfAqHjfLOwnFm+Vvg2gpd8eLl7j4B5/W736iKtfRH3ZjuL28Vo+J4u3VDZ6QF0t/dZwjkPSKhhAGcm1dyYop2ARxxtDysp1s8Wj5BBLS78tXOINaRcxBBBL693d2dGEUgBIHWXdVONQ/mWWzvxsB33EV2Xg70FPSUtOzd3rBFLPWY8HVMEiCMRa0WNa2kDePKFlOLDS5m6N+j3nWTygigXETJr7AakBM4lA50w0AD6yquGcHcpH8N1Zbb6v/vAX8NGH4vJD+Ojzs8P5uezz/82fZ5pT8wP+c9Yw/o84l/ffih4rPfmuYhBZdZqDUlZe6V3/1JwjNjlUWxMLfFKb6o5tHtjq99u1Th89GS3WjUBPhNFNuoQza51jJ4fR/7ZuRs/McX89t42CWWMEgCyPGQPoYRcnoN9NyorCm5YO4Xf/YzxAbNLj0ucTQe8/mlMBBClYxcpKLV0YfHz6mJFcIV7l180/3h4d6dd0IEOIvycCXRIH6OFbvmlBVKwii9iwIJrjconTrlGUVfGhzZoNec42eGFAufgfZUpn/TNuAAEhaVEqQwkxqe77dmQMGbjqIs5w2OAU/BMh85zdYpsPvRQygqpZFsRcjJePe2/5IjN0xA0nF8ba3jkiauDqnE/m11T7NU0KYVmkmCpWuXLGdSlk0H3Eb4MnPiWnesU6B+KlMbpGdeCqM0yIZoNfcz3VjVXcsowARn4vBgDb3FlOQJmwebJ/MtCsu5+8FNKRM+srufjvkZKOtnU2pi4DZTu0LGp6ielSoBOyDRatxjiWDlGLAtWjXl6G/sMMM+5w0CGC+9eYi3902B4FKCl4bNXNEyKHPMNRNM7KphEjonT+sd/PMSs+61b8t/jNOltuB513XPZJ1zCmpfSvW+q//7+JdwdZQ1WBfgpiIahEELlmIXBz9ajwle+gwOH3rcGi57Eyi9+tIwFb6VzdI+Lw8trgxv2llP4FzolmN71DE2tYD2DskzXMQtQUqEVK7HjtY4Gdw32nE1XRy1WCgztx5BMizu5N9cl4I8atkL3qxB90+4Scazfmfji9wz8SPz2yuhDwgMBIfdWySAX8vrGvfJRK31JYhNMmFGhxrNDDADaSIN5ddZ71ksLZQ9LKLJ2m4FLgSGVGXLuhT/YijAGWrCwwCEWCg0nBppATsFVMTFPFHIcVKQk8Wad95VeNwrSB4wljhx5qYgG1WOH290QIgEUw4hGFlC+gQzf90CqvHknbOd8UnzKy7mmtK79qICZQJoydOitnYWU/7GLj98kSYlaVML0XbFFOkPF5xK3VZ+P+YJtFo638I2BDTxo7h2LZivumB5ErpavCKPh7W19jJroJpZBh57QtV864v/2AEGOGOjB7YnygwtipAbNG0vHJ0g15/D2wlftJNY4NMDJjWMhuQqYbQ4F36HpsdpuVLiIOkgTv9L5+amKwhLFTD0cuISHSLZu+E4FDqpgA0FC2jluKJGvmZ4SHNgyyoNmTtBNMpog4bGFx4WvDgrFq7NRnZJMKlERPh0KlLJ1IRtb8wk2kLg/+61Y8O8eVtze7ywrPPu7Ppzo5oQGkECrGTn1MtvEP0LAQfpyCW7Xhp/4qNPB0kw92ZEgvocA2C+HHjfajdnFKNA3BBdt7MbVIL9DCdCiMWAjUrNzwJaNnNhPj1v/jkla6e5gNNPR936IAE95M0Wx0xkSiU9GaA6NAX7TGXM77CriyFxUbvqrz+NnCoRBRKFiETzOGpDHEPBDPiwYNVe3Onxs7+mTbHHoAlLwsbAQQKI3QBf4YoMeIisMqc6xj1yncPX6l8GUintWoM+4tDp7ovKudmU2CwRFM49ArLXlGSLlNxw7ZjSWTQ01vTdWmEL6kZxWLqyG5QreImGhjp8kEx2yoY0tDPsw3/MOP4701G8rZ0bTuFJz3pfBvhnitjZ0GY6bkeDgAeSW8uQCwnTqBN3N1bh6x6r9AyQk5R5y965Db3Gc/x3tDGzsNxidHxEoBgNatbgxESJgnQm8Jzp2M/gBzBkWwaopX2tjRSBwv5vt1HRjNZe0LX6jKgZ1EHfIiGDN8j2TpliJK20HsvBVj50yzBx9+X/eTv2QN0r8B+G7LF3z+EYge6tvu+ejbL87+fz7Fu0/yn599dsb5Cn86k3yJP561B6I5MjZk9NgOk2gisarvXBTdh+TOz9xHUpuHdzkfGEW9SYeoGHc418aO5v/ApDuPxg6o2K5ZdVL23RjKhKExLzZgNb2XgqR7jc/EfV6+9K7dxo7mxXFdsoveihFI1BZbY+4dNYtSfLYAiGMoKm0OLyTH4U3OFHOuyFPmQvq3qLd8zTFh1ohCwWQVtk6VUvzCz2S6o6KnitJVaLfb3piV9o3RTfC96pT8rha+5jTIFlu+NJh8tRjMNpVKG87O3Oh+gji76gjhSwyDVEv/3S0OdQ98zYnwUwDeUddW0zXMUaiujzCwM+Id0n8Y4HCIOXcdspOurkXRnJYeN+a9PRKZgzXpOw5R6V8gJkbmtr/DqbGlUMF0pPS18DUnRdb3uvsEi6lPBCGNnoRph9cb+xxP6Dgsr4jgWgtfc2pMaxSTPQjK6jDryVq5xPcM4lRHCvwIMhasqLlpTqmARrM3AVcwF76t1pL1EX/1xlzgz3rregCp71Kgbn7lwZhoNK8OruBc+N5aLdklfg25rEcAandpXjIJRZxgJOLM6ZZN36e224xCAo1GRSg4ArBI98tVLdkniH+lniMjBYKxt6RKtCyksSMbW1RjiTXT5E4RmrdLyGt7H/C+7J0Sfo1fuxXdpTNiRcZMbWFXLfzAEtMstfg1zYN5Fk/MmRc9cy37d/zj88pqS9fcMnOsQvjeas2M7ZzJTr+UvWx/q13NyegYzzPSrnDwIYAXAcDfeHNw31IV5/0MV/H6+F4KBZG/dl8OW8k+AjHc8v0Scij66aLZMr9nZjwR/rBL3sObHmSMPt4xz2TXpm9BgbUmSD8jVIc4MQ84kbyDAtAg9FJQoYc9AxwbxvqpoXnOB7f3mKNKv5Pw8Os5Ds7iIGTkAm9qVtxL4cd2hrVpiJNryup8O4PCsnhrDCLHwvHskiK9dK0K4XFLUcJELhezrI3bv1U7szyrwR28NP9F9gPk83uMKc465Wsi4Sbf9MUDwDi44t521HPt9k2Zu3vK6nyHglUsn3hLRJqzcB1rSRVHa2UzO6cXy5xV5sG+RQnMWhR/Q4u/dXRy2U+LsVXFeE5DLoW+KDAZGFz4nTruoYlyrt2K8JNSd7VUHEK2JBqZ7loVQqwUJSzYunRTXzYtgsjnxTgeXziTXXKeFN8cg8TTC6AtdBGncy5xKf0EMX9tpfMEL0VK8iHIzXU8yfD2ymYIAzoy1xrqFvLfXYUQu+bq16DsbmFai3W5+ikPU8QOT+Uop/2Z7iTHIWvwJTKy2FoS9zgkmjbQRbwkKpcol4Kas1BL+FJqHKvOfIOIglUzDGc73CckpLveUNJdm5PpeBFwZIBBbYTnV0zW1Nv+K6bzcHH7gVEKX+WmaxCBshqmHVKTwiYJ67VZgaB+GE6RvYoTmM/mZNKglxFQgNIF5HhVjfD4J2KieZ3k/ktOcrVfnWA/z8U/AU59kTEvd4WyfR4PqReu2iGl3AVkLcewqRGeaftE8yrpFvPH51PEfQtk5wY5CcqO/WKhK7OiF1hG6mmBt4wuYnJdbOXdRFeGV+dK9HTItxUYxprw9bRlzdvgejAztPA1b41+goizTin8G6LRvAHyJiHzPDTLF4Hu+aR5G3RmiIlRZCXwRaCFr2kfnX55VRg3xjvEu2t+leAgXwS6r+s6un9+C/jkU8Sfvsp613c/vUO8++Gzs9+ynz98It7O3r377Uzz39H985vFtWj6d8/TLPkV4vSclFze6A1f8y97d7DqOgiEAViYxWxiwY3ahdlJExrSQLoJef/3umhyNbaXc+GsGvt/i0JKl8Ng/+hYCV0M/Rt0HPpHt3s4T+IfdEWMA1VajBnXUPaLJbrKt8W+FgD1aSxFrgufLZYyUCdmUQixjdJx29nVSdQ91Mp2/JLT+/iFlr0AqJYn6rho+LiHBL6AJIqvYXPDx/oGasPS2WTkfT6C5L301xENH2rBz0Q6KphFCJ6p3eYiLM4QGj7UQS8dFYZJJQOR1W4/B9tu80Bw/Q6c3172Q/KaUPbXkFtqEbVuwuspOL/Gd/E0+I9xPLdEWNZDRRq7DUEQ/6OwqR4qcgllj7dQ8GWQycN34XW0ATJ5qJR+BnlIcRHWI5OHOuWIfvZNeMwVf5tUgEweatJcbJAj+ngqMD86iTgeToD5VyOKY2jDIlL+gQ30cDJq7vTxsaPA9MWZKDOuh7um2l4F4qhBdAlnwmOo6yY9evrL6jjKJnNb2Xss3uH8whSPe94T389E29gOeSWzqDmdidrm0N/uKHs4GR7tuy5O8eA2lj5Le7gvhx1RMcpGT9hHBh9MP5OmbO7v0hSPlsylC4+TyNQDo2zgJHLCnv6XpgY+qH/gw12B9JrNMHo8fJDGj+v7d4eEPXmE4reBCd38R77tEUnC59rTdDMe2vNaJOzFr+832gxo3/CnXft3SSAMwDj+QO8YgUuNN0UgXAVBd1BqZVLRD6uDoCCi6OfioOQgRLT0D0TOYntD0BIENrW01tb/UvcKSbjIc1hHPR+4F3X5IjyoHMbUxPBYT0dGBkeH2l9LWGjTnwjpb2MSXaKvC4YHOp1979dNRkt32OWnPPd0xcv7jRGJD4iIiIiIiIiIiIj8L/snZjmztG5WF+zhBaZ+DRbfTRpjXND49/tmSlcg8F0g5diLxme9wBR/4+02ZxUv6d2NdM5fnE9N2mPzrgIe3wXOHgtg8d1yDr4DAt/Npi+d8AKLzyLvZhv8AvluOKsYyjtJB+OuPU6fzHIGLL4L1Iqg8N1WnMB3vfOUE15g8VkA2UYBLL7bnFXc7G1lWiPwXTxcgMV3uY/86N1ydSPtgsB3gaRjLx6f3ZwrTYHFd5uzihnvcBvfPv5qLmh8975UAY3vekH99RYEvssvP3r2U34aNL5rZxUvB0c7gD+NtUl7lKvwc2Dx3fAhj++OF5F3QOC7/PKjZ8u58AmN79pZxcuxMcadmTMrs/bwAkN8HUbvckuI3qVvdvBdfvnRs15A/d6O3rWzEhERERERERERERERERGRP+4D/CjjE9sBwnEAAAAASUVORK5CYII=)

No entanto, para casos em que a base de clientes seja composta por um grande número de clientes corporativos, talvez seja preciso suportar XML de qualquer maneira. Se for o caso, uma nova pergunta se apresenta: o media type deve mudar baseado em Accept headers ou com base em URLs? Para assegurar a explorabilidade através de navegadores, **deve ser com base em URLs**. A opção mais sensata, aqui, seria acrescentar uma extensão “.json” ou “.xml” no URL do endpoint — ou tratar JSON como default e usar “.xml” quando se quer retorno em XML.

## snake\_case x camelCase para nomes de campos

Quando se está usando usando JSON como o formato de representação primário, a coisa “certa” a fazer é seguir convenções de nomenclatura de JavaScript, e isso significa **camelCase para nomes de campo**. Se, em seguida, surgir a necessidade da construção de bibliotecas de clientes em várias línguas, é melhor usar convenções de nomenclatura idiomáticas — camelCase para C# e Java, snake\_case para Python e Ruby etc.

Como curiosidade, [estudos apontam que snake\_case é 20% mais fácil de ler do que camelCase](http://ieeexplore.ieee.org/document/5521745/?reload=true&tp=&arnumber=5521745) — o que também provoca impacto na legibilidade e explorabilidade da API na documentação.

## Usar “pretty print” por padrão e garantir que gzip é suportado

Uma API que fornece saída compactada em espaço em branco (white-space compressed output) não é muito divertida de se olhar a partir de um navegador. Embora algum tipo de parâmetro de consulta (como ?pretty=true) possa ser fornecido para permitir **pretty print** (ou “impressão bonita”), uma API que a imprime por padrão é muito mais acessível. O custo da transferência de dados extra é desprezível, especialmente quando comparado ao custo de não implementar gzip.

Considerem-se alguns casos de uso: se um consumidor de API estiver depurando e imprimindo dados que recebeu da API, estes serão legível por padrão, ou; se o consumidor pegou o URL que seu código estava gerando e o acessou diretamente do navegador, este será legível por padrão. Estas são apenas pequenas coisas e pequenas coisas é que tornam uma API agradável de se usar!