1. Steps to install java

Step 1: Download JDK

Goto Java SE download site @ http://www.oracle.com/technetwork/java/javase/downloads/index.html.

Under "Java Platform, Standard Edition" ⇒ "Java SE 8u{xx}", where {xx} is the latest update number ⇒ Click the "JDK Download" button.

Under "Java SE Development Kit 8u{xx}" ⇒ Check "Accept License Agreement".

Choose the JDK for your operating system, e.g., "Windows x64" (for 64-bit Windows OS) or "Windows x86" (for 32-bit Windows OS). You can check whether your Windows OS is 32-bit or 64-bit via "Control Panel" ⇒ (Optional) System and Security ⇒ System ⇒ Under "System Type".

Step 2: Install JDK and JRE

Step 3: Include JDK's "bin" Directory in the PATH

Windows OS searches the current directory and the directories listed in the PATH environment variable for executable programs. JDK's programs (such as Java compiler javac.exe and Java runtime java.exe) reside in directory "<JAVA\_HOME>\bin" (where <JAVA\_HOME> denotes the JDK installed directory). You need to include "<JAVA\_HOME>\bin" in the PATH to run the JDK programs.

To edit the PATH environment variable in Windows 7/8/10:

Launch "Control Panel" ⇒ (Optional) System and Security ⇒ System ⇒ Click "Advanced system settings" on the left pane.

Switch to "Advanced" tab ⇒ Push "Environment Variables" button.

Under "System Variables" (the bottom pane), scroll down to select "Path" ⇒ Click "Edit..."

Step 4: Verify the JDK Installation

Launch a CMD shell via one of the following means:

Click "Search" button ⇒ Enter "cmd" ⇒ Choose "Command Prompt", or

right-click "Start" button ⇒ run... ⇒ enter "cmd", or

(Prior to Windows 10) click "Start" button ⇒ All Programs ⇒ Accessories (or Windows System) ⇒ Command Prompt, or

(Windows 10) click "Start" button ⇒ Windows System ⇒ Command Prompt

Step 5: Write a Hello-World Java Program

Create a directory to keep your works, e.g., "d:\myProject", or "c:\myProject", or any directory of your choice. Do NOT save your works in "Desktop" or "Documents" as they are hard to locate. The directory name shall not contain blank or special characters. Use meaningful but short name as it is easier to type.

Launch a programming text editor (such as TextPad or NotePad++ or Sublime Text). Begin with a new file and enter the following source code. Save the file as "Hello.java", under your work directory (e.g., d:\myProject).

step 6: Compile and Run the Hello-World Java Program

1. Steps to install eclipse

Click Eclipse

it is critical that Java, Python, and Eclipse are either all 32 Bit or are all 64 Bit (and only if your Machine/OS supports 64 Bit): I think it easiest to use 32 Bit for everything.

Click the Windows 32 Bit Operating System for your machine, under the heading Eclipse Standard 4.4 (right under Package Solutions).

Click the orange DOWNLOAD button. The site named here, in orange to the right of the button: United States - Columbia University (http) is the random one chosen by the download page this time; yours may differ.

Terminate the window browsing the Eclipse download.

Move this file to a more permanent location, so that you can install Eclipse (and reinstall it later, if necessary).

Start the Installing instructions directly below.

1. Steps to create work space

Press the Next button and then Browse for the old projects you would like to import. Check "Copy projects into workspace" to make a copy. In Preferences->Workspaces, make sure that 'Prompt for Workspace on startup' is checked. Then you'll be prompted for a workspace to open

1. Steps to create project

Install the Eclipse IDE for Java Developers. ...

Click "File" → "New" → "Java Project". ...

Give the project a name. ...

Select the location for the project files. ...

Select Java Runtime Environment (JRE) you want to use. ...

Select your project layout. ...

Click "Next" to open the "Java Settings" window.

Use the Source tab to define your build path.

Use the Libraries tab to add libraries to the project.

Click "Finish" to start working on your new project.

1. Create java file/class

Ensure the source folder and package are correct.

Enter the class name.

Select the appropriate class modifier.

Enter the super class name or click on the Browse button to search for an existing class.

Click on the Add button to select the interfaces implemented by this class.

Examine and modify the check boxes related to method stubs and comments.

Click the Finish button.

1. What is main method will do?

All Java applications begin processing with a main() method;

Each statement in the main executes in order until the end of main is reached -- this is when your program terminates;

What does static mean? static means that you don't have to instantiate a class to call the method;

String[] args is an array of String objects. If you were to run your program on the command line, you could pass in parameters as arguments. These parameters can then be accessed as you would access elements in an array: args[0]...args[n];

public means that the method can be called by any object.

1. Creating property/data members?

Properties is a subclass of Hashtable. It is used to maintain lists of values in which the key is a String and the value is also a String.

The Properties class is used by many other Java classes. For example, it is the type of object returned by System.getProperties( ) when obtaining environmental values

public static void main(String args[]) {

Properties capitals = new Properties();

Set states;

String str;

1. What is data type and different data types?

There are two data types available in Java −

Primitive Data Types

Reference/Object Data Types

Primitive Data Types

There are eight primitive datatypes supported by Java. Primitive datatypes are predefined by the language and named by a keyword. Let us now look into the eight primitive data types in detail.

byte

Byte data type is an 8-bit signed two's complement integer

Minimum value is -128 (-2^7)

Maximum value is 127 (inclusive)(2^7 -1)

Default value is 0

Byte data type is used to save space in large arrays, mainly in place of integers, since a byte is four times smaller than an integer.

Example: byte a = 100, byte b = -50

short

Short data type is a 16-bit signed two's complement integer

Minimum value is -32,768 (-2^15)

Maximum value is 32,767 (inclusive) (2^15 -1)

Short data type can also be used to save memory as byte data type. A short is 2 times smaller than an integer

Default value is 0.

Example: short s = 10000, short r = -20000

int

Int data type is a 32-bit signed two's complement integer.

Minimum value is - 2,147,483,648 (-2^31)

Maximum value is 2,147,483,647(inclusive) (2^31 -1)

Integer is generally used as the default data type for integral values unless there is a concern about memory.

The default value is 0

Example: int a = 100000, int b = -200000

long

Long data type is a 64-bit signed two's complement integer

Minimum value is -9,223,372,036,854,775,808(-2^63)

Maximum value is 9,223,372,036,854,775,807 (inclusive)(2^63 -1)

This type is used when a wider range than int is needed

Default value is 0L

Example: long a = 100000L, long b = -200000L

float

Float data type is a single-precision 32-bit IEEE 754 floating point

Float is mainly used to save memory in large arrays of floating point numbers

Default value is 0.0f

Float data type is never used for precise values such as currency

Example: float f1 = 234.5f

double

double data type is a double-precision 64-bit IEEE 754 floating point

This data type is generally used as the default data type for decimal values, generally the default choice

Double data type should never be used for precise values such as currency

Default value is 0.0d

Example: double d1 = 123.4

boolean

boolean data type represents one bit of information

There are only two possible values: true and false

This data type is used for simple flags that track true/false conditions

Default value is false

Example: boolean one = true

char

char data type is a single 16-bit Unicode character

Minimum value is '\u0000' (or 0)

Maximum value is '\uffff' (or 65,535 inclusive)

Char data type is used to store any character

Example: char letterA = 'A'

Reference Datatypes

Reference variables are created using defined constructors of the classes. They are used to access objects. These variables are declared to be of a specific type that cannot be changed. For example, Employee, Puppy, etc.

Class objects and various type of array variables come under reference datatype.

Default value of any reference variable is null.

A reference variable can be used to refer any object of the declared type or any compatible type.

Example: Animal animal = new Animal("giraffe");

1. What is variable?

Variables are nothing but reserved memory locations to store values. This means that when you create a variable you reserve some space in the memory.

1. Creating method with void?

Considering the following example to explain the syntax of a method −

Syntax

public static int methodName(int a, int b) {

// body

}

Here,

public static − modifier

int − return type

methodName − name of the method

a, b − formal parameters

int a, int b − list of parameters

Method definition consists of a method header and a method body. The same is shown in the following syntax −

Syntax

modifier returnType nameOfMethod (Parameter List) {

// method body

}

The syntax shown above includes −

modifier − It defines the access type of the method and it is optional to use.

returnType − Method may return a value.

nameOfMethod − This is the method name. The method signature consists of the method name and the parameter list.

Parameter List − The list of parameters, it is the type, order, and number of parameters of a method. These are optional, method may contain zero parameters.

method body − The method body defines what the method does with the statements.

1. creating method with return data type, we can return int/string/double/float/date etc

tatic <T extends Number> T parseString(String str, Class<T> cls) {

if (cls == Float.class) {

return (T) Float.valueOf(str);

} else if (cls == Integer.class) {

return (T) Integer.valueOf(str);

}

1. method that will return hardcoded value

public final String value;

public final int index;

public ReturningValues(String value, int index) {

this.value = value;

this.index = index;

}

}

1. Create default/paramterzied constructors

A constructor with arguments is known as parameterized constructor.

Consider the below code: Here I have declared three constructors: one is default and two are parameterized. As you can see when we created the objects of class, these constructor got invoked, based on the parameters (or arguments) we provided during object creation.

class Example{

//Default constructor

Example(){

System.out.println("Default constructor");

}

/\* Parameterized constructor with

\* two integer arguments

\*/

Example(int i, int j){

System.out.print("parameterized constructor");

System.out.println(" with Two parameters");

}

/\* Parameterized constructor with

\* three integer arguments

\*/

Example(int i, int j, int k){

System.out.print("parameterized constructor");

System.out.println(" with Three parameters");

}

public static void main(String args[]){

//This will invoke default constructor

Example obj = new Example();

/\* This will invoke the constructor

\* with two arguments

\*/

Example obj2 = new Example(12, 12);

/\* This will invoke the constructor

\* with three arguments

\*/

Example obj3 = new Example(1, 2, 13);

}

}

1. method that will return property value

Add and remove a property named "color":

$("button").click(function(){

var $x = $("div");

$x.prop("color", "FF0000");

$x.append("The color property: " + $x.prop("color"));

$x.removeProp("color");

});

1. creating method with return data type and parameter

A method returns to the code that invoked it when it

* completes all the statements in the method,
* reaches a return statement, or
* throws an exception (covered later),

Any method that is not declared void must contain a return statement with a corresponding return value, like this:

return returnValue;

The data type of the return value must match the method's declared return type; you can't return an integer value from a method declared to return a boolean.

The getArea() method in the Rectangle Rectangle class that was discussed in the sections on objects returns an integer:

// a method for computing the area of the rectangle

public int getArea() {

return width \* height;

}

1. creating static property:

private static methods as the membeers that belong to the class and not of any instance of the class.

Static member of the class are called even before the object of that class are created.

Like the most common example, you want to know how many of the instance of the Dog class is created. To find out this we write the code as follows.

public class Dog

{

private static int count; //static member

public Dog()

{ count++;

}

public static void main(String a[])

{ Dog d=new Dog();

Dog dd=new Dog();

new Dog();

Dog.display();

}

private static void display()

{

System.out.println(count);

}

}

1. creating static method?

Static methods in java belong to the class (not an instance of it). They use no instance variables and will usually take input from the parameters, perform actions on it, then return some result. Instances methods are associated with objects and, as the name implies, can use instance variables.

public static int max3(int a, int b, int c) {

int max = a;

if (b > max) max = b;

if (c > max) max = c;

return max;

}

public static double max3(double a, double b, double c) {

double max = a;

if (b > max) max = b;

if (c > max) max = c;

return max;

}

1. create static block

* If you're loading drivers and other items into the namespace.
* If you need to do computation in order to initialize your static variables,you can declare a static block which gets executed exactly once,when the class is first loaded.
* Security related issues or logging related tasks.

static {

// whatever code is needed for initialization goes here

}

1. creating object

There are four different ways to create objects in java:

A. Using new keyword. This is the most common way to create an object in java. ...

B. Using Class.forName() If we know the name of the class & if it has a public default constructor we can create an object in this way.

C. Using clone() ...

D. Using object deserialization.

Point originOne = new Point(23, 94);

Rectangle rectOne = new Rectangle(originOne, 100, 200);

Rectangle rectTwo = new Rectangle(50, 100);

1. calling method with void

* A method is the equivalent of a function in languages like C which helps in code reusing. A set of statements make a method, and this method can be invoked through other statement. When invoked (called) , all the statements that are a part of the method would be executed. For instance, look at this method: "public static void methodExample() {}". It currently has no code in it, but there are three keywords before the method name. There is public, static, and void
* he word public before the method name means that the method itself can be called from anywhere which includes other classes, even from different packages (files) as long as you import the class. There are three other words that can replace public. They are protected and private. If a method is protected, then only this class and subclasses (classes that use this as a basis to build off of) can call the method. If a method is private, then the method can only be called inside the class. The last keyword is really not even a word. This is if you had nothing in the place of public, protected, or private. This is called the default, or package-private. This means that only the classes in the same package can call the method.
* The second keyword, static means that the method belongs to the class and not any instance of the class ( object ). Static methods must be called using the class name: "ExampleClass.methodExample()". However, if the keyword static was not there, then the method can be invoked only through an object. For instance, if the class was called ExampleObject and it had a constructor (for making objects), then we could make a new object by typing ExampleObject obj = new ExampleObject();, and call the method with "obj.methodExample();".
* The last word before the method name is void. The word void means that the method doesn't return anything (it does not return anything when you run the method). If you do want a method to return something, then simply replace the word void with a data type (primitive or reference type) of the object (or primitive type) that you wish to return. Then just add return plus an object of that type somewhere toward the end of the method's code.
* When calling a method that returns something, you can use what it returns. For example, if a someMethod() returns an integer, then you can set an integer to what it returns with "int a = someMethod();"
* Some methods require a parameter. A method that requires a parameter of an integer would look like someMethod(int a) When using a method like this, you would write the method name, and then an integer in the parentheses: someMethod(5) or someMethod(n) if n is an integer.
* Methods can also have multiple parameters, simply separated by commas. If the method someMethod required two parameters, int a and Object obj, it would look like "someMethod(int a, Object obj)". To use this new method, it would be called by the method name followed by an integer and an Object in parentheses: someMethod(4, thing) where thing is an Object.

1. calling method with no return and parameter

public static int methodName(int a, int b) {

// body

}

Here,

public static − modifier

int − return type

methodName − name of the method

a, b − formal parameters

int a, int b − list of parameters

Method definition consists of a method header and a method body. The same is shown in the following syntax −

Syntax

modifier returnType nameOfMethod (Parameter List) {

// method body

}

The syntax shown above includes −

modifier − It defines the access type of the method and it is optional to use.

returnType − Method may return a value.

nameOfMethod − This is the method name. The method signature consists of the method name and the parameter list.

Parameter List − The list of parameters, it is the type, order, and number of parameters of a method. These are optional, method may contain zero parameters.

method body − The method body defines what the method does with the statements.

1. calling method with return and no parameter

c lass Cell {

int i;

Cell c= new Cell(2);

Cell(Cell clone ) {

this.i = clone.i;

}

Cell(int i ) {

this.i = i;

}

public Cell division(){

Cell tmpCell = new Cell(c);

return tmpCell;

}

}

1. calling method with return and parameter

![Java code showing a method with a  parameter](data:image/gif;base64,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)

1. calling static method

It is a method which belongs to the class and not to the object(instance)

A static method can access only static data. ...

A static method can call only other static methods and can not call a non-static method from it.

A static method can be accessed directly by the class name and doesn't need any object.

Syntax: <class-name>.<method-name>

1. create classes under multiple packages

package package1;

public class Package1Class {

}

package package2;

import package1.Package1Class;

public class Package2Class {

private Package1Class x;

public Package2Class (Package1Class x) {

this.x = x

}

}

1. calling classes under different packages

package jbt.access;

/\*

\* We will try to access the method(With DIfferent Access Modifiers) in this class from Other classes.

\*

\*/

public class JBT {

/\*

\* This method can be accessed from classes within the same package.

\*/

void defaultMethod() {

System.out.println("Inside Method with DEFAULT Access Modifier");

}

/\*

\* This method can be accessed from any class in Java world depend on the

\* visibility of CLASS.

\*/

public void publicMethod() {

System.out.println("Inside Method with PUBIC Access Modifier");

}

/\*

\* This method can not be accessed from outside of class.

\*/

private void privateMethod() {

System.out.println("Inside Method with PRIVATE Access Modifier");

}

/\*

\* This method can be accessed withing same package and subclass in any

\* package.

\*/

protected void protectedMethod() {

System.out.println("Inside Method with PROTECTED Modifier");

}

}

1. write code to handle exceptions with try/catch/finally

public void openFile(){

FileReader reader = null;

try {

reader = new FileReader("someFile");

int i=0;

while(i != -1){

i = reader.read();

System.out.println((char) i );

}

} catch (IOException e) {

//do something clever with the exception

} finally {

if(reader != null){

try {

reader.close();

} catch (IOException e) {

//do something clever with the exception

}

}

System.out.println("--- File End ---");

}

}

1. what is checked exception/unchecked exception

Checked: are the exceptions that are checked at compile time. If some code within a method throws a checked exception, then the method must either handle the exception or it must specify the exception using throws keyword

import java.io.\*;

class Main {

public static void main(String[] args) {

FileReader file = new FileReader("C:\\test\\a.txt");

BufferedReader fileInput = new BufferedReader(file);

// Print first 3 lines of file "C:\test\a.txt"

for (int counter = 0; counter < 3; counter++)

System.out.println(fileInput.readLine());

fileInput.close();

}

}

Unchecked are the exceptions that are not checked at compiled time. In C++, all exceptions are unchecked, so it is not forced by the compiler to either handle or specify the exception. It is up to the programmers to be civilized, and specify or catch the exceptions.

class Main {

public static void main(String args[]) {

int x = 0;

int y = 10;

int z = y/x;

}

}

1. what is final keyword, create final class, final method, final property

class ChessAlgorithm {

enum ChessPlayer { WHITE, BLACK }

...

final ChessPlayer getFirstPlayer() {

return ChessPlayer.WHITE;

}

...

}

Methods called from constructors should generally be declared final. If a constructor calls a non-final method, a subclass may redefine that method with surprising or undesirable results

1. write code for interface and create class to implement that interface

an interface is a reference type, similar to a class, that can contain only constants, method signatures, default methods, static methods, and nested types. Method bodies exist only for default methods and static methods. Interfaces cannot be instantiated—they can only be implemented by classes or extended by other interfaces. Extension is discussed later in this lesson.

Defining an interface is similar to creating a new class:

public interface OperateCar {

// constant declarations, if any

// method signatures

// An enum with values RIGHT, LEFT

int turn(Direction direction,

double radius,

double startSpeed,

double endSpeed);

int changeLanes(Direction direction,

double startSpeed,

double endSpeed);

int signalTurn(Direction direction,

boolean signalOn);

int getRadarFront(double distanceToCar,

double speedOfCar);

int getRadarRear(double distanceToCar,

double speedOfCar);

......

// more method signatures

}

Note that the method signatures have no braces and are terminated with a semicolon.

To use an interface, you write a class that implements the interface. When an instantiable class implements an interface, it provides a method body for each of the methods declared in the interface. For example,

public class OperateBMW760i implements OperateCar {

// the OperateCar method signatures, with implementation --

// for example:

int signalTurn(Direction direction, boolean signalOn) {

// code to turn BMW's LEFT turn indicator lights on

// code to turn BMW's LEFT turn indicator lights off

// code to turn BMW's RIGHT turn indicator lights on

// code to turn BMW's RIGHT turn indicator lights off

}

// other members, as needed -- for example, helper classes not

// visible to clients of the interface

}

1. implement method overloading

class DisplayOverloading

{

public void disp(char c)

{

System.out.println(c);

}

public void disp(char c, int num)

{

System.out.println(c + " "+num);

}

}

class Sample

{

public static void main(String args[])

{

DisplayOverloading obj = new DisplayOverloading();

obj.disp('a');

obj.disp('a',10);

}

}

1. implement method overriding

class Animal {

public void move() {

System.out.println("Animals can move");

}

}

class Dog extends Animal {

public void move() {

super.move(); // invokes the super class method

System.out.println("Dogs can walk and run");

}

}

public class TestDog {

public static void main(String args[]) {

Animal b = new Dog(); // Animal reference but Dog object

b.move(); // runs the method in Dog class

}

35) implementing polymorphism

package MethodOverride;

class Children //parent class

{

public void speak()//define method

{

System.out.println("Children speak in Hindi");

}

}

class Student extends Children//extend parent class

{

public void speak()//override method

{

System.out.println("Students can speak in English");

}

}

class Test

{

public static void main(String[] args)//main method

{ //create object of Children and Student class

Children c1 = new Children();

Student s = new Student();

//call method speak

c1.speak();

s.speak();

}

}

36) How to do inheritance in java (using extend keyword)

Inheritance can be defined as the process where one class acquires the properties (methods and fields) of another. With the use of inheritance the information is made manageable in a hierarchical order.

extends is the keyword used to inherit the properties of a class. Following is the syntax of extends keyword.

Syntax

class Super {

.....

.....

}

class Sub extends Super {

.....

.....

}

Code:

class Calculation {

int z;

public void addition(int x, int y) {

z = x + y;

System.out.println("The sum of the given numbers:"+z);

}

public void Subtraction(int x, int y) {

z = x - y;

System.out.println("The difference between the given numbers:"+z);

}

}

public class My\_Calculation extends Calculation {

public void multiplication(int x, int y) {

z = x \* y;

System.out.println("The product of the given numbers:"+z);

}

public static void main(String args[]) {

int a = 20, b = 10;

My\_Calculation demo = new My\_Calculation();

demo.addition(a, b);

demo.Subtraction(a, b);

demo.multiplication(a, b);

}

37) write code to retrieve items from integer, string array

/\*\*

\* Demonstrates several Java array examples, including a

\* Java int array, and a Java String array.

\* Created by Alvin Alexander, http://alvinalexander.com.

\*/

public class JavaIntArrayExample

{

public static void main(String[] args)

{

new JavaArrayExample();

}

public JavaArrayExample()

{

intArrayExample();

stringArrayExample();

intArrayExample2();

}

/\*\*

\* Create an int array, then populate the array,

\* and finally print each element in the int array.

\*/

private void intArrayExample()

{

int[] intArray = new int[3];

intArray[0] = 1;

intArray[1] = 2;

intArray[2] = 3;

System.out.println("intArray output");

for (int i=0; i<intArray.length; i++)

{

System.out.println(intArray[i]);

}

}

/\*\*

\* Create a String array, then populate the array,

\* and finally print each element in the int array.

\*/

private void stringArrayExample()

{

String[] stringArray = new String[3];

stringArray[0] = "a";

stringArray[1] = "b";

stringArray[2] = "c";

System.out.println("stringArray output");

for (int i=0; i<stringArray.length; i++)

{

System.out.println(stringArray[i]);

}

}

/\*\*

\* Create a Java int array and populate it in one step.

\* Then get the array length and print each element in the array.

\*/

private void intArrayExample2()

{

int[] intArray = new int[] {4,5,6,7,8};

System.out.println("intArray output (version 2)");

for (int i=0; i<intArray.length; i++)

{

System.out.println(intArray[i]);

}

}

}

38) write code to add items to ArrayList collection

import java.util.Collections;

import java.util.ArrayList;

public class Program {

public static void main(String[] args) {

ArrayList<String> list = new ArrayList<>();

list.add("cat");

list.add("bird");

list.add("ant");

list.add("dog");

// Sort the elements alphabetically.

Collections.sort(list);

for (String value : list) {

System.out.println(value);

}

}

}

39) write code to add items HashMap

package bindu;

import java.util.HashMap;

import java.util.Map;

import java.util.Iterator;

import java.util.Set;

public class Details {

public static void main(String args[]) {

/\* This is how to declare HashMap \*/

HashMap<Integer, String> hmap = new HashMap<Integer, String>();

/\*Adding elements to HashMap\*/

hmap.put(12, "Chaitanya");

hmap.put(2, "Rahul");

hmap.put(7, "Singh");

hmap.put(49, "Ajeet");

hmap.put(3, "Anuj");

/\* Display content using Iterator\*/

Set set = hmap.entrySet();

Iterator iterator = set.iterator();

while(iterator.hasNext()) {

Map.Entry mentry = (Map.Entry)iterator.next();

System.out.print("key is: "+ mentry.getKey() + " & Value is: ");

System.out.println(mentry.getValue());

}

/\* Get values based on key\*/

String var= hmap.get(2);

System.out.println("Value at index 2 is: "+var);

/\* Remove values based on key\*/

hmap.remove(3);

System.out.println("Map key and values after removal:");

Set set2 = hmap.entrySet();

Iterator iterator2 = set2.iterator();

while(iterator2.hasNext()) {

Map.Entry mentry2 = (Map.Entry)iterator2.next();

System.out.print("Key is: "+mentry2.getKey() + " & Value is: ");

System.out.println(mentry2.getValue());

}

}

}

40) write code to retrieve items HashMap

HashMap<String, String> facilities = new HashMap<String, String>();

Iterator i = facilities.entrySet().iterator();

for(Entry<String, String> entry : facilities.entrySet()) {

String key = entry.getKey();

String value = entry.getValue();

System.out.println(key + " " + value);

}41) Write code to add items to hashset

HashSet extends AbstractSet and implements the Set interface. It creates a collection that uses a hash table for storage.

A hash table stores information by using a mechanism called hashing. In hashing, the informational content of a key is used to determine a unique value, called its hash code.

import java.util.\*;

public class HashSetDemo {

public static void main(String args[]) {

// create a hash set

HashSet hs = new HashSet();

// add elements to the hash set

hs.add("B");

hs.add("A");

hs.add("D");

hs.add("E");

hs.add("C");

hs.add("F");

System.out.println(hs);

}

}

42) Write code to retrieve items to hashset

MyObject findIfPresent(MyObject source, HashSet<MyObject> set)

{

if (set.contains(source)) {

for (MyObject obj : set) {

if (obj.equals(source))

return obj;

}

}

return null;

}

43) write code to connect to JDBC to get rows from employee table

package test;

import java.sql.Connection;

import java.sql.DriverManager;

import java.sql.ResultSet;

import java.sql.SQLException;

import java.sql.Statement;

//import com.mysql.jdbc.Driver;

public class MySqlJdbcTest {

public static void main(String[] args) {

Connection conn = null;

Statement stmt = null;

ResultSet rs = null;

try {

// new com.mysql.jdbc.Driver();

Class.forName("com.mysql.jdbc.Driver").newInstance();

// conn = DriverManager.getConnection("jdbc:mysql://localhost:3306/testdatabase?user=testuser&password=testpassword");

String connectionUrl = "jdbc:mysql://localhost:3306/testdatabase";

String connectionUser = "testuser";

String connectionPassword = "testpassword";

conn = DriverManager.getConnection(connectionUrl, connectionUser, connectionPassword);

stmt = conn.createStatement();

rs = stmt.executeQuery("SELECT \* FROM employees");

while (rs.next()) {

String id = rs.getString("id");

String firstName = rs.getString("first\_name");

String lastName = rs.getString("last\_name");

System.out.println("ID: " + id + ", First Name: " + firstName

+ ", Last Name: " + lastName);

}

} catch (Exception e) {

e.printStackTrace();

} finally {

try { if (rs != null) rs.close(); } catch (SQLException e) { e.printStackTrace(); }

try { if (stmt != null) stmt.close(); } catch (SQLException e) { e.printStackTrace(); }

try { if (conn != null) conn.close(); } catch (SQLException e) { e.printStackTrace(); }

}

}

}

44) Difference between string, string buffer, string builder with example

String is immutable, if you try to alter their values, another object gets created, whereas StringBuffer and StringBuilder are mutable so they can change their values

String

String demo = " hello " ;

// The above object is stored in constant string pool and its value can not be modified.

demo="Bye" ; //new "Bye" string is created in constant pool and referenced by the demo variable

// "hello" string still exists in string constant pool and its value is not overrided but we lost reference to the "hello"string

String buffer

StringBuffer demo1 = new StringBuffer("Hello") ;

// The above object stored in heap and its value can be changed .

demo1=new StringBuffer("Bye");

// Above statement is right as it modifies the value which is allowed in the StringBuffer

String builder

StringBuilder demo2= new StringBuilder("Hello");

// The above object too is stored in the heap and its value can be modified

demo2=new StringBuilder("Bye");

// Above statement is right as it modifies the value which is allowed in the StringBuilder