**Java and Android Basics**

* **Name some oops concept in JAVA?**
* { Abstraction
* Encapsulation
* Polymorphism
* Inheritance
* Association
* Aggregation
* Composition}

1. **Can we inherit multiple classes to a single class? :- No , We can use interfaces.**
2. **What is the diamond problem?** { This leads to the ambiguity as compiler doesn’t know which superclass method to execute. Because of the diamond shaped class diagram, it’s referred as Diamond Problem in java. Diamond problem in java is the main reason java doesn’t support multiple inheritance in classes.}
3. **Used ENUM, what is it? should we use them in android? if yes or no.. why, why not?**
4. **Can we declare a class as static? (ans -> no, only inner classes can be static)**
5. **String vs StringBuilde vs StringBuffer?**

Answer:

1. String is immutable whereas StringBuffer and StringBuider are mutable classes.
2. StringBuff+er is thread safe and synchronized whereas StringBuilder is not, thats why StringBuilder is more faster than StringBuffer
3. String concat + operator internally uses StringBuffer or StringBuilder class.
4. For String manipulations in non-multi threaded environment, we should use StringBuilder else use StringBuffer class.
5. **What is Context in Android?**
6. **What is Application?** {The Application class in Android is the base class within an Android app that contains all other components such as activities and services. The Application class, orany subclass of the Application class, is instantiated before any other class when the process for your application/package is created.}

**Activity Lifecycle**

1. **Name main lifecycle methods of an Android activities**
2. **What happen in activity and in fragment if you rotate screen.**
3. **Scenario in which only onDestroy is called for an activity without onPause() and onStop()?** {If finish() is called in the OnCreate method of an activity, the system will invoke onDestroy() method directly.}
4. **Why would you do the setContentView() in onCreate() of Activity class?** {As onCreate() of an Activity is called only once, this is the point where most initialisation should go. It is inefficient to set the content in onResume() or onStart() (which are called multiple times) as the setContentView() is a heavy operation.}
5. **Which method is called only once in a fragment life cycle**? {onAttached}
6. **Launch modes in Android? {**standard, singleTop, singleTask,SingleInstance}
7. **how and where can we define them?** {Manifest and intent flags}

**Service**

1. **Have you worked on background services? why and when should we basically use it?**
2. **Can we give service same priority as a foreground Activity, if yes how?**
3. **difference in Service and Intent service ?** { Service is the base class for Android services that can be extended to create any service. A class that directly extends Service runs on the main thread so it will block the UI (if there is one) and should therefore either be used only for short tasks or should make use of other threads for longer tasks.}

IntentService is a subclass of Service that handles asynchronous requests (expressed as “Intents”) on demand. Clients send requests through startService(Intent) calls. The service is started as needed, handles each Intent in turn using a worker thread, and stops itself when it runs out of work. Writing an IntentService can be quite simple; just extend the IntentService class and override the onHandleIntent(Intent intent) method where you can manage all incoming requests.}

**Broadcast Receiver**

1. **what is BroadcastReceiver?**
2. **examples where we can use it?**
   1. **what is PendingIntent?**

**Intent**

1. **what is intent? do we have different forms of it?** {Explicit - internal activities & Implicit - no specified component, just information}
2. **what is the most common use of intent, can we launch every component of android app using intent**? {Content resolver can’t be launched}
3. **can we send an Object inside Intent, if yes how?**
4. **what is intent filter?**

**Content Provider**

1. **what is it? where have u used it?**
2. **How would you access data in a ContentProvider?**

**OTHERS**

**Multithreading, SQLite,**

**what if i started an asynctask and rotate the device screen while it's doInBG method is still running.**

**can i call network related task in onCreate method directly?**

**wokred with sensors? related classes?**

**Build variants**

singleton patterns

what data-structures have you mainly used in your applications?

Memory management, how can we find memory leakS? what should we consider to prevent memory leaks.

Network connectivity, communication with REST services volley, Retrofit (JSON, XML parsing)

**why you used retrofit? whats new in it over Volley? or vice versa**

**Custom view/layouts**

**FTP**

**kotlin?**

**internationalization/localization? How to achieve multilingual in android?**

**Ever worked on chat application? any idea about XMPP**

**Application of custom fonts ?**

**Hashmap, Arraylist, --> sparseArray**

**Android Architecture Components**

Android architecture components are part of [Android Jetpack](https://developer.android.com/jetpack). They are a collection of libraries that help you design robust, testable, and maintainable apps. Start with classes for managing your UI component lifecycle and handling data persistence.

* Manage your app's lifecycle with ease. New [lifecycle-aware components](https://developer.android.com/topic/libraries/architecture/lifecycle) help you manage your activity and fragment lifecycles. Survive configuration changes, avoid memory leaks and easily load data into your UI.
* Use [LiveData](https://developer.android.com/topic/libraries/architecture/livedata) to build data objects that notify views when the underlying database changes.
* [ViewModel](https://developer.android.com/topic/libraries/architecture/viewmodel) Stores UI-related data that isn't destroyed on app rotations.
* [Room](https://developer.android.com/topic/libraries/architecture/room) is an a SQLite object mapping library. Use it to Avoid boilerplate code and easily convert SQLite table data to Java objects. Room provides compile time checks of SQLite statements and can return RxJava, Flowable and LiveData observables.

Notification ->

Resource not found exception

Network on main thread exception

Memory leakage

Wrong Class cast exception

How to restrict a user to install my application in the case if camera is not there in mobile,

How old application is working on new OS even when it does not have a code to ask permissions at runtime?

Build, deployment, code review,

Prasun – { Uses-feature… 0.5, dangerous permission- 0.3, code review -0.5, take url input from user, send a file to this server using FTP and the application should not crash.}

Neelesh – { }

### Data Structures And Algorithms

The level of questions asked on the topic of Data Structures And Algorithms totally depends on the company for which you are applying.

* Array
  + An Array consists of a group of elements of the same data type. It is stored contiguously in memory and by using its' index, you can find the underlying data. Arrays can be one dimensional and multi-dimensional. One dimensional array is the simplest data structure, and also most commonly used. It is worth noting that in Java language multi-dimensional arrays are implemented as arrays of arrays. For example, int[10][5] is actually one array with its' cells pointing to ten 5-element arrays.

| **Algorithm** | **Average** | **Worst Case** |
| --- | --- | --- |
| Space | Θ(n) | O(n) |
| Search | Θ(n) | O(n) |
| Insert | Θ(n) | O(n) |
| Delete | Θ(n) | O(n) |

* LinkedList
  + A LinkedList, just like a tree and unlike an array, consists of a group of nodes which together represent a sequence. Each node contains data and a pointer. The data in a node can be anything, but the pointer is a reference to the next item in the LinkedList. A LinkedList contains both a head and a tail. The "Head" is the first item in the LinkedList, while the "Tail" is the last item. It is not a circular data structure, therefore the tail does not have its' pointer pointing at the Head - the pointer is just null. The run time complexity for each of the base methods are as follows:

| **Algorithm** | **Average** | **Worst Case** |
| --- | --- | --- |
| Space | Θ(n) | O(n) |
| Search | Θ(n) | O(n) |
| Insert | Θ(1) | O(1) |
| Delete | Θ(1) | O(1) |

* DoublyLinkedList
  + A DoublyLinkedList is based on a LinkedList, but there is two pointers in each node, "previous" pointer holds reference to the previous node and "next" pointer holds reference to the next node. It also has a Head node, head node's next pointer references the first node in this DoublyLinkedList. The last node's "next" reference points to null, but if last node's next pointer points to the first node, such DoublyLinkedList is called "Circular DoublyLinkedList". This data structure is very convenient if you need to be able to traverse stored elements in both directions.

| **Algorithm** | **Average** | **Worst Case** |
| --- | --- | --- |
| Space | Θ(n) | O(n) |
| Search | Θ(n) | O(n) |
| Insert | Θ(1) | O(1) |
| Delete | Θ(1) | O(1) |

* Stack
  + A Stack is a basic data structure with a "Last-in-First-out" (LIFO) semantics. This means that the last item that was added to the stack is the first item that comes out of the stack. A Stack is like a stack of books in that in order to get to the first book that was added in the stack (the bottom book), all of the books that were added after need to be removed first. Adding to a Stack is called "Push", removing from a stack is called "Pop", and getting the last item inserted into the stack without removing it is called "Top". The most common way to implement a stack is by using a LinkedList, but there is also StackArray (implemented with an array) which does not replace null entries, and there is also a Vector implementation that does replace null entries. [Wikipedia](https://en.wikibooks.org/wiki/Data_Structures/Stacks_and_Queues#Performance_Analysis)

|  |  |  |  |
| --- | --- | --- | --- |
| **Algorithm** | **Average** | **Worst Case** | **Image representation** |
| Space | Θ(n) | O(n) |  |
| Search | Θ(n) | O(n) |
| Insert (Push) | Θ(1) | O(1) |
| Delete (Pop) | Θ(1) | O(1) |
| Top | Θ(1) | O(1) |

* Queue
* PriorityQueue
* Binary Tree [Wikipedia](https://en.wikipedia.org/wiki/Binary_tree?oldformat=true)
* Binary Search Tree
* Hash Table or Hash Map
* Sorting Algorithms [Wikipedia](https://en.wikipedia.org/wiki/Sorting_algorithm?oldformat=true)
  + Using the most efficient sorting algorithm (and correct data structures that implement it) is vital for any program, because data manipulation can be one of the most significant bottlenecks in case of performance and the main purpose of spending time, determining the best algorithm for the job, is to drastically improve said performance. The efficiency of an algorithm is measured in its' "Big O" ([StackOverflow](https://stackoverflow.com/questions/487258/what-is-a-plain-english-explanation-of-big-o-notation)) score. Really good algorithms perform important actions in O(n log n) or even O(log n) time and some of them can even perform certain actions in O(1) time (HashTable insertion, for example). But there is always a trade-off - if some algorithm is really good at adding a new element to a data structure, it is, most certainly, much worse at data access than some other algorithm. If you are proficient with math, you may notice that "Big O" notation has many similarities with "limits", and you would be right - it measures best, worst and average performances of an algorithm in question, by looking at its' function limit. It should be noted that, when we are speaking about O(1) - constant time - we are not saying that this algorithm performs an action in one operation, rather that it can perform this action with the same number of operations (roughly), regrardless of the amount of elements it has to take into account. Thankfully, a lot of "Big O" scores have been already calculated, so you don't have to guess, which algorithm or data structure will perform better in your project. ["Big O" cheat sheet](http://bigocheatsheet.com/)
  + Bubble sort [Wikipedia](https://en.wikipedia.org/wiki/Bubble_sort?oldformat=true)
    - Bubble sort is one of the simplest sorting algorithms. It just compares neighbouring elements and if the one that precedes the other is smaller - it changes their places. So over one iteration over the data list, it is guaranteed that **at least** one element will be in its' correct place (the biggest/smallest one - depending on the direction of sorting). This is not a very efficient algorithm, as highly unordered arrays will require a lot of reordering (upto O(n^2)), but one of the advantages of this algorithm is its' space complexity - only two elements are compared at once and there is no need to allocate more memory, than those two will occupy.

|  |  |  |  |
| --- | --- | --- | --- |
| **Time Complexity** | | | **Space Complexity** |
| **Best** | **Average** | **Worst** | **Worst** |
| Ω(n) | Θ(n^2) | O(n^2) | O(1) |

* + Selection sort [Wikipedia](https://www.wikiwand.com/en/Selection_sort)
    - Firstly, selection sort assumes that the first element of the array to be sorted is the smallest, but to confirm this, it iterates over all other elements to check, and if it finds one, it gets defined as the smallest one. When the data ends, the element, that is currently found to be the smallest, is put in the beginning of the array. This sorting algorithm is quite straightforward, but still not that efficient on larger data sets, because to assign just one element to its' place, it needs to go over all data.

|  |  |  |  |
| --- | --- | --- | --- |
| **Time Complexity** | | | **Space Complexity** |
| **Best** | **Average** | **Worst** | **Worst** |
| Ω(n^2) | Θ(n^2) | O(n^2) | O(1) |

* + Insertion sort [Wikipedia](https://en.wikipedia.org/wiki/Insertion_sort?oldformat=true)
    - Insertion sort is another example of an algorithm, that is not that difficult to implement, but is also not that efficient. To do its' job, it "grows" sorted portion of data, by "inserting" new encountered elements into already (innerly) sorted part of the array, which consists of previously encountered elements. This means that in best case (data is already sorted) it can confirm that its' job is done in Ω(n) operations, while, if all encountered elements are not in their required order as many as O(n^2) operations may be needed.

|  |  |  |  |
| --- | --- | --- | --- |
| **Time Complexity** | | | **Space Complexity** |
| **Best** | **Average** | **Worst** | **Worst** |
| Ω(n) | Θ(n^2) | O(n^2) | O(1) |

* + Merge sort [Wikipedia](https://en.wikipedia.org/wiki/Merge_sort?oldformat=true)
    - This is a "divide and conquer" algorithm, meaning it recursively "divides" given array in to smaller parts (up to 1 element) and then sorts those parts, combining them with each other. This approach allows merge sort to achieve very high speed, while doubling required space, of course, but today memory space is more available than it was a couple of years ago, so this trade-off is considered acceptable.

|  |  |  |  |
| --- | --- | --- | --- |
| **Time Complexity** | | | **Space Complexity** |
| **Best** | **Average** | **Worst** | **Worst** |
| Ω(n log(n)) | Θ(n log(n)) | O(n log(n)) | O(n) |

* + Quicksort [Wikipedia](https://en.wikipedia.org/wiki/Quicksort?oldformat=true)
    - Quicksort is considered, well, quite quick. When implemented correctly, it can be a significant number of times faster than its' main competitors. This algorithm is also of "divide and conquer" family and its' first step is to choose a "pivot" element (choosing it randomly, statistically, minimizes the chance to get the worst performance), then by comparing elements to this pivot, moving it closer and closer to its' final place. During this process, the elements that are bigger are moved to the right side of it and smaller elements to the left. After this is done, quicksort repeats this process for subarrays on each side of placed pivot (does first step recursively), until the array is sorted.

|  |  |  |  |
| --- | --- | --- | --- |
| **Time Complexity** | | | **Space Complexity** |
| **Best** | **Average** | **Worst** | **Worst** |
| Ω(n log(n)) | Θ(n log(n)) | O(n^2) | O(1) |

* + There are, of course, more sorting algorithms and their modifications. We strongly recommend all readers to familiarize themselves with a couple more, because knowing algorithms is very important quality of a candidate, applying for a job and it shows understanding of what is happening "under the hood".
* Dynamic Programming
* Greedy Algorithm
* String Manipulation
* Pathfinding algorithms [Wikipedia](https://en.wikipedia.org/wiki/Greedy_algorithm?oldformat=true)
  + Dijkstra algorithm
  + A\* algorithm
  + Breadth First Search
  + Depth First Search

### Core Java

#### OOP

* Explain OOP Concepts.
  + Object-Oriented Programming is a methodology of designing a program using classes, objects, [inheritance](https://en.wikipedia.org/wiki/Inheritance_(object-oriented_programming)),[polymorphism](https://en.wikipedia.org/wiki/Polymorphism_(computer_science)), [abstraction](https://en.wikipedia.org/wiki/Abstraction_(software_engineering)), and [encapsulation](https://en.wikipedia.org/wiki/Encapsulation_(computer_programming)).
* Differences between abstract classes and interfaces? [GitHub](https://arjun-sna.github.io/java/2017/02/02/abstractvsinterface/)
  + An abstract class, is a class that contains both concrete and abstract methods (methods without implementations). An abstract method must be implemented by the abstract class sub-classes. Abstract classes cannot be instantiated and need to be extended to be used.
  + An interface is like a blueprint/contract of a class (or it may be thought of as a class with methods, but without their implementation). It contains empty methods that represent, what all of its subclasses should have in common. The subclasses provide the implementation for each of these methods. Interfaces are implemented.
* What is the difference between iterator and enumeration in java?
* Do you agree we use composition over inheritance? [Composition vs Inheritance](https://www.journaldev.com/12086/composition-vs-inheritance)
* Difference between method overloading and overriding.

[![Overloading and Overriding](data:image/png;base64,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)](https://github.com/codeshef/android-interview-questions/blob/master/assets/overloading-vs-overriding.png)

* + Overloading happens at compile-time while Overriding happens at runtime: The binding of overloaded method call to its definition happens at compile-time however binding of overridden method call to its definition happens at runtime. More info on static vs. dynamic binding: [StackOverflow](https://stackoverflow.com/questions/19017258/static-vs-dynamic-binding-in-java).
  + Static methods can be overloaded which means a class can have more than one static method of same name. Static methods cannot be overridden, even if you declare a same static method in child class it has nothing to do with the same method of parent class as overridden static methods are chosen by the reference class and not by the class of the object.

So, for example:

public class Animal {

public static void testClassMethod() {

System.out.println("The static method in Animal");

}

public void testInstanceMethod() {

System.out.println("The instance method in Animal");

}

}

public class Cat extends Animal {

public static void testClassMethod() {

System.out.println("The static method in Cat");

}

public void testInstanceMethod() {

System.out.println("The instance method in Cat");

}

public static void main(String[] args) {

Cat myCat = new Cat();

myCat.testClassMethod();

Animal myAnimal = myCat;

myAnimal.testClassMethod();

myAnimal.testInstanceMethod();

}

}

Will output:

The static method in Cat // testClassMethod() is called from "Cat" reference

The static method in Animal // testClassMethod() is called from "Animal" reference,

// ignoring actual object inside it (Cat)

The instance method in Cat // testInstanceMethod() is called from "Animal" reference,

// but from "Cat" object underneath

The most basic difference is that overloading is being done in the same class while for overriding base and child classes are required. Overriding is all about giving a specific implementation to the inherited method of parent class.

Static binding is being used for overloaded methods and dynamic binding is being used for overridden/overriding methods. Performance: Overloading gives better performance compared to overriding. The reason is that the binding of overridden methods is being done at runtime.

Private and final methods can be overloaded but they cannot be overridden. It means a class can have more than one private/final methods of same name but a child class cannot override the private/final methods of their base class.

Return type of method does not matter in case of method overloading, it can be same or different. However in case of method overriding the overriding method can have more specific return type (meaning if, for example, base method returns an instance of Number class, all overriding methods can return any class that is extended from Number, but not a class that is higher in the hierarchy, like, for example, Object is in this particular case).

Argument list should be different while doing method overloading. Argument list should be same in method Overriding. It is also a good practice to annotate overridden methods with @Override to make the compiler be able to notify you if child is, indeed, overriding parent's class method during compile-time.

* What are the access modifiers you know? What does each one do?
  + There are four access modifiers in Java language (from strictest to the most lenient):
    1. private variables, methods, constructors or inner classes are only visible to its' containing class and its' methods. This modifier is most commonly used, for example, to allow variable access only through getters and setters or to hide underlying implementation of classes that should not be used by user and therefore maintain encapsulation. Singleton constructor is also marked private to avoid unwanted instantiation from outside.
    2. protected can be used on variables, methods and constructors therefore allowing access only to subclasses and classes that are inside the same package as protected members' class.
    3. Default (no keyword is used) this modifier can be applied to classes, variables, constructors and methods and allows access from classes and methods inside the same package.
    4. public modifier is widely-used on classes, variables, constructors and methods to grant access from any class and method anywhere. It should not be used everywhere as it implies that data marked with public is not sensitive and can not be used to harm the program.
* Can an Interface implement another Interface?
  + Yes, an interface can implement another interface (and more than one), but it needs to use extends, rather than implements keyword. And while you can not remove methods from parent interface, you can add new ones freely to your subinterface.
* What is Polymorphism? What about Inheritance?
  + Polymorphism in Java has two types: Compile time polymorphism (static binding) and Runtime polymorphism (dynamic binding). Method overloading is an example of static polymorphism, while method overriding is an example of dynamic polymorphism.

An important example of polymorphism is how a parent class refers to a child class object. In fact, any object that satisfies more than one IS-A relationship is polymorphic in nature.

For instance, let’s consider a class Animal and let Cat be a subclass of Animal. So, any cat IS animal. Here, Cat satisfies the IS-A relationship for its own type as well as its super class Animal.

* + Inheritance can be defined as the process where one class acquires the properties (methods and fields) of another. With the use of inheritance the information is made manageable in a hierarchical order.

The class which inherits the properties of other is known as subclass (derived class, child class) and the class whose properties are inherited is known as superclass (base class, parent class).

Inheritance uses the keyword extends to inherit the properties of a class. Following is the syntax of extends keyword.

class Super {

.....

.....

}

class Sub extends Super {

.....

.....

}

* Multiple inheritance in Classes and Interfaces in java [Blog](http://codeinventions.blogspot.in/2014/07/can-interface-extend-multiple.html)
* What are the design patterns? [GitHub](https://github.com/iluwatar/java-design-patterns)
  + Creational patterns
    1. Builder [Wikipedia](https://en.wikipedia.org/wiki/Builder_pattern?oldformat=true)
    2. Factory [Wikipedia](https://en.wikipedia.org/wiki/Factory_method_pattern?oldformat=true)
    3. Singleton [Wikipedia](https://en.wikipedia.org/wiki/Singleton_pattern) A singleton is a class that can only be instantiated once. This singleton pattern restricts the instantiation of a class to one object. This is useful when exactly one object is needed to coordinate actions across the system. The concept is sometimes generalized to systems that operate more efficiently when only one object exists, or that restrict the instantiation to a certain number of objects.
    4. Monostate [Wikipedia](http://wiki.c2.com/?MonostatePattern)
    5. Fluent Interface Pattern [Wikipedia](https://martinfowler.com/bliki/FluentInterface.html)
  + Structural patterns
    1. Adapter [Wikipedia](https://en.wikipedia.org/wiki/Adapter_pattern?oldformat=true)
    2. Decorator [Wikipedia](https://en.wikipedia.org/wiki/Decorator_pattern?oldformat=true)
    3. Facade [Wikipedia](https://en.wikipedia.org/wiki/Facade_pattern?oldformat=true)
  + Behavioural patterns
    1. Chain of responsibility [Wikipedia](https://en.wikipedia.org/wiki/Chain-of-responsibility_pattern?oldformat=true)
    2. Iterator [Wikipedia](https://en.wikipedia.org/wiki/Iterator_pattern?oldformat=true)
    3. Strategy [Wikipedia](https://en.wikipedia.org/wiki/Strategy_pattern?oldformat=true)

#### Collections and Generics

* Arrays vs ArrayLists.
* HashSet vs TreeSet.
* HashMap vs Set
* Stack vs Queue
* Explain Generics in Java?
  + Generics were included in Java language to provide stronger type checks, by allowing the programmer to define, which classes can be used with other classes

In a nutshell, generics enable types (classes and interfaces) to be parameters when defining classes, interfaces and methods. Much like the more familiar formal parameters used in method declarations, type parameters provide a way for you to re-use the same code with different inputs. The difference is that the inputs to formal parameters are values, while the inputs to type parameters are types. ([Official Java Documentation](https://docs.oracle.com/javase/tutorial/java/generics/why.html))

* + This means that, for example, you can define:

List<Integer> list = new ArrayList<>();

And let the compiler take care of noticing, if you put some object, of type other than Integer into this list and warn you.

* + It should be noted that standard class hierarchy does not apply to generic types. It means that Integer in List<Integer> is not inherited from <Number> - it is actually inherited directly from <Object>. You can still put some constraints on what classes can be passed as a parameter into a generic by using [wildcards](https://docs.oracle.com/javase/tutorial/extra/generics/wildcards.html) like <?>, <? extends MyCustomClass> or <? super Number>.
  + While generics are very useful, late inclusion into Java language has put some restraints on their implementation - backward compatibility required them to remain just "syntactic sugar" - they are erased ([type erasure](https://docs.oracle.com/javase/tutorial/java/generics/erasure.html)) during compile-time and replaced with object class.
* What is Java PriorityQueue?

#### Objects and Primitives

#### String

* How is String class implemented? Why was it made immutable?
  + There is no primitive variant of String class in Java language - all strings are just wrappers around underlying array of characters, which is declared final. This means that, once a String object is instantiated, it cannot be changed through normal tools of the language (Reflection still can mess things up horribly, because in Java no object is truly immutable). This is why String variables in classes are the first candidates to be used, when you want to override hashCode() and equals() of your class - you can be sure, that all their required contracts will be satisfied.

Note: The String class is immutable, so that once it is created a String object cannot be changed. The String class has a number of methods, some of which will be discussed below, that appear to modify strings. Since strings are immutable, what these methods really do is create and return a new string that contains the result of the operation. ([Official Java Documentation](https://docs.oracle.com/javase/tutorial/java/data/strings.html))

This class is also unique in a sense, that, when you create an instance like this:

String helloWorld = "Hello, World!";

"Hello, World!" is called a literal and compiler creates a String object with its' value. So

String capital = "Hello, World!".toUpperCase();

is a valid statement, that, firstly, will create an object with literal value "Hello, World!" and then will create and return another object with value "HELLO, WORLD!"

* + String was made immutable to prevent malicious manipulation of data, when, for example, user login or other sensitive data is being send to a server.
* What does it means to say that a String is immutable?
  + It means that once created, String object's char[] (its' containing value) is declared final and, therefore, it can not be changed during runtime.
* What is String.intern()? When and why should it be used?
* Can you list 8 primitive types in java?
* What is the difference between an Integer and int?
  + int is a primitive data type (with boolean, byte, char, short, long, float and double), while Integer (with Boolean, Byte, Character, Short,Long, Float and Double) is a [wrapper](https://docs.oracle.com/javase/tutorial/java/data/numberclasses.html) class that encapsulates primitive data type, while providing useful methods to perform different tasks with it.
* What is Autoboxing and Unboxing?
  + Autoboxing and Unboxing is the process of automatic wrapping (putting in a box) and unwrapping (getting the value out) of primitive data types, that have "wrapper" classes. So int and Integer can (almost always) be used interchangeably in Java language, meaning a method void giveMeInt(int i) { ... } can take int as well as Integer as a parameter.
* Typecast in Java.
  + In Java, you can use casts to polymorph one class into another, compatible one. For example:
  + long i = 10l;
  + int j = (int) i;

long k = j;

Here we see, that, while narrowing (long i -> int j) requires an explicit cast to make sure the programmer realizes, that there may be some data or precision loss, widening (int j -> long k) does not require an explicit cast, because there can be no data loss (long can take larger numbers than int allows).

* Do objects get passed by reference or value in Java? Elaborate on that.
  + In Java all primitives and objects are passed by value, meaning that their copy will be manipulated in the receiving method. But there is a caveat - when you pass an object reference into a method, a copy of this reference is made, so it still points to the same object. This means, that any changes that you make to the insides of this object are retained, when the method exits.
  + public class Pointer {
  + int innerField;
  + public Pointer(int a) {
  + this.innerField = a;
  + }

}

public class ValueAndReference {

public static void main(String[] args) {

Pointer a = new Pointer(0);

int b = 1;

print("Before:");

print("b = " + b);

print("a.innerField = " + a.innerField);

exampleMethod(a, b);

print("After:");

print("b = " + b);

print("a.innerField = " + a.innerField);

}

static void exampleMethod(Pointer a, int b) {

a.innerField = 2;

b = 10;

}

static void print(String text) {

System.out.println(text);

}

}

Will output:

Before:

b = 1

a.innerField = 0

After:

b = 1 // a new local int variable was created and operated on, so "b" didn't change

a.innerField = 2 // Pointer a got its' innerField variable changed

// from 0 to 2, because method was operating on

// the same reference to an instance

* What is the difference between instantiation and initialization of an object?
  + Initialization is the process of the memory allocation, when a new variable is created. Variables should be explicitly given a value, otherwise they may contain a random value that remained from the previous variable that was using the same memory space. To avoid this problem, Java language assigns default (right after initialization) values to some data types:
    - boolean defaults to false;
    - byte defaults to 0;
    - short defaults to 0;
    - int defaults to 0;
    - long defaults to 0L;
    - char defaults to \u0000;
    - float defaults to 0.0f;
    - double defaults to 0.0d;
    - object defaults to null.
  + Instantiation is the process of explicitly assigning definitive value to a declared variable:
  + int j; // Initialized variable (int defaults to 0 right after)

j = 10; // Instantiated variable

* What the difference between local, instance and class variables?
  + Local variables exist only in methods that created them, they are stored separately in their respected Thread Stack (for more information, see question about Java Memory Model) and cannot have their reference passed outside of the method scope. That also means that they cannot be assigned any access modifier or made static - because they only exist during enclosing method's execution and those modifiers just do not make sense, since no other outside method can get them anyway.
  + Instance variables are the ones, that are declared in classes and their value can be different from one instance of the class to another, but they always require that class' instance to exist.
  + Class variables are those, that are marked with static keyword in their class' body. They can only have one value across all instances of that class (changing it in one place will change it in their class and, therefore, in all instances) and can even be retrieved without that class' instance (if their access modifier allows it).

#### Java Memory Model and Garbage Collector

* What is garbage collector? How does it work?
  + All objects are allocated on the heap area managed by the JVM. As long as an object is being referenced, the JVM considers it alive. Once an object is no longer referenced and therefore is not reachable by the application code, the garbage collector removes it and reclaims the unused memory.
* What is Java Memory Model? What contracts does it guarantee? How are its' Heap and Stack organized? [Jenkov](http://tutorials.jenkov.com/java-concurrency/java-memory-model.html)
* What is memory leak and how does Java handle it?
* What are strong, soft, weak and phantom references in Java?

#### Concurrency

* What does the keyword synchronized mean? [Link](https://stackoverflow.com/a/1085745/2621950)
* What is a ThreadPoolExecutor? [MindOrks](https://blog.mindorks.com/threadpoolexecutor-in-android-8e9d22330ee3)
* What is volatile modifier? [Jenkov](http://tutorials.jenkov.com/java-concurrency/volatile.html)
* The clasess in the atomic package expose a common set of methods: get, set,, lazyset, compareAndSet, and weakCompareAndSet. Please describe them.

#### Exceptions

* How does the try{} catch{} finally{} works? [Link](http://tutorials.jenkov.com/java-exception-handling/basic-try-catch-finally.html)
* What is the difference between a Checked Exception and an Un-Checked Exception?

#### Others

* What is serialization? How do you implement it?
  + Serialization is the process of converting an object into a stream of bytes in order to store an object into memory, so that it can be recreated at a later time, while still keeping the object's original state and data. In Android you may use either the Serializable, Externalizable (implements Serializable) or Parcelable interfaces.
  + While Serializable is the easiest to implement, Externalizable may be used if you need to insert custom logic into the process of serialization (although it is almost never used nowadays as it is considered a relic from early versions of Java). But it is highly recommended to use Parcelable in Android instead, as Parcelable was created exclusively for Android and it performs about 10x faster than Serializable, because Serializable uses reflection, which is a slow process and tends to create a lot of temporary objects and it may cause garbage collection to occur more often.
  + To use Serializable all you have to do is implement the interface:
  + /\*\*
  + \* Implementing the Serializeable interface is all that is required
  + \*/
  + public class User implements Serializable {
  + private String name;
  + private String email;
  + public User() {
  + }
  + public String getName() {
  + return name;
  + }
  + public void setName(final String name) {
  + this.name = name;
  + }
  + public String getEmail() {
  + return email;
  + }
  + public void setEmail(final String email) {
  + this.email = email;
  + }

}

* + Parcelable requires a bit more work:
  + public class User implements Parcelable {
  + private String name;
  + private String email;
  + /\*\*
  + \* Interface that must be implemented and provided as a public CREATOR field
  + \* that generates instances of your Parcelable class from a Parcel.
  + \*/
  + public static final Creator<User> CREATOR = new Creator<User>() {
  + /\*\*
  + \* Creates a new USer object from the Parcel. This is the reason why
  + \* the constructor that takes a Parcel is needed.
  + \*/
  + @Override
  + public User createFromParcel(Parcel in) {
  + return new User(in);
  + }
  + /\*\*
  + \* Create a new array of the Parcelable class.
  + \* @return an array of the Parcelable class,
  + \* with every entry initialized to null.
  + \*/
  + @Override
  + public User[] newArray(int size) {
  + return new User[size];
  + }
  + };
  + public User() {
  + }
  + /\*\*
  + \* Parcel overloaded constructor required for
  + \* Parcelable implementation used in the CREATOR
  + \*/
  + private User(Parcel in) {
  + name = in.readString();
  + email = in.readString();
  + }
  + public String getName() {
  + return name;
  + }
  + public void setName(final String name) {
  + this.name = name;
  + }
  + public String getEmail() {
  + return email;
  + }
  + public void setEmail(final String email) {
  + this.email = email;
  + }
  + @Override
  + public int describeContents() {
  + return 0;
  + }
  + /\*\*
  + \* This is where the parcel is performed.
  + \*/
  + @Override
  + public void writeToParcel(final Parcel parcel, final int i) {
  + parcel.writeString(name);
  + parcel.writeString(email);
  + }

}

Note: For a full explanation of the **describeContents()** method see [StackOverflow](https://stackoverflow.com/questions/4076946/parcelable-where-when-is-describecontents-used/4914799#4914799). In Android Studio, you can have all of the parcelable code auto generated for you, but like with everything else, it is always a good thing to try and understand everything that is happening.

* What is transient modifier? [JavaTPoint](https://www.javatpoint.com/transient-keyword)
* What are anonymous classes?[OracleDoc](https://docs.oracle.com/javase/tutorial/java/javaOO/anonymousclasses.html)
* What is the difference between using == and .equals on an object?[GeeksForGeeks](http://www.geeksforgeeks.org/difference-equals-method-java/)
* What is the hashCode() and equals() used for?
* Why would you not call abstract method in constructor?
* Can you list 8 primitive types in java?
* When would you make an object value final?
* What are these final, finally and finalize keywords?
  + final is a keyword in the java language. It is used to apply restrictions on class, method and variable. Final class can't be inherited, final method can't be overridden and final variable value can't be changed.
  + class FinalExample {
  + public static void main(String[] args) {
  + final int x=100;
  + x=200;//Compile Time Error because x is final
  + }

}

* + finally is a code block and is used to place important code, it will be executed whether exception is handled or not.
  + class FinallyExample {
  + public static void main(String[] args) {
  + try {
  + int x=300;
  + }catch(Exception e) {
  + System.out.println(e);
  + }
  + finally {
  + System.out.println("finally block is executed");
  + }
  + }

}

* + Finalize is a method used to perform clean up processing just before object is garbage collected.
  + class FinalizeExample {
  + public void finalize() {
  + System.out.println("finalize called");
  + }
  + public static void main(String[] args) {
  + FinalizeExample f1=new FinalizeExample();
  + FinalizeExample f2=new FinalizeExample();
  + f1=null;
  + f2=null;
  + System.gc();
  + }

}

* What does the static word mean in Java?
  + In case of static variable it means that this variable (its' value or the object it references) spans across all instances of enclosing class (changing it in one instance affects all others), while in case of static methods it means that these methods can be invoked without an instance of their enclosing class. It is useful, for example, when you create util classes that need not be instantiated every time you want to use them.
* Can a static method be overridden in Java?
  + While child class can override a static method with another static method with the same signature (return type can be downcasted), it is not truly overridden - it becomes "hidden", but both methods can still be accessed under right circumstances (see question about overloading/overriding above).
* When is a static block run?
  + Code inside static block is executed only once: the first time you make an object of that class or the first time you access a static member of that class (even if you never make an object of that class).
* What is reflection? [Jenkov](http://tutorials.jenkov.com/java-reflection/index.html)
* What is Dependency Injection? Can you name few libraries? Have you used any?
  + Dependency injection is a very powerful technique, where you relay the task of providing object with its' dependencies on instances of other objects (OOP Composition, [Wikipedia](https://en.wikipedia.org/wiki/Object_composition?oldformat=true)) to a separate class. This allows for fewer constructors, setters, factories and builders as all those functions are taken care of by the DI framework that you use. Also, and it may seem as a minor advantage, but if you use DI framework you need not worry about going through the project and changing all of (example names) YourCustomInterface customInterfaceObject = new YourCustomClass(); to a new implementaion, as long as your new class (in place of YourCustomClass) still implements CustomInterface - you can just tweak the DI factory class to produce new class and voila - this new class will be automatically instantiated throughout your code. This allows for better maintenence and control over the program. Another example of DI usage is unit-testing - it allows to conveniently inject all needed dependencies and keep the amount of written code at a lower level.
  + One of the most popular libraries for DI for Android is Dagger 2. [MindOrks](https://blog.mindorks.com/a-complete-guide-to-learn-dagger-2-b4c7a570d99c)
* How is a StringBuilder implemented to avoid the immutable string allocation problem?
* Difference between StringBuffer and StringBuilder? [Link](http://www.journaldev.com/137/stringbuffer-vs-stringbuilder)
* What’s the difference between an Enumeration and an Iterator? [Link](http://javaconceptoftheday.com/differences-between-enumeration-vs-iterator-in-java/)
* What is the difference between fail-fast and fail-safe iterators in Java?
* What is Java NIO? [Link](http://tutorials.jenkov.com/java-nio/index.html)

### Core Android

#### Base

* Tell all the Android application components. [Android Official](https://developer.android.com/guide/components/fundamentals.html#Components)
* What is the structure of an Android Application?
* What is Context? How is it used? [MindOrks](https://blog.mindorks.com/understanding-context-in-android-application-330913e32514)
* What is AndroidManifest.xml? [Android Official](https://developer.android.com/guide/topics/manifest/manifest-intro)
* What is Application class?

#### Activity

* What is Activity?
* Explain Activity and Fragment lifecycle. (Complete diagram [GitHub](https://github.com/xxv/android-lifecycle), simplified diagram for [Activity](https://developer.android.com/guide/components/activities/activity-lifecycle.html#alc), [Fragment](https://developer.android.com/guide/components/fragments.html#Lifecycle))
* What are "launch modes"? [MindOrks](https://blog.mindorks.com/android-activity-launchmode-explained-cbc6cf996802)

#### Fragments

* What is Fragment?
* What is the difference between a Fragment and an Activity? Explain the relationship between the two.
* Why is it recommended to use only the default constructor to create a Fragment? [StackOverflow](https://stackoverflow.com/a/16042750/2809326)
* How would you communicate between two Fragments? [Android Official](https://developer.android.com/training/basics/fragments/communicating.html)
* What is retained Fragment? [AndroidDesignPatterns](https://www.androiddesignpatterns.com/2013/04/retaining-objects-across-config-changes.html)

#### Views and ViewGroups

* What is View in Android?
* Difference between View.GONE and View.INVISIBLE? [StackOverflow](https://stackoverflow.com/questions/11556607/android-difference-between-invisible-and-gone)
* Can you create custom views? How? Yes!Excellent documentation in [Google Developers Training advance course](https://google-developer-training.github.io/android-developer-advanced-course-concepts/unit-5-advanced-graphics-and-views/lesson-10-custom-views/10-1-c-custom-views/10-1-c-custom-views.html), custom views chapter
* What are ViewGroups and how they are different from the Views?
* What is a canvas?
* What is a SurfaceView?
* Relative Layout vs Linear Layout.
* Tell about Constraint Layout [MindOrks](https://blog.mindorks.com/using-constraint-layout-in-android-531e68019cd)
* Do you know what is the view tree? How can you optimize its depth?

#### Displaying Lists of Content

* What is the difference between ListView and RecyclerView?
* What is the ViewHolder pattern? Why should we use it?
* What is SnapHelper? [MindOrks](https://blog.mindorks.com/using-snaphelper-in-recyclerview-fc616b6833e8)

#### Dialogs and Toasts

* What is Dialog in Android?
* What is Toast in Android?
* What the difference between Dialog and Dialog Fragment?

#### Intents and Broadcasting

* What is Intent? [StackOverflow](https://stackoverflow.com/questions/6578051/what-is-an-intent-in-android)
* What is an Implicit Intent?
* What is an Explicit Intent?
* What is a BroadcastReceiver? [StackOverflow](https://stackoverflow.com/questions/5296987/what-is-broadcastreceiver-and-when-we-use-it)
* What is a LocalBroadcastManager? [Developer Android](https://developer.android.com/reference/android/support/v4/content/LocalBroadcastManager.html)
* What is the function of an IntentFilter?
* What is a Sticky Intent? [AndroidInterview](http://www.androidinterview.com/what-is-a-sticky-intent/)
* Describe how broadcasts and intents work to be able to pass messages around your app?
* What is a PendingIntent?
* What are the different types of Broadcasts?

#### Services

* What is Serivce?
* Service vs IntentService. [StackOverflow](https://stackoverflow.com/a/15772151/5153275)
* What is a JobScheduler? [Vogella](http://www.vogella.com/tutorials/AndroidTaskScheduling/article.html)

#### Inter-process Communication

* How can two distinct Android apps interact?
* Is it possible to run an Android app in multiple processes? How?
* What is AIDL? Enumerate the steps in creating a bounded service through AIDL.
* What can you use for background processing in Android?
* What is a ContentProvider and what is it typically used for?

#### Long-running Operations

* How would you perform a long-running operation in an application?
* Why should you avoid to run non-ui code on the main thread?
* What is ANR? How can the ANR be prevented?
* What is an AsyncTask?
* What are the problems in asynctask?
* When would you use java thread instead of an asynctask?
* What is a Loader?
* What is the relationship between the life cycle of an AsyncTask and an Activity? What problems can this result in? How can these problems be avoided?
* Explain Looper, Handler and HandlerThread. [MindOrks](https://blog.mindorks.com/android-core-looper-handler-and-handlerthread-bd54d69fe91a) and [MindOrks Video](https://www.youtube.com/watch?v=rfLMwbOKLRk&list=PL6nth5sRD25hVezlyqlBO9dafKMc5fAU2)

#### Working With Multimedia Content

* How do you handle bitmaps in Android as it takes too much memory?
* What is the difference between a regular Bitmap and a nine-patch image?
* Tell about the Bitmap pool. [MindOrks](https://blog.mindorks.com/how-to-use-bitmap-pool-in-android-56c71a55533c)
* How to play sounds in Android? [Vogella](http://www.vogella.com/tutorials/AndroidMedia/article.html)

#### Data Saving

* How to persist data in an Android app?
* What is ORM? How does it work?
* How would you preserve Activity state during a screen rotation? [StackOverflow](https://stackoverflow.com/questions/3915952/how-to-save-state-during-orientation-change-in-android-if-the-state-is-made-of-m)
* What are different ways to store data in your Android app?

#### Look and Feel

* What is a Spannable?

#### Memory Optimizations

* What is the onTrimMemory() method?
* How does the OutOfMemory happens?
* How do you find memory leaks in Android applications? [MindOrks](https://mindorks.com/blog/detecting-and-fixing-memory-leaks-in-android)

#### Battery Life Optimizations

* How to reduce battery usage in an android application? [MindOrks](https://blog.mindorks.com/battery-optimization-for-android-apps-f4ef6170ff70)
* What is Doze? What about App Standby?
* What is overdraw? [Developer Android](https://developer.android.com/topic/performance/rendering/overdraw.html)

#### Supporting Different Screen Sizes

* How did you support different types of resolutions?

#### Permissions

* What are the different protection levels in permission?

#### Native Programming

* What is the NDK and why is it useful?
* What is renderscript? [MindOrks](https://blog.mindorks.com/comparing-android-ndk-and-renderscript-1a718c01f6fe)

#### Android System Internal

* What is the Dalvik Virtual Machine?
* What is the difference JVM, DVM and ART?
* What are the differences between Dalvik and ART?
* What is DEX?
* Can you manually call the Garbage collector?

#### Debugging and Programming Tools

* What is ADB?
* What is DDMS and what can you do with it?
* What is the StrictMode? [MindOrks](https://blog.mindorks.com/use-strictmode-to-find-things-you-did-by-accident-in-android-development-4cf0e7c8d997)
* What is Lint? What is it used for?

#### Others

* Why Bundle class is used for data passing and why cannot we use simple Map data structure
* How do you troubleshoot a crashing application?
* Explain Android notification system?
* What is the difference between Serializable and Parcelable? Which is the best approach in Android?
* Have you developed widgets? Describe. [MindOrks](https://blog.mindorks.com/android-widgets-ad3d166458d3)
* What is AAPT?
* What is the best way to update the screen periodically?
* FlatBuffers vs JSON. [MindOrks](https://blog.mindorks.com/why-consider-flatbuffer-over-json-2e4aa8d4ed07)
* HashMap, ArrayMap and SparseArray [MindOrks](https://blog.mindorks.com/android-app-optimization-using-arraymap-and-sparsearray-f2b4e2e3dc47)
* What are Annotations? [Mindorks](https://blog.mindorks.com/creating-custom-annotations-in-android-a855c5b43ed9), [Link](https://blog.mindorks.com/improve-your-android-coding-through-annotations-26b3273c137a)
* How to handle multi-touch in android [GitHub](https://arjun-sna.github.io/android/2016/07/20/multi-touch-android/)
* How to implement XML namespaces?
* What is the support library? Why was it introduced?[MartianCraft](http://martiancraft.com/blog/2015/06/android-support-library/)
* What is Android Data Binding? [Developer Android](https://developer.android.com/topic/libraries/data-binding/index.html)
* What are Android Architecture Components? [Developer Android](https://developer.android.com/topic/libraries/architecture/index.html)
* How to implement search using RxJava operators? [MindOrks](https://blog.mindorks.com/implement-search-using-rxjava-operators-c8882b64fe1d)

### Architecture

* Describe the architecture of your last app.
* Describe MVP. [MindOrks](https://mindorks.com/course/android-mvp-introduction)
* What is presenter?
* What is model?
* Describe MVC.
* Describe MVI
* Describe the repository pattern
* What is controller?
* Describe MVVM. [GitHub](https://github.com/MindorksOpenSource/android-mvvm-architecture)
* Tell something about clean code [MindOrks](https://blog.mindorks.com/every-programmer-should-read-this-book-6755dedec78d)

### Design Problem

* Design Uber App.
* Design Facebook App.
* Design Facebook Near-By Friends App.
* Design WhatsApp.
* Design SnapChat.
* Design problems based on location based app.

### Tools And Technologies

* Git. [MindOrks Youtube](https://www.youtube.com/watch?v=D4h8Dbrjt4M&list=PL6nth5sRD25itbyNVUULAebzL-VLrLfkK)
* RxJava. [MindOrks](https://blog.mindorks.com/a-complete-guide-to-learn-rxjava-b55c0cea3631)
* Dagger 2. [MindOrks](https://blog.mindorks.com/a-complete-guide-to-learn-dagger-2-b4c7a570d99c)
* Android Development Useful Tools. [MindOrks](https://blog.mindorks.com/android-development-useful-tools-fd73283e82e3)
* Firebase. [Firebase.google.com](https://firebase.google.com/)

### Android Test Driven Development

* What is Espresso? [Developer Android](https://developer.android.com/training/testing/ui-testing/espresso-testing.html)
* What is Robolectric? [Robolectric](http://robolectric.org/)
* What are the disadvantages of using Roboelectric?
* What is UI-Automator? [Developer Android](https://developer.android.com/training/testing/ui-testing/uiautomator-testing.html)
* Explain unit test.
* Explain instrumented test.
* Have you done unit testing or automatic testing?
* Why Mockito is used? [Official site](http://site.mockito.org/)
* Describe JUnit test.

### Others

* Describe how REST APIs work. What is REST?
* Describe other forms of web API architecutre. [GraphQL] (<https://medium.com/mindorks/what-is-graphql-and-using-it-on-android-ab8e493abdd7>) [SOAP] (<https://www.w3.org/TR/ws-arch/>)
* Describe SQLite.
* Describe database.
* Project Management tool - trello, basecamp, kanban, jira, asana.
* About build System - gradle, maven, ant, buck.
* About multiple apk for android application. [MindOrks](https://mindorks.com/blog/how-to-create-multiple-apk-files-for-android-application)
* Reverse Engineering an APK.
* What is proguard used for?
* What is obfuscation? What is it used for? What about minification?
* How do you build your apps for release?
* How do you control the application version update to specific number of users?
* Can we identify users who have uninstalled our application?
* Implement Search Using RxJava Operators. [MindOrks](https://blog.mindorks.com/implement-search-using-rxjava-operators-c8882b64fe1d)
* APK Size Reduction. [MindOrks](https://blog.mindorks.com/how-to-reduce-apk-size-in-android-2f3713d2d662)
* Android Development Best Practices. [MindOrks](https://blog.mindorks.com/android-development-best-practices-83c94b027fd3)
* Android Code Style And Guidelines. [MindOrks](https://blog.mindorks.com/android-code-style-and-guidelines-d5f80453d5c7)
* Have you tried Kotlin? [MindOrks](https://blog.mindorks.com/why-you-must-try-kotlin-for-android-development-e14d00c8084b)
* What are the metrics that you should measure continuously while android application development? [MindOrks](https://blog.mindorks.com/android-app-performance-metrics-a1176334186e)